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Preface

Data Science is a rapidly expanding field with increasing relevance. There are
correspondingly numerous textbooks about the topic. They usually focus on various
Data Science methods. In a growing field, there is a danger that the number of
methods grows, too, in a pace that it is difficult to compare their specific merits and
application focus.

To cope with this method avalanche, the user is left alone with the judgment
about the method selection. He or she can be helped only if some basic principles
such as fitting model to data, generalization, and abilities of numerical algorithms
are thoroughly explained, independently from the methodical approach. Unfortu-
nately, these principles are hardly covered in the textbook variety. This book would
like to close this gap.

For Whom Is This Book Written?

This book is appropriate for advanced undergraduate or master’s students in
computer science, Artificial Intelligence, statistics or related quantitative subjects,
as well as people from other disciplines who want to solve Data Science tasks.
Elements of this book can be used earlier, e.g., in introductory courses for Data
Science, engineering, and science students who have the required mathematical
background.

We developed this book to support a semester course in Data Science, which is
the first course in our Data Science specialization in computer science. To give you
an example of how we use this book in our own lectures, our Data Science course
consists of two parts:

e In the first part, a general framework for solving Data Science tasks is described,
with a focus on facts that can be supported by mathematical and statistical
arguments. This part is covered by this book.

e In the second part of the course, concrete methods from multivariate statistics
and machine learning are introduced. For this part, many well-known Springer
textbooks are available (e.g., those by Hastie and Tibshirani or Bishop), which
are used to accompany this part of the course. We did not intend to duplicate this
voluminous work in our book.
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Besides students as the intended audience, we also see a benefit for researchers
in the field who want to gain a proper understanding of the mathematical foun-
dations instead of sole computing experience as well as practitioners who will get
mathematical exposure directed to make clear the causalities.

What Makes This Book Different?

This book encompasses the formulation of typical tasks as input/output mappings,
conditions for successful determination of model parameters with good general-
ization properties as well as convergence properties of basic classes of numerical
algorithms used for parameter fitting.

In detail, this book focuses on topics such as

e generic type of Data Science task and the conditions for its solvability;

e trade-off between model size and volume of data available for its identification
and its consequences for model parametrization (frequently referred to as
learning);

e conditions to be satisfied for good performance of the model on novel data, i.e.,
generalization; and

e conditions under which numerical algorithms used in Data Science operate and
what performance can be expected from them.

These are fundamental and omnipresent problems of Data Science. They are
decisive for the success of the application, more than a detailed selection of a
computing method. These questions are scarcely, or not at all, treated in other Data
Science and Machine Learning textbooks. Students and many data engineers and
researchers are frequently not aware of these conditions and, neglecting them,
produce suboptimal solutions.

In this book, we did not focus on Data Science technology and methodology
except where it is necessary to explain general principles, because we felt that this
was mostly covered in existing books.

In summary, this textbook is an important addition to all existing Data Science
courses.

Comprehension Checks

In all chapters, important theses are summarized in their own paragraphs. All
chapters have comprehension checks for the students.
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Data Science and Its Tasks

As the name Data Science (DS) suggests, it is a scientific field concerned with data.
However, this definition would encompass the whole of information technology.
This is not the intention behind delimiting the Data Science. Rather, the focus is on
extracting useful information from data.

In the last decades, the volume of processed and digitally stored data has reached
huge dimensions. This has led to a search for innovative methods capable of coping
with large data volumes. A naturally analogous context is that of intelligent infor-
mation processing by higher living organisms. They are supplied by a continuous
stream of voluminous sensor data (delivered by senses such as vision, hearing, or
tactile sense) and use this stream for immediate or delayed acting favorable to the
organism. This fact makes the field of Artificial Intelligence (Al) a natural source of
potential ideas for Data Science. These technologies complement the findings and
methods developed by classical disciplines concerned with data analysis, the most
prominent of which is statistics.

The research subject of Artificial Intelligence (Al) is all aspects of sensing, recog-
nition, and acting necessary for intelligent or autonomous behavior. The scope of
Data Science is similar but focused on the aspects of recognition. Given the data,
collected by sensing or by other data accumulation processes, the Data Science tasks
consist in recognizing patterns interesting or important in some defined sense. More
concretely, these tasks can adopt the form of the following variants (but not limited
to them):

e recognizing one of the predefined classes of patterns (a classification task). An
example is recognition of an object in a visual scene characterized by image pixel
data or determining the semantic meaning of an ambiguous phrase;

e finding a quantitative relationship between some data (a continuous mapping).
Such relationships are frequently found in technical and economic data, for ex-
ample, the dependence of interest rate on the growth rate of domestic product or
money supply;

e finding characteristics of data that are substantially more compact than the origi-
nal data (data compression). A trivial example is characterizing the data about a

© The Author(s), under exclusive license to Springer Nature Switzerland AG 2023 1
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2 1 Data Science and Its Tasks

population by an arithmetic mean or standard deviation of the weight or height of
individual persons. A more complex example is describing the image data by a set
of contour edges.

Depending on the character of the task, the data processing may be static or
dynamic. The static variant is characterized by a fixed data set in which a pattern is
to be recognized. This corresponds to the mathematical concept of a mapping: Data
patterns are mapped to their pattern labels. Static recognition is a widespread setting
for image processing, text search, fraud detection, and many others.

With dynamic processing, the recognition takes place on a stream of data provided
continuously in time. The pattern searched can be found only by observing this stream
and its dynamics. A typical example is speech recognition.

Historically, the first approaches to solving these tasks date back to several cen-
turies ago and have been continually developed. The traditional disciplines have
been statistics as well as systems theory investigating dynamic system behavior.
These disciplines provide a large pool of scientifically founded findings and meth-
ods. Their natural focus on linear systems results from the fact that these systems are
substantially easier to treat analytically. Although some powerful theory extensions
to nonlinear systems are available, a widespread approach is to treat the nonlinear
systems as locally linear and use linear theory tools.

Al has passed several phases. Its origins in the 1950s focused on simple learn-
ing principles, mimicking basic aspects of the behavior of biological neuron cells.
Information to be processed has been represented by real-valued vectors. The corre-
sponding computing procedures can be counted to the domain of numerical mathe-
matics. The complexity of algorithms has been limited by the computing power of
information processing devices available at that time. The typical tasks solved have
been simple classification problems encompassing the separation of two classes.

Limitations of this approach with the given information processing technology
haveled to an alternative view: logic-based Al Instead of focusing on sensor informa-
tion, logical statements, and correspondingly, logically sound conclusions have been
investigated. Such data has been representing some body of knowledge, motivating
to call the approach knowledge based. The software systems for such processing
have been labeled “expert systems” because of the necessity of encoding expert
knowledge in an appropriate logic form.

This field has reached a considerable degree of maturity in machine processing of
logic statements. However, the next obstacle had to be surmounted. The possibility of
describing areal world in logic terms showed its limits. Many relationships important
for intelligent information processing and behavior turned out to be too diffuse for
the unambiguous language of logic. Although some attempts to extend the logic
by probabilistic or pseudo-probabilistic attributes (fuzzy logic) delivered applicable
results, the next change of paradigm has taken place.

With the fast increase of computing power, also using interconnected computer
networks, the interest in the approach based on numerical processing of real-valued
datarevived. The computing architectures are, once more, inspired by neural systems
of living organisms. In addition to the huge growth of computing resources, this phase
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is characterized by more complex processing structures. Frequently, they consist of
a stack of multiple subsequent processing layers. Such computing structures are
associated with the recently popular notion of Deep Learning (DL).

The development of the corresponding methods has mostly been spontaneous and
application driven. It has also taken place in several separate scientific communities,
depending on their respective theoretical and application focus: computer scientists,
statisticians, biologists, linguists as well as engineers of systems for image process-
ing, speech processing, and autonomous driving. For some important applications
such as Natural Language Processing (NLP) or Computer Vision (CV), many trials
for solutions have been undertaken followed by equally numerous failures.

It would be exaggerated to characterize the usual approach as a “trial-and-error”
approach. However, so far, no unified theory of the domain has been developed.
Also, some popular algorithms and widely accepted recommendations for their use
have not reached the maturity in implementation and theoretical foundations. This
motivates the need for a review of mathematical principles behind the typical Data
Science solutions, for the user to be able to make appropriate choices and to avoid
failures caused by typical pitfalls.

Such a basic review is done in the following chapters of this work. Rather than
attempting to provide a theory of Data Science (DS) (which would be a very ambitious
project), it compiles mathematical concepts useful in looking for DS solutions. These
mathematical concepts are also helpful in understanding which configurations of data
and algorithms have the best chance for success. Rather than presenting a long list
of alternative methods, the focus is rather on choices common to many algorithms.

Whatis adopted is the view of someone facing anew DS application. The questions
that immediately arise are as follows:

e What type of generic task is this (forecast or classification, static or dynamic
system, etc.)?

e Which are the requirements on appropriate data concerning their choice and quan-
tity?

e Which are the conditions for generalization to unseen cases and their consequences
for dimensioning the task?

e Which algorithms have the largest potential for good solutions?

The authors hope to present concise and transparent answers to these questions
wherever allowed by the state of the art.
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Application-Specific Mappings
and Measuring the Fit to Data

Information processing algorithms consist of receiving input data and computing
output data from them. On a certain abstraction level, they can be generally described
by some kind of mapping input data to output data. Depending on software type and
application, this can be more or less explicit. A dialogue software receives its input
data successively and sometimes in dependence on previous input and output. By
contrast, the input of a weather forecast software is a set of measurements from
which the forecast (the output data) is computed by a mathematical algorithm. The
latter case is closer to the common idea of a mapping in the sense of a mathematical
function that delivers a function value (possibly a vector) from a vector of arguments.
Depending on the application, it may be appropriate to call the input and output
vectors patterns.

In this sense, most DS applications amount to determining some mapping of an
input pattern to an output pattern. In particular, the DS approach is gaining this
mapping in an inductive manner from large data sets.

Both input and output patterns are typically described by vectors. What is sought
is a vector mapping

y=fx) .1

assigning an output vector y to a vector x.
This mapping may be arbitrarily complex but some types are easily tractable while
others are more difficult. The simplest type of mapping is linear:

y = Bx 2.2)

Linear mapping is the type the most thoroughly investigated, providing volu-
minous theory concerning its properties. Nevertheless, its limitations induced the
interest in nonlinear alternatives, the recent one being neural networks with growing
popularity and application scope.

The approach typical for DS is looking for a mapping that fits to the data from
some data collection. This fitting is done with the help of a set of variable parameters
whose values are determined so that the fit is the best or even exact. Every mapping
of type (2.1) can be written as

y=fx w) (2.3)

© The Author(s), under exclusive license to Springer Nature Switzerland AG 2023 7
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8 2 Application-Specific Mappings and Measuring ...

with a parameter vector w. For linear mappings of type (2.2), the parameter vector
w consists of the elements of matrix B.

There are several basic application types with their own interpretation of the
mapping sought. The task of fitting a mapping of a certain type to the data requires a
measure of how good this fit is. An appropriate definition of this measure is important
for several reasons:

e In most cases, a perfect fit with no deviation is not possible. To select from alter-
native solutions, comparing the values of fit measure is necessary.

e For optimum mappings of a simple type such as linear ones, analytical solutions
are known. Others can only be found by numerical search methods. To control the
search, repeated evaluation of the fit measure is required.

e The most efficient search methods require smooth fit measures with existing or
even continuous gradients, to determine the search direction where the chance for
improvement is high.

For some mapping types, these two groups of requirements are difficult to meet
in a single fit measure.

There are also requirements concerning the correspondence of the fit measure
appropriate from the viewpoint of the task on one hand and of that used for (mostly
numerical) optimization on the other hand:

e The very basic requirement is that both fit measures should be the same. This
seemingly trivial requirement may be difficult to satisfy for some tasks such as
classification.

e It is desirable that a perfect fit leads to a zero minimum of the fit measure. This is
also not always satisfied, for example, with likelihood-based measures. Difficulties
to satisfy these requirements frequently lead to using different measures for the
search on one hand and for the evaluation of the fit on the other hand. In such
cases, it is preferable if both measures have at least a common optimum.

These are the topics of the following sections.

2.1 Continuous Mappings

The most straightforward application type is using the mapping as what it mathe-
matically is: a mapping of real-valued input vectors to equally real-valued output
vectors. This type encompasses many physical, technical, and econometric applica-
tions. Examples of this may be:
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e Failure rates (y) determined from operation time and conditions of a component
(x).

e Credit scoring, mapping the descriptive features (x) of the credit recipient to a
number denoting the creditworthiness (y).

e Macroeconomic magnitudes such as inflation rate (y) estimated from others such
as unemployment rate and economic growth (x).

If a parameterized continuous mapping is to be fitted to data, the goal of fitting is to
minimize the deviation between the true values y and the estimated values f (x, w).
So, the basic version of fitting error is

e=y— f(x,w) 24

It is desirable for this error to be a small positive or negative number. In other
words, it is its absolute value |e| that is to be minimized for all training examples.
This error function is depicted in Fig. 2.1 and labeled absolute error.

An obvious property of this error function is its lack of smoothness. Figure 2.2
shows its derivatives: It does not exist at e = 0 and makes a discontinuous step at
that position e = 0.

This is no problem from the application’s view. However, a discontinuous first
derivative is strongly adverse for the most well-converging numerical algorithms
that have a potential to be used as fitting or training algorithms. It is also disadvan-
tageous for analytical treatment. The error minimum can be sometimes determined
analytically, seeking for solutions with zero derivative. But equations containing dis-
continuous functions are difficult to solve. Anyway, the absolute value as an error
measure is used in applications with special requirements such as enhanced robust-
ness against data outliers.

Numerical tractability is the reason why a preferred form of error function is a
square error e2, also shown in Fig. 2.1. Its derivative (Fig. 2.2) is not only continuous
but even linear, which makes its analytical treatment particularly easy.
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Fig.2.2 Derivatives of error 2
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For a vector mapping f (x, w), the error (2.4) is a column vector. The vector
product ¢’e is the sum of the squares of the errors of individual output vector elements.
Summing these errors over K training examples result in the error measure

K K M
E=) eex=> Y e (2.5)
k=1 k=1 m=1

Different scaling of individual elements of vector patterns can make scaling
weights § = [s1 .. .sM] appropriate. Also, some training examples may be more
important than others, which can be expressed by additional weights r. The error
measure (2.5) has then the generalized form

K K M
E = Ze,’cSekrk = Z Z eiksmrk (2.6)
k=1 k

=1 m=1

2.1.1 Nonlinear Continuous Mappings

For linear mappings (2.2), explicit solutions for reaching zero in the error measure
(2.5) and (2.6) are known. Their properties have been thoroughly investigated and
some important aspects are discussed in Chap. 4. Unfortunately, most practical ap-
plications deviate to a greater or lesser extent from the linearity assumption. Good
analytical tractability may be a good motivation to accept a linear approximation if
the expected deviations from the linearity assumption are not excessive. However, a
lot of applications will not allow such approximation. Then, some nonlinear approach
is to be used.

Modeling nonlinearities in the mappings can be done in two ways that strongly
differ their application.
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The first approach preserves linearity in parameters. The mapping (2.3) is ex-
pressed as
y = Bh(x) .7

with a nonparametric function z (x) which plays the role of the input vector x itself.
In other words, & (x) can be substituted for x in all algebraic relationships valid for
linear systems. This includes also explicit solutions for Mean Square Errors (MSEs)
(2.5) and (2.6).

The function  (x) can be an arbitrary function but a typical choice is a polynomial
in vector x. This is motivated by the well-known Taylor expansion of an arbitrary
multivariate function [7]. This expansion enables an approximation of a multivariate
function by a polynomial of a given order on an argument interval, with known error
bounds.

For a vector x with two elements x; and x», a quadratic polynomial is

h ([x1 xz]/) = [l X1 X2 x12 x% xlxz]/ (2.8)

For a vector x with three elements x1, x>, and x3, it is already as complex as
follows:

h ([xl X2 X3]/) = [1 X1 X2 X3 )cl2 x% x32 X1X2 X1X3 x2x3]/ 2.9)
For a vector x of length N, the length of vector A (x) is
N-1DN N?+3N
1+N+N+;:l++ (2.10)

For a polynomial of order p, the size of vector & (x) grows with the pth power of
N. This is the major shortcoming of the polynomial approach for typical applications
of DS where input variable numbers of many thousands are common. Already with
quadratic polynomials, the input width would increase to millions and more.

Another disadvantage is the growth of higher polynomial powers outside of the
interval covered by the training set—a minor extrapolation may lead to excessively
high output values.

So, modeling the multivariate nonlinearities represented by polynomials is practi-
cal only for low-dimensional problems or problems in which it is justified to refrain
from taking full polynomials (e.g., only powers of individual scalar variables). With
such problems, it is possible to benefit from the existence of analytical optima and
statistically well-founded statements about the properties of the results.

These properties of parameterized mappings linear in parameters have led to
the high interest in more general approximation functions. They form the second
approach: mappings nonlinear in parameters. A prominent example are neural net-
works, discussed in detail in Chap. 3. In spite of intensive research, practical state-
ments about their representational capacity are scarce and overly general, although
there are some interesting concepts such as Vapnik—Chervonenkis dimension [21].

Neural networks with bounded activation functions such as sigmoid do not exhibit
the danger of unbounded extrapolation. They frequently lead to good results if the
number of parameters scales linearly with the input dimension, although the optimal-
ity or appropriateness of their size is difficult to show. Determining their optimum
size is frequently a result of lengthy experiments.
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Fitting neural networks to data is done numerically because of missing analyt-
ical solutions. This makes the use of well-behaving error functions such as MSE
particularly important.

2.1.2 Mappings of Probability Distributions

Minimizing the MSE (2.5) or (2.6) leads to a mapping making a good (or even
perfect, in the case of a zero error) forecast of the output vector y. This corresponds
to the statistical concept of point estimation of the expected value of y.

In the presence of an effect unexplained by input variable or of some type of noise,
the true values of the output will usually not be exactly equal to their expected values.
Rather, they will fluctuate around these expected values according to some probability
distribution. If the scope of these fluctuations is different for different input patterns
x, the knowledge of the probability distribution may be of crucial interest for the
application. In this case, it would be necessary to determine a conditional probability
distribution of the output pattern y conditioned on the input pattern x

g(y|x) (2.11)

If the expected probability distribution type is parameterized by parameter vector
p, then (2.11) extends to

gy lx. p (2.12)

From the statistical viewpoint, the input/output mapping (2.3) maps the input
pattern x directly to the point estimator of the output pattern y. However, we are
free to adopt a different definition: input pattern x can be mapped to the conditional
parameter vector p of the distribution of output pattern y. This parameter vector
has nothing in common with the fitted parameters of the mapping—it consists of
parameters that determine the shape of a particular probability distribution of the
output patterns y, given an input pattern x. After the fitting process, the conditional
probability distribution (2.12) becomes

gy, f(x,w)) (2.13)

It is an unconditional distribution of output pattern y with distribution parameters
determined by the function f (x, w). The vector w represents the parameters of the
mapping “input pattern x = conditional probability distribution parameters p” and
should not be confused with the distribution parameters p themselves. For example,
in the case of mapping f () being represented by a neural network, w would corre-
spond to the network weights. Distribution parameters p would then correspond to
the activation of the output layer of the network for a particular input pattern x.

This can be illustrated on the example of a multivariate normal distribution with
a mean vector m and covariance matrix C. The distribution (2.12) becomes

EN R CIC N ——C R
Qm)N|C ()]
(2.14)
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The vector y can, for example, represent the forecast of temperature and humidity
for the next day, depending on today’s meteorological measurements x. Since the
point forecast would scarcely hit the tomorrow’s state and thus be of limited use, it
will be substituted by the forecast that the temperature/humidity vector is expected
to have the mean m (x) and the covariance matrix C (x), both depending on today’s
measurement vector x. Both the mean vector and the elements of the covariance ma-
trix together constitute the distribution parameter vector p in (2.12). This parameter
vector depends on the vector of meteorological measurements x as in (2.13).

What remains is to choose an appropriate method to find the optimal mappings
m (x) and C (x) which depend on the input pattern x. In other words, we need
some optimality measure for the fit, which is not as simple as in the case of point
estimation with its square error. The principle widely used in statistics is that of
maximum likelihood. It consists of selecting distribution parameters (here: m and C)
such that the probability density value for the given data is maximum.

For a training set pattern pair (xx, yx), the probability density value is

1
QN C ()

For independent samples (xg, yx), the likelihood of the entire training set is the
product

=5 Ok=m () € )™ Gre=m () (2.15)

K
l‘[ —N o= 3 Ok=m ()Y €)™ (—m () (2.16)
=1V Qo)™ |C (xi)l

The maximum likelihood solution consists in determining the mappings m (x)
and C (x) such that the whole product term (2.16) is maximum.

The exponential term in (2.16) suggests that taking the logarithm of the expression
may be advantageous, converting the product to a sum over training patterns. A
negative sign would additionally lead to a minimizing operation, consistently with
the convention for other error measures which are usually minimized. The resulting
term

K

N 1 1
> (3 In27 + 5 In|C )l + 5 k —m @) C )~ ok —m (Xk)))
k=1
(2.17)
can be simplified by rescaling and omitting constants to
K
3 (I IC @l + Gk —m (@) € o)™ e —m () (2.18)
k=1

In the special case of known covariance matrices C (x;) independent from the
input pattern x, the left term is a sum of constants and (2.18) reduces to a generalized
MSE, an example of which is the measure (2.6). The means m (x;) are then equal to
the point estimates received by minimizing the MSE.

More interesting is the case of unknown conditional covariance matrices C (x).
Its form advantageous for computations is based on the following algebraic laws:
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e Every symmetric matrix such as C (x;) ™! can be expressed as a product of a lower
triangular matrix L and its transpose L’, that is, C (xk)_1 =L (xx) L (xp).

e The determinant of a lower diagonal matrix L is the product of its diagonal ele-
ments.

e The determinant of LL’ is the square of the determinant of L.

e The inverse L™! of a lower diagonal matrix L is a lower diagonal matrix and its
determinant is the reciprocal value of the determinant of L.

The expression (2.18) to be minimized becomes

K M
> <—2 >0 G (¥0)) + ke —m (x)) L (k) L (x0) (3 = m (xk))>

k=1 m=1

2.19
The mapping f (x, w) of (2.13) delivers for every input pattern x; the mean \(/ectoi
m (xi) and the lower triangular matrix L (x;) of structure

Iiy - 0
Do : (2.20)
Ipy1 - Ium

So, for input pattern x, the output vector yi is forecast to have the distribution

1

JemY T 12 o)

If the mapping f (x, w) is represented, for example, by a neural network, the
output layer of the network is trained to minimize the log-likelihood (2.19), with the
tuple (m(xx), L(xx)) extracted from the corresponding elements of the output layer
activation vector.

For higher dimensions M of output pattern vector y, the triangular matrix L has
a number of entries growing with the square of M. Only if mutual independence of
individual output variables can be assumed, L becomes diagonal and has a number
of nonzero elements equal to M.

There are few concepts alternative to multivariate normal distribution if mutual de-
pendencies are essential (in our case, mutual dependencies within the output pattern
vector y). A general approach has been presented by Stiitzle and Hrycej [19]. How-
ever, if the independence assumption is justified, arbitrary univariate distributions
can be used with specific parameters for each output variable y,,. For example, for
modeling the time to failure of an engineering component, the Weibull distribution
[22] is frequently used, with the density function

B—1  /\B
g(y) = g (%) e’<?) (2.22)

e%l(yk—m(Xk))’L(Xk)L(Xk)’(yk—Wl(Xk)) (2.21)
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We are then seeking the parameter pair (8(x), n(x)) depending on the input pattern
x such that the log-likelihood over the training set

K B(xk)
B (xk) Y < Yk )
1 —1 —
kzzl Mo TP TG T o

(2.23)

K v\
=Zlnﬁ(Xk)—ﬂ(Xk)lnn(Xk)+(ﬁ(Xk)—1)1nyk—< >
Pt 1 (xk)

is minimum. The parameter pair can, for example, be the output layer (of size 2)
activation vector

[B1] = f(x,w) (2.24)

2.2 Classification

A classification problem is characterized by assigning every pattern a class out of a
predefined class set. Such problems are frequently encountered whenever the result
of a mapping is to be assigned some verbal category. Typical examples are

e images in which the object type is sought (e.g., a face, a door, etc.);
e radar signature assigned to flying objects;
e object categories on the road or in its environment during autonomous driving.

Sometimes, the classes are only discrete substitutes for a continuous scale. Dis-
crete credit scores such as “fully creditworthy” or “conditionally creditworthy” are
only distinct values of a continuous variable “creditworthiness score”. Also, many
social science surveys classify the answers to “I fully agree”, “I partially agree”, “I
am indifferent”, “I partially disagree”, and “I fully disagree”, which can be mapped
to a continuous scale, for example [—1, 1]. Generally, this is the case whenever the
classes can be ordered in an unambiguous way.

Apart from this case with inherent continuity, the classes may be an order-free
set of exclusive alternatives. (Nonexclusive classifications can be viewed as separate
tasks—each nonexclusive class corresponding to a dichotomy task “member” vs.
“nonmember”.) For such class sets, a basic measure of the fit to a given training or test
set is the misclassification error. The misclassification error for a given pattern may
be defined as a variable equal to zero if the classification by the model corresponds to
the correct class and equal to one if it does not. More generally, assigning the object
with the correct class i erroneously to the class j is evaluated by a nonnegative real
number called loss L;;. The loss of a correct class assignment is L;; = 0.

The so-defined misclassification loss is a transparent measure, frequently directly
reflecting application domain priorities. By contrast, it is less easy to make it opera-
tional for fitting or learning algorithms. This is due to its discontinuous character—a
class assignment can only be correct or wrong. So far, solutions have been found
only for special cases.
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Fig.2.3 Two classes with linear separation

This discontinuity represents a difficulty when searching for optimal classifica-
tion mappings. For continuous mappings, there is a comfortable situation that a fit
measure such as MSE is also one that can be directly used in numerical optimization.
Solving the optimization problem is identical with solving the fitting problem. For
classification tasks, this comfort cannot be enjoyed. What we want to reach is not
always identical with what we can efficiently optimize. To bridge this gap, various
approaches have been proposed. Some of them are sketched in the following sections.

2.2.1 Special Case:Two Linearly Separable Classes

Let us consider a simple problem with two classes and two-dimensional patterns
[x1, x2] as shown in Fig. 2.3. The points corresponding to Class 1 and Class 2
can be completely separated by a straight line, without any misclassification. This
is why such classes are called linearly separable. The attainable misclassification
erTor is zero.

The existence of a separating line guarantees the possibility to define regions in
the pattern vector space corresponding to individual classes. What is further needed
is a function whose value would indicate the membership of a pattern in a particular
class. Such function for the classes of Fig. 2.3 is that of Fig. 2.4. Its value is unity
for patterns from Class 1 and zero for those from Class 2.

Unfortunately, this function has properties disadvantageous for treatment by nu-
merical algorithms. It is discontinuous along the separating line and has zero gradient
elsewhere. This is why itis usual to use an indicator function of type shown in Fig. 2.5.
It is a linear function of the pattern variables. The patterns are assigned to Class
1 if this function is positive and to Class 2 otherwise.

Many or even the most class pairs cannot be separated by a linear hyperplane. It
is not easy to determine whether they can be separated by an arbitrary function if the
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Fig.2.4 Separating function

Fig.2.5 Continuous
separating function

family of these functions is not fixed. However, some classes can be separated by
simple surfaces such as quadratic ones. An example of this is given in Fig. 2.6. The
separating curve corresponds to the points where the separating function of Fig. 2.7
intersects the plane with y = 0.
The discrete separating function such as that of Fig. 2.4 can be viewed as a
nonlinear step function of the linear function of Fig. 2.5, that is,
1 forb’x >0

b'x) = 225
S =10 forpx <0 2.25)
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Fig.2.6 Quadratic separation

Fig.2.7 Quadratic
separation function

To avoid explicitly mentioning the absolute term, it will be assumed that the last
element of input pattern vector x is equal to unity, so that

X1

b'x =[by - by_1by] : =[br byl [ +by

XN-1
XN—

The misclassification sum for a training set with input/output pairs (xi, yx) is
equal to

E =
k

(s (b'xx) — w)” (2.26)

K
=1
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Here, yy is the class indicator of the kth training pattern with values O or 1. For
most numerical minimization methods for error functions E, the gradient of E with
regard to parameters b is required to determine the direction of descent towards low
values of E. The gradient is

K
90E _ ) — ) B
2 =2 2 (s (b'x) — we) o (2.27)

>~

with z being the argument of function s (z).

However, the derivative of the nonlinear step function (2.25) is zero everywhere
except for the discontinuity at z = 0 where it does not exist. To receive a useful
descent direction, the famous perceptron rule [16] has used a gradient modification.
This pioneering algorithm iteratively updates the weight vector b in the direction of
the (negatively taken) modified gradient

IE
5 = (s (b/xk) — yk) Xk (2.28)

k=1

This modified gradient can be viewed as (2.27) with g—; substituted by unity (the
derivative of linear function s (z) = z). Taking a continuous gradient approxima-
tion is an idea used by optimization algorithms for non-smooth functions, called
subgradient algorithms [17].

The algorithm using the perceptron rule converges to zero misclassification rate
if the classes, as defined by the training set, are separable. Otherwise, convergence
is not guaranteed.

An error measure focusing on critical patterns in the proximity of separating
line is used by the approach called the support vector machine (SVM) [2]. This
approach is looking for a separating line with the largest orthogonal distance to the
nearest patterns of both classes. In Fig. 2.8, the separating line is surrounded by
the corridor defined by two boundaries against both classes, touching the respective
nearest points. The goal is to find a separating line for which the width of this corridor
is the largest. In contrast to the class indicator of Fig. 2.4 (with unity for Class 1
and zero for Class 2), the support vector machine rule is easier to represent with a
symmetric class indicator y equal to 1 for one class and to —1 for another one. With
this class indicator and input pattern vector containing the element 1 to provide for the
absolute bias term, the classification task is formulated as a constrained optimization
task with constraints

b x> 1 (2.29)

If these constraints are satisfied, the product b’ x, is always larger than 1 for Class
1 and smaller than —1 for Class 2.

The separating function b'x of (2.29) is a hyperplane crossing the x/x-coordinates
plane at the separating line (red line in Fig. 2.8). At the boundary lines, b'x is equal
to constants larger than 1 (boundary of Class 1) and smaller than —1 (boundary
of Class 2). However, there are infinitely many such separating functions. In the
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Fig.2.8 Separating principle of a SVM
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Fig.2.9 Alternative separating functions—cross-sectional view

cross section perpendicular to the separating line (i.e., viewing the x1/x,-coordinates
plane “from aside”), they may appear as in Fig. 2.9.

There are infinitely many such hyperplanes (appearing as dotted lines in the cross
section of Fig. 2.9), some of which becoming very “steep”. The most desirable
variant would be that exactly touching the critical points of both classes at a unity
“height” (solid line). This is why the optimal solution of the SVM is such that it has
the minimum norm of vector b:

min ||| (2.30)

The vector norm is a quadratic function of vector elements. So, the constraints
(2.29) together with the objective function (2.30) constitute a quadratic minimization
problem with constraints, solvable with modern numerical methods. Usually, the dual
form having the same optimum as the problem in (2.29) and (2.30) is solved.

Both the perceptron rule and the SVM are originally designed for linearly sepa-
rable classes. In this case, the optimum corresponds to the perfect separation and no
misclassification occurs. With linearly separable classes, the measure of success is
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simple: “separated” (successful fit) and “non-separated” (failing to fit). The absence
of intermediary results makes the problem of discontinuous misclassification error
or loss irrelevant—every separation is a full success.

2.2.2 Minimum Misclassification Rate for Two Classes

Unfortunately, separability or even linear separability is rather scarce in real-world
classification problems. Then, the minimization of the inevitable misclassification
loss is the genuine objective. The perceptron rule and the SVM have extensions for
non-separable classes but they do not perform genuine misclassification minimiza-
tion although the results may be acceptable.

The group of methods explicitly committed to this goal are found in the statistical
discriminant analysis. The principle behind the typically applied approach is to de-
termine the probability of a pattern vector to be a member of a certain class. If these
probabilities are known (or estimated in a justified way) for all classes in questions,
it is possible to choose the class with the highest probability. If the probability that a
pattern is amember of the ith class is P;, the probability of being assigned a false class
Jj #iis 1 — P;. If every pattern is assigned to the class with the highest probability,
the probability of misclassification (which is proportional to the misclassification
error) is at its minimum.

With the knowledge of a probability distribution of the patterns of each class, this
assessment can be made. In other words, the classification problem is “reduced” to
the task of assessment of these probability distributions for all classes. The quotation
marks around “reduced” suggest that this task is not easy. On the contrary, it is
a formidable challenge since most real-world pattern classes follow no analytical
distribution used in the probability theory.

Let us consider the case of two classes, the patterns of each of which are normally
distributed (Gaussian distribution), with mean vector m;, covariance matrix C;, i =
1, 2, and pattern vector length N:

| _ .
N (mj, Cj) = ——e g7 (=m) € (x=mi) 2.31)

Ven)Nc|

The density (2.31) can be viewed as a conditional density f (x | i) given the class
i. The classes may have different prior probabilities p; (i.e., they do not occur equally
frequently in reality). Bayesian posterior probability of pattern x being the ith class

is then )
P f&1Dp o)
f&IDpr+ f(x12)p2
Which class has a higher probability can be tested by comparing the ratio
P f@lDp
P f(x12)p2
with unity, or, alternatively, comparing its logarithm

In(P) —In(P) =In(f (x| 1)) =In(f (x[2) +In(py) +In(p2) (2.34)

with zero.

(2.33)
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Substituting (2.31)—(2.34) results in

1 1 r~—1
In| ———=]—-—=z(x—m)'C; " (x —my)
(Jamﬁa) 2 1

1 r~—1
—In|—m——x]+-(x —m) —my)
n( (2n)N| 2|> > x—mp)Cy (x —my

+1n (p1) — In (p2) (235)
1 1 Ui
:zln(|C2|)—Eln(|C1|)+§x/(C2 e )x

1
+ (m’lel — méC{l)x -3 (m’lelml — m&C{lmz)

+1In(p1) —In(p2)

which can be made more transparent as
x'Ax +b'x +d (2.36)
with
| Q- -1
A= ECZ - C
b =miC;! —mhCy!
1 1 1 _ -
d=3In(Cal) = 3 (IC1]) - 5 (miCr = mbC5ma) +1n (pr) = In (p2)

A Bayesian optimum decision consists in assigning the pattern to Class 1 if
the expression (2.36) is positive and to Class 2 if it is negative.

Without prior probabilities p;, the ratio (2.33) is the so-called likelihood ratio
which is a popular and well elaborated statistical decision criterion. The decision
function (2.36) is then the same, omitting the logarithms of p;.

The criterion (2.36) is a quadratic function of pattern vector x. The separating
function is of type depicted in Fig. 2.7. This concept can be theoretically applied to
some other distributions beyond the Gaussian [12].

The discriminant function (2.36) is dedicated to classes with normally distributed
classes. If the mean vectors and the covariance matrices are not known, they can easily
be estimated from the training set, as sample mean vectors and sample covariance
matrices, with well-investigated statistical properties. However, the key problem is
the assumption of normal distribution itself. It is easy to imagine that this assumption
is rather scarcely strictly satisfied. Sometimes, it is even clearly wrong.

Practical experience has shown that the discriminant function (2.36) is very sensi-
tive to deviations from distribution normality. Paradoxically, better results are usually
reached with a further assumption that is even less frequently satisfied: that of a com-
mon covariance matrix C identical for both classes. This is roughly equivalent to the
same “extension” of both classes in the input vector space.
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For Gaussian classes with column vector means m and mj, and common co-
variance matrix C, matrix A and some parts of the constant d become zero. The
discriminant function becomes linear:

Vx+d=>0
with
b=(m — mz)/C_1

d——lb’(m +my)+In 2L
) L s (2.37)

1 1 =1 P1
=——my+mp)C™ " (m; +my)+In—
2 p2
This linear function is widely used in the linear discriminant analysis.
Interestingly, the separating function (2.37) can, under some assumptions, be
received also with a least squares approach. For simplicity, it will be assumed that
the mean over both classes m|py + mopy is zero. Class 1 and Class 2 are
coded by 1 and —1, and the pattern vector x contains 1 at the last position.
The zero gradient is reached at

VXX =yX (2.38)

By dividing both sides by the number of samples, matrices X and XX’ contain
sample moments (means and covariances). Expected values are

1 ’ 2 i /
E [Eb XX} =E [ny} (2.39)

The expression X X’ corresponds to the sample second moment matrix. With the
zero mean, as assumed above, it is equal to the sample covariance matrix. Every
covariance matrix over a population divided into classes can be decomposed to the
intraclass covariance C (in this case, identical for both classes) and the interclass
covariance

M = [m1 mz]
p1 0
P = 2.40
k3 (2.40)
Ca=MPM

This can be then rewritten as
C+MPM 0O
b’ [ 0 1] = [pim} = pam)y p1 = p2] (241)
resulting in
-1
C+Cq0
b = [pim) — pam}, p1 — p2] [ 0 c 1:|
, , [C+ca] 'O (2.42)
= [pim}| — pam)y, p1 — p2] 0 X :

= [(le/l — pam}) [C + Ccl]71 p1— pz]
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Itis interesting to compare the linear discriminant (2.37) with least square solution
(2.37) and (2.42). With an additional assumption of both classes having identical prior
probabilities p; = p» (and identical counts in the training set), the absolute term of
both (2.37) and (2.42) becomes zero. The matrix C,j contains covariances of only two
classes and is thus of maximum rank two. The additional condition of overall mean
equal to zero reduces the rank to one. This results in least squares-based separating
vector b to be only rescaled in comparison with that of separating function (2.37).
This statement can be inferred in the following way.

In the case of identical prior probabilities of both classes, the condition of zero
mean of distribution of all patterns is m +mo = 0, or mo = —m . It can be rewritten
as my; = m and my = —m with the help of a single column vector of class means m.
The difference of both means is m{ — mo = 2m. The matrix C is

1 1
Co = 3 [m1 mz] [ml mz]/ =3 (mlm/] + mzm/z) =mm’ (2.43)

with rank equal to one—it is an outer product of only one vector m with itself.
The equation for separating function b of the linear discriminant is

bC =2m’ (2.44)
while for separating function by g of least squares, it is
brs (C + Cq) = 2m’ (2.45)
Let us assume the proportionality of both solutions by factor d:
bis = db (2.46)
Then
db (C + Cq) = 2dm’ +2dm'C~'Cy = 2m’ (2.47)
or
r—1 /=1 ’ 1—d ’ ’
mC Cq=mC™ "'mm :Tm =em (2.48)
with 1—d
== 2.49
e p (2.49)
and |
d= 2.50
14e ( )

The scalar proportionality factor e in (2.48) can always be found since C.j = mm’
is a projection operator to a one-dimensional space. It projects every vector, i.e.,
also the vector m’C~!, to the space spanned by vector m. In other words, these
two vectors ale always proportional. Consequently, a scalar proportionality factor
d for separating functions can always be determined via (2.50). This means that
proportional separating functions are equivalent since they separate identical regions.

The result of this admittedly tedious argument is that the least square solution
fitting the training set to the class indicators 1 and —1 is equivalent with the optimum
linear discriminant, under the assumption of
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Fig.2.10 Lateral projection 3
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e normally distributed classes;
e identical covariance matrix of both classes;
e and classes with identical prior probabilities.

This makes the least squares solution interesting since it can be applied without
assumptions about the distribution—of course with the caveat that is not Bayesian
optimal for other distributions. This seems to be the foundation of the popularity of
this approach beyond the statistical community, for example, in neural network-based
classification.

Its weakness is that the MSE reached cannot be interpreted in terms of misclassifi-
cation error—we only know that in the MSE minimum, we are close to the optimum
separating function. The reason for this lack of interpretability is that the function
values of the separating function are growing with the distance from the hyperplane
separating both classes while the class indicators (1 and —1) are not—they remain
constant at any distance. Consequently, the MSE attained by optimization may be
large even if the classes are perfectly separated. This can be seen if imagining a “lat-
eral view” of the vector space given in Fig. 2.10. It is a cross section in the direction
of the class separating line. The class indicators are constant: 1 (Class 1 to the
left) and —1 (Class 2 to the right).

More formally, the separating function (for the case of separable classes) assigns
the patterns, according to the test ’x +d > 0 for Class 1 membership, to the
respective correct class. However, the value of b’x + d is not equal to the class
indicator y (1 or —1). Consequently, the MSE (b’x +d— y)2 is far away from zero
in the optimum. Although alternative separating functions with identical separating
lines can have different slopes, no one of them can reach zero MSE. So, the MSE
does not reflect the misclassification rate.

This shortcoming can be alleviated by using a particular nonlinear function of
the term b'x + d. Since this function is usually used in the form producing class
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indicators 1 for Class 1 and zero for Class 2, it will reflect the rescaled linear
situation of Fig. 2.11.

The nonlinear function is called logistic or logit function in statistics and econo-
metrics. With neural networks, it is usually referred to as sigmoid function, related
via rescaling to tangent hyperbolicus (tanh). It is a function of scalar argument z:

1
y=s5@) = 1o (2.51)
This function is mapping the argument z € (—00, 00) to the interval [0, 1], as
shown in Fig. 2.12.
Applying (2.51) to the linear separating function b’ x +d, that is, using the nonlinear
separating function
1

y:S(b/X+d):m

(2.52)

will change the picture of Fig. 2.11 to that of Fig. 2.13. The forecast class indicators
(red crosses) are now close to the original ones (blue and green circles).
The MSE is
/ 2
(s (b'x +d) —y) (2.53)
For separable classes, MSE can be made arbitrarily close to zero, as depicted in
Fig. 2.14. The proximity of the forecast and true class indicators can be increased
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by increasing the norm of weight vector b. This unbounded norm is a shortcoming
of this approach if used with perfectly separable classes.

For non-separable classes, this danger disappears. There is an optimum in which
the value of the logistic class indicator has the character of probability. For patterns
in the region where the classes overlap, the larger its value, the more probable is the
membership in Class 1. This is illustrated as the lateral projection in Fig. 2.15.

Unfortunately, in contrast to a linear separating function and Gaussian classes,
minimizing the MSE with the a logistic separating function has no guaranteed opti-
mality properties with regard to neither misclassification loss nor class membership
probability.

How to follow the probabilistic cue more consequently is discussed in the follow-
ing Sect. 2.2.3.
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2.2.3 Probabilistic Classification

First, it has to be mentioned that misclassification rate itself is a probabilistic concept.
It can be viewed as the probability that a pattern is erroneously assigned to a wrong
class.

The approach discussed in this section adopts another view. With two classes,
the probability p can be assessed that a pattern belongs to Class 1 while the
probability of belonging to Class 2 is complementary, that is 1 — p. For a given
pattern, p is a conditional probability conditioned by this pattern:

px)=PQy=1]|x) (2.54)

From the probabilistic point of view, the class membership of pattern x is a ran-
dom process, governed by Bernoulli distribution—a distribution with exactly the
properties formulated above: probability p of membership in Class land 1 — p
for the opposite. The probability is a function of input pattern vector x.

The classification problem consists in finding a function f (x, w), parameterized
by vector w, which is a good estimate of true probability p of membership of pattern
x in Class 1. This approach is a straightforward application to the principle ex-
plained in Sect. 2.1.2. The distribution concerned here is the Bernoulli distribution
with a single distribution parameter p.

For a pattern vector x; and a scalar class indicator yy, the likelihood of the prob-
ability p resulting as a function f (x, w) is

[ G, w), yr =1
1 — f (g, w), =0

This can be written more compactly as

F G, w) (1= f (e, w))' ™% (2.56)

(2.55)
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where the exponents y; and 1 — y; acquire values 0 or 1 and thus “select” the correct
alternative from (2.55).

For a sample (or training set) of mutually independent samples, the likelihood
over this sample is the product

K
[/ G wy (1 = f G, w))' =%

k=1

X P (2.57)
= [I ¢eewy J] a-fGew)
k=1,y=1 k=1,yx=0
Maximizing (2.57) is the same as minimizing its negative logarithm
K
L==> yInf@w+1=y)n(— f (. w)
k=1
X . (2.58)
=— Y h(feew)— Y In(-—f G w)
k=1,y=1 k=1,y,=0

If the training set is a representative sample from the statistical population as-
sociated with pattern x, the expected value of likelihood per pattern L/K can be
evaluated. The only random variable in (2.58) is the class indicator y, with probability
p of being equal to one and 1 — p of being zero:

E[L/K] = E[yIn(f (xx, w)) + (1 —yi) In (1 — f (xx, w))]
= p () In (f (e, w)) + (1 = p () In (1 — f (xx, )
The minimum of this expectation is where its derivative with regard to the output
of mapping f () is zero:
JdE [L]
of

(2.59)

= p (%) %ln (f (s w)) + (1= p (k) %ln(l — f (xx, w)
_ o) l-pl)

S fGew) 1= fOpw)

p ) (1= f (e, w) — (1= p(x)) f (g, w) =0

S G, w) = p (xg)

(2.60)

This means that if the mapping f () is expressive enough to be parameterized to
hit the conditional class 1 probability for all input patterns x, this can be reached by
minimizing the log-likelihood (2.58). In practice, a perfect fit will not be possible.
In particular, with a mapping f(x) = Bux, it is clearly nearly impossible because
of outputs Bx that would probably fail to remain in the interval (0, 1). Also, with a
logistic regression (2.52), it will only be an approximation for which no analytical
solution is known. However, iterative numerical methods lead frequently to good
results.
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As an alternative to the maximum likelihood principle, a least squares solution
minimizing the square deviation between the forecast and the true class indicator
can be considered.

For a sample (x, yx), the error is

e = (f (o, w) — yi)? (2.61)

The mean value of the error over the whole sample population, that is, MSE, is

E =E[(f (xk, w) — y)?]

5 5 (2.62)
= p (xx) (f (xk, w) — D7+ (1 = p (xx) (f (x> w))
This is minimum for values of f() satisfying
2—? = % (P (x) (f (s w) = D + (1= p (x0)) (f Gk w))?)
=2p (xx) (f ks w) = 1) +2(1 = p (xx) f (xk, w) (2.63)
=2(f (xk, w) — p (xx))
=0
or
S Ok, w) = p (x) (2.64)

Obviously, minimizing MSE is equivalent to the maximum likelihood approach,
supposed the parameterized approximator f (x, w) is powerful enough for capturing
the dependence of class 1 probability on the input pattern vector.

Although the least square measure is not strictly identical with the misclassifi-
cation loss, they reach their minimum for the same parameter set (assuming the
sufficient representation power of the approximator, as stated above). In asymptotic
terms, the least squares are close to zero if the misclassification loss is close to zero,
that is, if the classes are separable. However, for strictly separable classes, there is
a singularity—the optimum parameter set is not unambiguous and the parameter
vector may grow without bounds.

With a parameterized approximator f (x, w) that can exactly compute the class
probability for a given pattern x and some parameter vector w, the exact fit is
at both the maximum of likelihood and the MSE minimum (i.e., least squares).
Of course, to reach this exact fit, an optimization algorithm that is capable of
finding the optimum numerically has to be available. This may be difficult for
strongly nonlinear approximators.

Least squares with logistic activation function seem to be the approach to
classification that satisfies relatively well the requirements formulated at the
beginning of Sect. 2.2.
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Fig.2.16 Separation of three classes

2.2.4 Generalization to Multiple Classes

All classification principles of Sects. 2.2.1-2.2.3 can be generalized to multiple
classes. Class separation is done by determining the maximum of the indicator func-
tions. For linear indicator functions, this leads to linear separating lines such as shown

in Fig. 2.16.
There is a straightforward generalization of the perceptron rule (2.28). Every class
m has its own class indicator function f;, (x, w). The forecast class assignment is

qr = argmax fr (X, w)
m

The output pattern y is a unit vector of true class indicators y,, with unity at the
position of true class pj and zeros otherwise.

Suppose the misclassification loss if class p is erroneously classified as g is L .
The error function is that of Hrycej [9]:

E = Lpgr (fq Gk, w) = fp (x, w))

r@=1% ¢ >0 (2.65)
o, z<o0
with partial derivatives
E
= Lpgs (fq (xx, w) — fp (xk, w))
afy
E
— = —Lygs (fq (x> w) — fp (X, w))
ofp
E (2.66)
- =Y g pP-q
ofy
I, z>0
s@=1""°"

0, z<0
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It has to be pointed out that convergence of the perceptron rule to a stable state
for non-separable classes is not guaranteed without additional provisions.

Also, multiple class separation by SVM is possible by decomposing to a set of
two-class problems [4].

The generalization of the Bayesian two-class criterion (2.32) to a multiclass prob-
lem is straightforward. The posterior probability of membership of pattern x in the
ith class is

f@li)pi
Pi=—
Y felp;

Seeking for the class with the maximum posterior probability (2.67), the denom-
inator, identical for all classes, can be omitted.

Under the assumption that the patterns of every class follow multivariate normal
distribution, the logarithm of the numerator of (2.67) is

(2.67)

1 I
" (W) — 5 (= m) 7N = my) + In (pi)

N 1 1 1 =1 /=1 1 / ~—1
= —5In@m) = 3 (CD - 3x'C \x +miC; x——(miCi mi>+ln(pi)

2
(2.68)
which can be organized to the quadratic expression
gi (x) = x"Aix + bix + d (2.69)
with
|
A = _Eci
b = m;cl.—l (2.70)

N 1 1 .
d === @m) ~ 3 (i)~ (m;cl. m,~) +n(pi)

The Bayesian optimum which simultaneously minimized the misclassification
rate is to assign pattern xi to class i with the largest g; (xx). Assuming identical
covariance matrices C; for all classes, the quadratic terms become identical (because
of identical matrices A;) and are irrelevant for the determination of misclassification
rate minimum. Then, the separating functions become linear as in the case of two
classes.

2.3 Dynamical Systems

Generic applications considered so far have a common property: an input pattern is
mapped to an associated output pattern. Both types of patterns occur and can be ob-
served simultaneously. This view is appropriate for many application problems such
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as processing static images or classification of credit risk. However, some application
domains are inherently dynamic. In speech processing, semantic information is con-
tained in the temporal sequence of spoken words. Economic forecasts are concerned
with processes evolving with time—the effects of a monetary measure will occur in
weeks, months, or years after the measure has been taken. Also, most physical and
engineering processes such as wearing of technical devices or reaction of a car to
a steering wheel movement evolve in time. Their output pattern depends not only
on the current input pattern but also on past ones. Such systems are referred to as
dynamical systems.

Quantitative relationships, including dynamical systems, are usually described
with the help of equations. An equation can be viewed as a mapping of its right side
to its left side (or inversely). If one of both sides consists of a single scalar or vector
variable, it is possible to capture the description of such systems in a general mapping.
In contrast to static relationships, input and output patterns in such mappings will
encompass features or measurements with origin at varying times.

Let us consider the ways to describe a dynamic system by a mapping more con-
cretely. One of the variants implies the assumption that the output depends only on
past values of the input. For a scalar output y and scalar input x, both indexed by the
discrete time point #, the linear form is

H
Y= bnxioh @.71)
h=0

The output is a weighted sum of past inputs, and it is independent of past inputs
delayed by more than H time steps. In other words, the output response to an impulse
in an input is terminated in a finite number of time steps. This is why this model is
called Finite Impulse Response (FIR) in signal theory [14]. Its analogy in the domain
of stochastic process models is the moving average model using white noise input [5].

To see which class of dynamical systems can be described by this mapping, it is
necessary to review some basics of system theory. As in many other domains, its
postulates are most profound for linear systems.

Every linear dynamical system can be, beside other description forms, completely
specified by its impulse response. Since the available data typically consist of a set
of measurements at discrete time points, we will consider discrete time systems. An
impulse response is the trajectory of the system output if the input is a unit impulse
at a particular time step, for example at + = O while it is zero at other steps. An
example of a very simple system is shown in Fig. 2.17. It is the so called first-order
system, an example of which is a heat exchange process. After heating one end of
a metal rod to a certain temperature, the temperature of the other end will change
proportionally to the temperature difference of both ends. To a temperature impulse
at one end, the other end’s temperature will follow the curve shown in Fig. 2.17.

More exactly, the response to a unit impulse is a sequence of numbers b, corre-
sponding to the output / time steps after the impulse. Impulse response is a perfect
characteristic of a linear system for the following reasons. Linear systems have the
property that the response to a sum of multiple signals is equal to the sum of the
responses to the individual signals. Every signal sequence can be expressed as a sum
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of scaled impulses. For example, if the signal consists of the sequence (3, 2, 4) at
times t = 0, 1,2, it is equivalent to the sum of a triple impulse at time t = 0, a
double impulse at t = 1, and a quadruple impulse at = 2. So, the output at time ¢
is the sum of correspondingly delayed impulse responses. This is exactly what the
equality (2.71) expresses: the output y; is the sum of impulse responses b, to delayed
impulses scaled by input values x;_j, respectively.

The response of most dynamical systems is theoretically infinite. However, if
these systems belong to the category of stable systems (i.e., those that do not diverge
to infinity), the response will approach zero in practical terms after some finite time
[1]. In the system shown in Fig. 2.17, the response is close to vanishing after about
15 time steps. Consequently, a mapping of the input pattern vector consisting of the
input measurements with delays 2 = 0, ..., 15 may be a good approximation of the
underlying system dynamics.

For more complex system behavior, the sequence length for a good approximation
may grow. The impulse response of the system depicted in Fig. 2.18 is vanishing
in practical terms only after about 50 time steps. This plot describes the behavior
of a second-order system. An example of such system is a mass fixed on an elastic
spring, an instance of which being the car and its suspension. Depending on the
damping of the spring component, this system may oscillate or not. Strong damping
as implemented by faultless car shock absorbers will prevent the oscillation while
insufficient damping by damaged shock absorbers will not.

With further growing system complexity, for example, for systems oscillating
with multiple different frequencies, the pattern size may easily grow to thousands of
time steps. Although the number of necessary time steps depends on the length of
the time step, too long time steps will lead to a loss of precision and at some limit
value even cease to represent the system in an unambiguous way.

The finite response representation of dynamic systems is easy to generalize to
nonlinear systems. The mapping sought is

w=1r ([Xt e Xt—h]/ , w) (2.72)

for training samples with different indices ¢, with correspondingly delayed input
patterns. A generalization to multivariate systems (with vector output y; and a set
of delayed input vectors x;_j) is equally easy. However, the length of a necessary
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response sequence is a serious constraint for applicability of finite response repre-
sentation of dynamic systems.

Fortunately, system theory provides alternative representation forms. A model of
the general form (mathematically, a difference equation)

Xt+1 = Ax, + Bu, (273)

is called a discrete linear system in state-space form, with t being an index running
with time. The notation usual in system theory is different from that used otherwise
in this book. The vector variable uj; denotes an external input (or excitation) to the
system. The vector x; represents the state of the system (not the input, as in other
sections of this work), obviously subject to feedback via matrix A.

Note that in the neural network community, the system input is frequently denoted
by x. Here, the labeling common in systems theory is used: x for state and u for input.
In some parts of this book (e.g., Sect. 6.4), the neural network community denotation
is adopted.

In some systems, the state variables are not observable. Then, observable variables
y are introduced, resulting from the state and input variables in an algebraic (non-
dynamic) manner:

vt = Cx; + Du; (2.74)

In our computing framework, all state variables can be accessed, so that (2.73) is
sufficient.

Time flows in discrete steps. In physical or economical systems, the steps are
typically equidistant and corresponding to some time period such as a second, a mil-
lisecond, or a year, depending on the application. The term discrete lets us distinguish
models running in such discrete time periods in contrast to continuous time models
described by differential equations instead of difference equations. In settings such
as Recurrent Neural Network (RNN) discussed in Sect. 3.3, the index k is simply
assigned to computing cycles for the evaluation of a neural network, no matter what
duration these cycles have.

Some aspects of behavior of linear systems (also as approximations of nonlinear
systems) are important for understanding DS models and will now be briefly ex-
plained. First of all, it is clear that the response of such system is potentially infinite.
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An input will result in a certain trajectory in time. There are several variants of these
trajectories:

1. The activations of individual nodes can converge to a certain terminal state.
Although this terminal state will be reached only after infinite time, the values
will approach this state by some rate inherent to the totality of system parameters.
This behavior is characteristic for stable systems.

2. In other parametric variants, the system can be unstable. In this case, the activa-
tion values will diverge from the initial state toward infinity.

3. Both stable and unstable systems can oscillate. Then, the values are fluctuating
up and down with some characteristic frequency or a mixture of such frequencies.
The oscillating amplitude of stable systems will decrease toward zero (in infinite
time) while that of unstable systems will infinitely increase.

Itis particularly the instability which may lead to a complete failure of the intended
application, including numerical overflow.

These behavioral alternatives result from the state matrix A, or, more exactly,
from its eigenvalues. Eigenvalues X are an important concept of linear algebra. They
are complex-valued solutions of equation

Ax = Ax (2.75)

for a fixed square matrix A and some unknown vector x and can easily be computed
by most numerical packages. A matrix with n dimensions has n eigenvalues. In
systems and control theory, the eigenvalues of matrix A are referred to as poles of
the system.

Stable systems are those where all eigenvalues have an absolute value not greater
than unity, that is, [A| < 1. Any eigenvalue greater than unity indicates instability.
This can be intuitively understood by observing (2.73). Multiplying with A will, for
states x from (2.75), result in diminishing norms of the states if |A| < 1 and growing
norms if [A| > 1.

Oscillating behavior is a property of systems with complex, rather than real,
eigenvalues. The size of the imaginary part determines the oscillating frequency.

The representation by a state-space model is equally appropriate for univariate
and multivariate inputs and outputs. On the other hand, it is not easy to identify such
models from data. For linear models, the subspace method from Van Overschee and
De Moor [20] receives a state-space model by an algebraic transformation of input
and output series. Its generalization to nonlinear models is not straightforward. An
outstanding problem remains the guarantee of model stability. Most linear systems
are stable—otherwise, they would inevitably converge to infinite state and output
values. But it is not guaranteed that a model received from data measured on a stable
linear system shares the stability property. From the viewpoint of DS, the subspace
method is fundamentally different than fitting a parameterized mapping to input and
output pairs. The reason is the internal feedback of non-observable state variables.
To summarize, using state-space models in typical contexts of DS where model
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identification from data is a key part of the task is difficult and may require expert
knowledge and experience in systems theory.

Fortunately, alternatives exists. In addition to the state-space representation (2.73)
and (2.74) of a linear dynamical system, there is an equivalent representation by
transfer functions. The equivalence of both system descriptions (state space and
transfer function) is a fundamental finding of linear systems theory. Its detailed
justification would go beyond the scope of this book.

The transfer function representation takes place in terms of delayed values of input
and output. A transfer function with a scalar input and a scalar output is a recursive
linear equation:

m n
Yo=Y aiyii+ ) bt (2.76)
i=1 i=0

This process description inherently captures an Infinite Impulse Response and is
thus called Infinite Impulse Response (IIR) filter in signal theory.

Statisticians may notice that it is closely related to the Autoregressive Moving
Average (ARMA) model used in statistical modeling, where input u is usually a
random disturbance. The sum of feedforward inputs with coefficients b is the moving
average part, the feedback with coefficients a being the autoregressive one.

Compared to the FIR representation, transfer functions are substantially more eco-
nomical in the number of parameters. The system with impulse response of Fig. 2.17
is completely specified by two parameters: a; = 0.7487 and by = 0.2513. The
description of the oscillating system of Fig. 2.18 is specified by the tree parameters:
a; = 1.68377, a; = —0.78377, and by = 0.10000.

The generalization to a nonlinear system with a scalar input and scalar output is
straightforward:

w=17f ([ytfl o Vi—m Up - utfn]/ ) w) 2.77)

For both linear and nonlinear mapping, the training set has a usual form of in-
put/output pairs

([Yt—l o Vi—m Up o Mt—n]/ ) )’z) (2.78)

that can be fitted by the mean square method.

It is an important decision how many delayed input and output variables are to
be used. It has to do with the order of the modeled system. In the linear state-space
representation (2.73) and (2.74), the order is equal to the size of square matrix A, no
matter whether the input # and the output y are scalars or vectors. Every scalar linear
model (called Single Input/Single Output (SISO)) in the state-space form can be
transformed to an equivalent model in the transfer function form (2.76) withn < m.
The system poles, i.e., eigenvalues A satisfying (2.75), are simultaneously the roots
of the polynomial

m
P Za,-z’"—l =0 (2.79)
i=1
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where the operator z corresponds to one discrete step ahead in time. This is based

on rewriting (2.76) as

m n

Yo=Y aiyi—i= Y bty (2.80)
i=1 i=0

and substituting powers of z for variable delays, resulting in the frequency domain

representation of the transfer function:

m n
(Zm - Zaizmi) y= (Z b,-zmi) u
i=1 i=0
n Lom—i
Zi:O biz

y= o U (2.81)
7 — Zizl aizm—z

The transformation of a state-space model with vector input and output (Multiple
Input/Multiple Output (MIMO)) to the transfer function form is more complex. The
resultis a matrix of transfer functions from each input variable to each output variable.
All these transfer functions have poles from the same pole set (corresponding to the
eigenvalues of matrix A in the corresponding state-space representation) but each
single transfer function may have only a small subset of them. Consequently, the
order of each single denominator polynomial is a priori unknown. It is this order
which determines how many past values of input and output variables are to be
considered to receive the correct model. This number is called observability index
[11]. Its founded assessment for an unknown system, probably a typical situation in
DS, is difficult. On the other hand, the identification of systems with observability
indices of more than four is numerically risky because of measurement noise. So, a
choice of three or four will mostly be appropriate. Then, the training set consists of
data pairs (2.78) with delayed vectors u and y.

For general parameterized mapping types, training sets of this structure can be
used for fitting the parameter set w, so that the mapping outputs (2.77) are close to
the measured ones in the sense of MSE. Hence, widespread training algorithms for
MSE can be used.

Unfortunately, there is no guarantee that the model received preserves the stability
property. Although measured data may arise from stable system, the identified model
is divergent. This instability is likely to lead to unusable results of even numeric
overflows. A means for preventing this is to use longer measurement sequences as
training examples and to make recursive simulation of the model mapping (2.77). The
recursive simulation is implemented by feeding the simulated, instead of measured,
delayed outputs as training example input. In (2.77), it would amount to taking
simulated values of y;_1 ... y;—,, received as output of previous training examples.
So y;—1 would be received as output of the previous training example

vier = (D2 viemet ey ] w) (2.82)

The mapping f () being unstable would manifest itself in growing MSE. So mini-
mizing such multistep error measure will, with a sufficiently long training sequence,
prevent the instability [10].

or
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To summarize the findings about representation of dynamical systems:

Dynamical systems can be represented either in the strictly feedforward FIR
form (2.72) or in the IIR form (2.77) containing outer feedback.

The FIR form may require a long input history to be a good approximation.
The absence of feedback makes it insensitive to stability issues.

The IR form is substantially more compact. Its inherently dynamical
character implies instability potential. Stability problems may require using a
multistep error measure with corresponding training sequences.

2.4 Spatial Systems

The overview of important mappings that can be modeled and fitted to data would
not be complete without briefly mentioning spatial systems.

In natural sciences, dynamical systems of Sect. 2.3 are mostly described by dif-
ferential equations, whose discrete time counterpart are the difference equations of
type (2.72) or (2.77). For example, the discrete time system producing the impulse
response of Fig. 2.17 can also be described in continuous time by the differential

equation
d
d—f — —ay + bu (2.83)

Differential equations containing only derivatives with respect to time ¢ are called
ordinary differential equations. Their generalization are partial differential equa-
tions containing derivatives with respect to multiple variables. These variables can
be arbitrary domain-specific characteristics. Frequently, they are related to spatial
positions in one or more dimensions. A simple example is the form of an elastic
rod fixed horizontally at one its end on a wall. If its thickness is small relative to its
length, it can be viewed as a one-dimensional line. Because of its elasticity, it will not
retain the form of a perfect horizontal line. Rather, its free end will bend downwards
by gravity. Starting in a horizontal position, its form will develop in time to finally
assume a form in which the forces are in a static balance, as shown in Fig. 2.19.

Fig.2.19 Development of 0
the form of an elastic rod
-0.2
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—»— ¢t =1.500
—— 1t =2.000
-0.6
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This behavior is described by the following partial differential equation:

2 2
r(%—g)—i—d?}—i:e% (2.84)

The variables x and y correspond to the horizontal and vertical positions of in-
finitely small rod elements: the element with position x from the wall fixing point
has the horizontal position y. The equation expresses the dynamic balance of forces.
At the left side, there are forces related to the vertical movement. First, it is the ver-
tical acceleration (that would be equal to the earth acceleration g in absence of other
forces) as a second derivative of the vertical position y with regard to time ¢. The
force corresponding to this acceleration results by multiplication by the material-
specific density r. Second, there is a material damping with damping coefficient d,
proportional to the element’s velocity (the first derivative of the position with regard
to time 7). At the right side, there is the elastic force acting against gravity. This
elastic force (with material-specific elastic modulus e) is proportional to the local
bend of the rod, characterized by the second derivative of the vertical position y with
regard to the horizontal position x.

Data measurements will always be done at discrete times and discrete spatial
measurement points. The adequate description means for this configuration is by
difference equations, using discrete approximations of derivatives in which the in-
finitesimally small ste;a) dx in variable x is substituted by the discrete step Ax. The
first partial derivative % corresponds to

Yioli = Y2 (2.85)
Ax

2
The discrete analogy of the second partial derivative gx—g is

Vi = 2Yi—1,i + V-2
(An)? '
The difference equation counterpart of (2.84) is
. (yt,i - 2yz—1,i2+ Vi-2i g) 4 gl T Y
(A1) At
Vi1 = 2Yr—1,i-1 + Yi—1,i—2
e 2
(Ax)

(2.86)

(2.87)

Some differences are shifted one time step to the past to provide the possibility to
compute the future values of y from the past ones.

Equation (2.87) can be rewritten so that the new value y, ; is at the left side and
remaining terms at the right one:

Vii =2Yi-1,i — Yi-2,i
n e Vi—1i = 2Vi—1i-1 + Yi—1i-2  d Yi—1i = Yi-2.i
r (Ax)? r At

, (2.88)

+ g) (A1)
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Such equations can be expressed in the general mapping form, parameterized by
vector w:

yii = f ([Vi-ti Y—vi-1 Y—1i-2 yi—2.i], w) (2.89)

Simulating a system by the application of equations such as (2.89) is called the
finite difference method [18]. In Fig. 2.19, a selection of data points y; ; is symbolized
by crosses at individual time points. (In the simulation, the time step has been 0.001 s.)

This representation of the physical system makes clear that the output value at
time ¢ and position i depends not only on the corresponding value at previous time
points (here: r — 1 and ¢ — 2) but also on its spatial neighbors (here: at positions i — 1
and i — 2). This is an extension against the pure dynamic systems.

This task can also be reformulated in the sense of DS. What is given are training
examples as measured input/output pairs with index ¢ varying along the time axis
and index i varying along the positions on the rod.

([)’t—l,i—l Yi—1,i-2 Yr—1,i-3 yr—z,i—l] ) yt,i—l)
([yz—l,i Yi—1,i—1 Yt—1,i-2 yz—z,i] ) yt,i)
([)’tf],z#l Ye—1,i Yi—1,i—1 }’t72,i+1]»yt,i+l)
(2.90)

([yt,i—l Yt,i=2 Yt,i-3 J’t—l,i—l] , )’t+1,i71)
([yt,i Ve,i—1 Yt,i=2 yt—l,i] ) )’t+1,i)
([yt,i+1 Ye,i Yr,i—1 yt—l,i+l] ) )’t+l,i+l)

The stability issues of models of type (2.89) are even more complex than for
dynamical systems and are to be considered [6]. Their discussion is beyond the
scope of this book.

A related topic are spatial operators used in image processing. Analogically to the
variables in the training set (2.90), they are functions of the neighboring variables in
topologically ordered data sets. They are discussed in the context of neural networks
in Sect. 3.6. In contrast to the spatial systems for which the output measurement
is known, these operators are mostly fitted implicitly to be indirectly optimal for a
high-level task such as image classification.

2.5 Mappings Received by “Unsupervised Learning”

The mappings considered so far have been fitted to a training set consisting of pattern
pairs. Every pattern pair is constituted by an input pattern and an output pattern. The
mapping fitted to these pairs implements an unidirectional association between both
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patterns: To every input pattern, an output pattern is assigned. This principle is
frequently referred to as Supervised Learning.

This view is appropriate for most but not all DS tasks. Sometimes, the goal is not to
find an association between input and output patterns but rather an advantageous rep-
resentation of input patterns without specifying the desired output. “Advantageous”
can comprise properties such as lower pattern dimension or mutual independence of
pattern features.

This approach is usually motivated by impossibility to receive output patterns, or
in the case of a classification task, by missing class labels (which constitute the output
pattern in classification problems). This is, in turn, a consequence of insurmountable
obstacles or a too large expense for labeling, in particular in tasks of considerable
size such as millions of training examples. Two examples show typical difficulties
with the labeling:

e In image processing, the labels consist in specifying the object depicted in the
image.

e Incorpus-based semantics, the labels may correspond to some form of specification
of semantic meaning.

In both cases, the labeling is basically manual work of considerable extent. In the
case of semantics, it is a task for highly skilled professionals.

This is why the tasks are reformulated in a way for which the availability of
output pattern or labels is not strictly required. The approach for processing data in
this way is usually called Unsupervised Learning. This term is somewhat misleading
since there is no lack of supervision in the training procedures. The substance of the
concept is only in the absence of explicit input/output pairs to be mimicked by the
mapping sought.

Beyond missing output patterns, there are some further justifications of such ap-
proach:

e The favorable representation may be a basis for multiple applications.

e A supervised learning task can be excessively difficult from the numerical point of
view. This is frequently the case for deep neural networks with many hidden layers.
Fitting the weights becomes increasingly difficult with the growing distance from
the output layer (e.g., because of vanishing gradient).

e The gained representation can be useful itself, for example, for recognizing the
structure of the task. Such discovered structure can be a basis for decomposing the
task into subtasks.

e Assumed associations are only implicit within the input pattern, for example,
between consecutive words in a text.

The definition of the unsupervised concept by availability of output patterns is
not the only one used. The algorithmic view may be different. The fact that output
patterns are omitted does not automatically require using algorithms specific for
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unsupervised learning. In some cases, parts of the input pattern are extracted and
used as output patterns. Then, supervised learning algorithms for fitting a mapping
to input/output pairs can be used without change. In such cases, it is not strictly
justified to speak about unsupervised learning. Nevertheless, some authors use the
term in this extended way.

In the following, some mappings gained by the unsupervised paradigm are dis-
cussed.

2.5.1 Representations with Reduced Dimensionality

Objects or patterns can be described by feature vectors. Collecting all features that
may be relevant for some DS task will probably result in a vector of a high dimension.
In practice, it can be expected that some or even many features contain similar
descriptive information. Which information is relevant for a task can be ultimately
decided only after the task has been solved. However, some redundancies can also
be discovered in general statistics terms. For example, if a feature is a function
of another one, one of them is redundant. Even if such functional dependence is
only approximate, there may still be a substantial extent of redundancy. Although
discarding any features that are not exactly functionally dependent on others will
always bring about some information loss, this loss may be justified if a considerable
dimension reduction is the reward, making the task better tractable by numerical
methods.

Inlinear terms, the amount of dependence between individual features is quantified
by the covariance matrix. If feature variables are to be scaled proportionally to their
variability, the correlation matrix is a more appropriate characteristic.

The standard linear dimensionality reduction method is the Principal Component
Analysis (PCA), proposed by Pearson [15]. Its idea is to decompose the variability
of a vector of numerical features to independent components of decreasing impor-
tance. The importance of the components is evaluated by their individual variability,
following the principle that components with relatively small variability are less in-
formative for most tasks. The dimension of the feature vector can then be reduced
by selection components responsible for the bulk of total variability (measured as
statistical variance), omitting less important ones.

Two dimensional patterns shown in Fig. 2.20 exhibit the largest variability along
the axis PC1, the largest principal component, called dominant component. The
component orthogonal to PC1 is PC2, capturing the remaining variability. The
second principal component (P C2) is still considerably varying so that reducing the
data to PC?2 would bring about a substantial loss of information. In contrast, the
patterns of Fig. 2.21 can be well characterized by their positions along component
PC1 alone.

These two examples show that depending on data, a reduced representation can be
found. This reduced representation sometimes retains most information, sometimes
not.
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Mathematically, PCA is based on an important concept of linear algebra, the
eigenvalues and eigenvectors. They were already mentioned in relationship with
dynamical systems in Sect. 2.3. Eigenvalues of a square matrix A are solutions A of
the equation

|[A—2xil]=0 (2.91)

Since the determinant in (2.91) is, for a (N, N) matrix A, a polynomial of Nth
order, the equation has N solutions ;. For each eigenvalue, there is a right unit
column vector v; and a left unit column vector w; satisfying

(A—ADvi=0

w; (A—71)=0 (292)
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Numerical procedures for finding eigenvalues and eigenvectors are built-in func-
tions in many mathematical packages.
Transforming (2.92) to

Av; = Ajv;

293
w,/- A= w;)»i ( )

makes obvious that multiplying the eigenvector by the corresponding eigenvalue is
equivalent to the multiplication by matrix A.

In contrast to characterizing the behavior of dynamic systems, where matrix A was
square but arbitrary, we are now particularly interested in properties of eigenvectors
and eigenvalues of symmetric matrices.

For a symmetric matrix A, both eigenvectors are obviously identical. They can be
combined in the equation

v,{Av,- = )\.ivl{vi = )»,' (2.94)
For all N eigenvectors, (2.94) can be organized into a matrix form
VAV =L (2.95)

with a diagonal matrix L with elements A;.

The additional property with a symmetric A is that the eigenvectors are orthonor-
mal so that VV' =T and V/ = V1.

These are the key properties for PCA. The covariance (or correlation in the sense
of the remark above) matrix C of the input pattern vector x is by its nature symmetric.
Each eigenvector v; defines the transformation of x to the ith principal component
v; x. The variance of this component is, according to (2.94),

viCv; = A (2.96)
The complete covariance matrix of the principal components is diagonal
V'CV =1L (2.97)

that is, the components are independent with zero covariance.
If the eigenvectors are ordered, the largest variance is attributed ot the first com-
ponent corresponding to the largest eigenvalue A1 (PC1 in Figs. 2.20 and 2.21). M
principal components with M largest eigenvalues have the proportion
M
Z. Ai
i=1

N

Zi:l hi

N
of total variance E - A;. This makes a reduced pattern made of M principal com-
1=

ponents the best linear approximation of size M. The input/output mapping in the
sense of unsupervised learning is represented by

y=fx)=Vyx (2.99)

with matrix V), consisting of M columns of V with the largest eigenvalues.

(2.98)
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The task of finding the largest principal component can also be formulated as
an optimization task. This maximum provides valuable insight for DS applications
solved by numerical optimization algorithms using gradient. The term to be maxi-
mized is the component variance

H = v|Cv (2.100)
with an additional condition of unit vector length:
vivy =1 (2.101)

With input pattern vectors x shifted to zero mean, the sample covariance matrix
of the training set X is

C = —X X = Zxkxk (2.102)
The term (2.100) to be maximized becomes

K
1
=< > vixkxgvr (2.103)

Its gradient with respect to v is

8_1)1 == Zxkxkvl (2.104)

For each pattern x, it is the product of the pattern and the scalar x; v;. This scalar
can be interpreted as a similarity measure between pattern x; and the weight vector
v1. So, the gradient points to the direction of maximum similarity of the patterns and
the weight vector.

Of course, the normalizing constraint (2.101) cannot be omitted. It can be approx-
imated by including a penalty term

—c (vjv —1)° (2.105)
with appropriate constant ¢ and gradient
—2c (vivi — 1) vy (2.106)

Adapting the weights in the gradient direction thus corresponds to an unsupervised
learning rule.

It has to be pointed out that this is a maximizing task, in contrast to minimizing
tasks treated in other sections. This is why the learning rule is ascending (in the
gradient direction) rather than descending (against the gradient direction).

A generalization of this rule to the space spanned by multiple principal compo-
nents, that is, an optimal dimensionality reduction to M features, is given by Hryce;j
[8].

These learning rules are interesting in incremental learning context and as insights
to possible biological learning mechanism. However, for information processing in
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the sense of Data Science, linear algorithms based on eigenvectors and eigenvalues
are doubtlessly more efficient.

Another important insight has to do with the fact that the compressed feature
vector resulting from M largest eigenvalues maximizes the proportion of the total
variance (2.98). A direct consequence of this is that this feature vector is loaded
with inevitable difference to the original vector. The square deviation corresponds
to remaining N — M eigenvalues. This property is discussed and exploited in the
following section.

2.5.2 Optimal Encoding

Reducing dimensionality consists of determining a mapping of an input pattern to
a reduced dimensionality pattern as in (2.99). A closely related task is determining
an encoding such that the original input pattern can be restored with the least error.
Formally, a pair of nested mappings f(x) and g(x) are sought

=g =g(f(x) (2.107)

where z is as close to x as possible. Mapping f(x) is the encoding function while
g(x) is the decoding one. The quadratic error measure (corresponding to the MSE
of z) to be minimized over a training set (consisting of input patterns x; alone) is

1 N K
E=—32 Gn—xw)’ (2.108)

n=1 k=1
It corresponds to the trace (the sum of the diagonal elements of the matrix)

K
1
E=— ; (zk = %) (zk — 1)’ (2.109)
The special case of linear mapping can be treated analytically. The elements of
encoding vector y,, can be set equal to principal components. The mappings for the
mth component alone are
Ym = UpX

= VUmYm

(2.110)

This former mapping determines the component of vector x projected to the
eigenvector v,,, the latter the projection back to the space of vector x. For M principal

components and a single input pattern vector x, this can be expressed in matrix form
=fx)=Vyx

y=1@="Vy @2.111)
z=g() =Vuy

that is,
=g (f (x) =VuVyx (2.112)

The vector deviation is

2—x=VyVix —x=(VuVj — 1) x (2.113)
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and the square error matrix
e=(z—x)(z—x)
=x' (VuVi = 1) (VuViy — 1) x
=x" (VuVyVuVy —2VuVy + 1) x (2.114)
=x"(I —VyVy)x
=x'x —x'VV'x =x'VyVyx

The average of (2.114) over the training set as in (2.109) is

1 K
I > @ —x) @ — )

k=1

E

. (2.115)

K
= % Zx,QVV/xk — % Zx,iVMVZ(,ka
k=1 k=1
The first term corresponds to the sum of variances of all principal components

Yki = vixg, i =1, ..., N of the sample covariance matrix over the training set while
the second to the sum of the M largest ones: yx; = vjxg,i = 1, ..., M. According
to (2.96), the variances of principal components are equal to the corresponding
eigenvalues A;. So, (2.115) equals to the sum of N — M smallest eigenvalues of
the covariance matrix:

N
Z Ai (2.116)
i=M+1

This is the minimum possible error of the approximation of input patterns x by
patterns y of lower dimension. It is an important finding that optimum encoding can
be found by least squares in the linear case. It motivates the use of least squares
also for nonlinear mappings. While the minimum error of linear encoding problem
possesses this closed form based on eigenvalues and eigenvectors, general nonlinear

encoding can be sought by numerical minimization.
The encoding and decoding mappings are parameterized by the vector w =

[wy we:

2= (v, wg) = g (f(x, wy), we) (2.117)

The error function (2.108) is then minimized by some method using its gradient.

Formulation of application tasks as encoding problems is a popular and fruitful
approach wherever a compact representation of large feature spaces is important.
A prominent domain is corpus-based semantics where finding a compact semantic
representation of words and phrases is the key challenge. Sophisticated variants may
use modified decoding targets different from the complete input pattern. For example,
masking parts of input and using the masked terms as decoding target is the principle
behind Bidirectional Encoder Representations from Transformers (BERT) [3].
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2.5.3 Clusters as Unsupervised Classes

Mappings for dimensionality reduction (Sect. 2.5.1) and optimal encoding (Sect. 2.5.2)
are inherently continuous. A continuous (i.e., real valued) input vector is mapped to
an equally continuous output vector of reduced dimensionality.

In a direct analogy to classification tasks discussed in Sect. 2.2 where a contin-
uous input pattern vector is mapped to an assignment to one of discrete classes, an
unsupervised version of classification is conceivable. In this case, discrete classes
are not predefined but rather sought in the data. Such “natural” classes are called
clusters.

Seeking clusters not defined in advance presumes some concept of evaluation
how good a partitioning is. As in other tasks of unsupervised learning, there is no
unambiguous answer to this. The variety of approaches is substantially larger than
dimensionality reduction or optimal encoding. The only consensus is that objects
within every cluster are to be more similar to each other than objects from different
clusters. And it is already this similarity that can be defined in different ways.

One possibility is the similarity defined by variance. Let us consider objects de-
scribed by a single scalar feature x (i.e., whose pattern vector is scalar) and their given
partitioning to L clusters of K; objects with ZZL:I K; = K. Their total variance can
be decomposed in the following way:

L K;

%ZZ (i — X)°

=1 k=1

K1 & Lk
=Y =D G —®) 4y — %>
K= Ko o K
=Vin+vcl

1%

(2.118)

The first decomposition term Vi, is the mean intracluster variance, or, more exactly,
the weighted mean of variances of individual clusters. The second term, Vj, is
the weighted variance of cluster means or intercluster variance. The smaller the
proportion of intracluster variance, the better the clustering.

At first glance, this decomposition may seem to be a good starting point for
meaningful clustering. However, with a pattern vector of dimension beyond one, first
problems become obvious. Individual pattern features have to be summarized in some
way. A straightforward and frequently followed way would be to add the variances of
individual features. The two-dimensional pattern set of Fig. 2.22 suggests an intuitive
partitioning into clusters given in Fig. 2.23. However, the variance decomposition
suggests only separation between clusters 1 and 2 along feature X while feature
X separates only cluster 3 from the totality of clusters 1 and 2. This makes obvious
that this straightforward extension of (2.118) may lead to undesired results.

Another problem of this criterion is that it can hardly be a complete basis for a
practical clustering algorithm. The decomposition can be only be made for a given
partitioning into clusters. There is a huge number of such decompositions equal to

Kt (2.119)
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Fig.2.22 Two-dimensional
patterns

Fig.2.23 Two-dimensional
patterns with suggested
clusters
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resulting from the possibility to assign every from K objects to any of L clusters.
Beyond this, the number of desired clusters is usually a priori unspecified, since the
goal is rather to have distinct clusters than a certain number thereof.

A partial remedy of the complexity problem is the following iterative procedure:

W=

. starting with a set of initial clusters;
. computing the mean X; of each cluster;

. reassigning every object to the cluster with the smallest distance ||x;; — Xg|l;
recomputing the means from step 2.

Obviously, reassigning an object to the cluster with the nearest mean will re-
duce the intracluster variance (2.118). This is strictly true if the distance measure is
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Euclidean, that is, a square norm. This algorithm known as the k-means clustering
algorithm [13] converges to a state in which no reassignment is necessary.

Unfortunately, the cluster assignment in which the algorithm terminates is only
a local minimum. Other assignments, possibly more advantageous with respect to
(2.118), may exist. Since the local minimum to which the algorithm converges de-
pends on the initial cluster assignment, it is usual to start from several such initial
cluster sets and select the best of the local minima. Such initial sets can be defined
either by their initial cluster means and object assignment according to the nearest
mean, or by another heuristic clustering method. There is a plenty of such heuris-
tic methods and their enumeration would go beyond the scope of this chapter. It is
difficult to select the optimal, or even a reasonably good one for an application. The
results are varying with properties and size of the data set.

Clustering of data patterns is an interesting possibility to introduce structure
into an otherwise nontransparent data set. Clustering methods have their place
in the stage of data exploration.

On the other hand, the clustering task is scarcely defined with mathemat-
ical rigor and the algorithms do not guarantee a globally optimal solution.
Ultimately, a method with which the user is familiar and whose efficient
implementation is available is to be preferred.

2.6 Chapter Summary

Most DS tasks consist of finding a mapping between an input pattern and an out-
put pattern, expressing the association or relationship between both patterns. This
mapping is to be consistent with the given measured data (consisting of such pattern
pairs). The quality of the fit is measured by an error function reflecting the priorities
of the task.

For linear mappings, optimum fit is frequently known in an analytical form. By
contrast, fitting nonlinear mappings such as neural networks can mostly be done
only by numerical optimization methods. This is why it is desirable that this error
function can be directly used with such numerical methods.

e For continuous mappings, the error function (typically the MSE) can be directly
minimized by an analytical expression or numerical algorithm.

e For classification mappings, the application-oriented error function (e.g., the mis-
classification rate) is frequently difficult to minimize directly. So, the function
genuinely minimized is a different one, which may lead to contradictions. There
is a variety of formulations trying to abridge this gap.

e Dynamic and spatial systems can also be formulated in terms of input/output
mapping. However, they have characteristic pitfalls: they are potentially unstable or
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oscillating. To avoid such behavior requires additional, sometimes tedious, checks
of results delivered by the fitting procedure.

e Unsupervised learning is a framework for the treatment of data without explicit
output patterns. What is sought is a mapping of measured input patterns to non-
measured output patterns with some advantageous properties, e.g., reduced dimen-

sionality.

2.7 Comprehension Check

N =

What is the most frequently used error function for continuous mappings?

. Which property of misclassification loss makes it inappropriate for numerical

minimization?

. Which output nonlinearity (i.e., nonlinear activation function of the output layer)

is advantageous for probabilistic classification?
Which error functions (to be minimized) are adequate for probabilistic classifi-
cation?

. Dynamic systems can be represented by a mapping of past inputs and past outputs

to the current output. What is the difference with regard to inputs and outputs
between FIR and transfer function (also IIR) linear models?

Can FIR systems become unstable (i.e., produce infinitely growing output al-
though the input is finite)?

. Which mathematical characteristics of a transfer function model are decisive for

the type of behavior of linear systems (stable, unstable, or oscillating behavior)?
What characteristics of a state-space model correspond to them?

. What error measure should be minimized in the optimal encoding task (counting

to the unsupervised learning task category)?
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Data Processing by Neural Networks

In the contemporary DS, artificial neural networks have gained enormous popularity.
This is the reason for dedicating a chapter to describing their structure and properties.

The origin of artificial networks has been in mimicking some aspects of neural
networks found in living organisms. The motivation for this has been the hope to
produce some extent of intelligent behavior. This approach produced interesting
achievements in domains such as Natural Language Processing, Computer Vision,
and nonlinear forecasting in the last decades. During this time, the discipline of
artificial neural networks experienced a development separated from the original
natural analogy. The most striking differences are:

e The overwhelming majority of artificial neural networks are implemented as dig-
ital devices, while natural neural networks are analog (although their operation
may produce a result resembling digital representation such as speech or logical
decisions).

e Artificial neural networks exhibit structures fixed before their use, while natural
neural networks are typically modified during the organism’s life.

Itis particularly the latter characteristic that makes artificial neural networks better
tractable by analytical methods.

Although there is an enormous variety of applications of artificial neural network
technology, most of them can be reduced to a few abstract computational task types.
Each of these task types uses a characteristic network structure. In the following sec-
tions, these task types and corresponding network characteristics will be discussed.
Since this work focuses on artificial (and not natural) neural networks, the attribute
artificial will be omitted wherever no misunderstanding is possible.
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3.1 Feedforward and Feedback Networks

A neural network is a structure that can be described as a graph consisting of a set
of vertices V and a set of edges E connecting them, as in Fig. 3.1. In the neural
network community, the vertices are frequently referred to as units or even neurons.
A synonymous term is also nodes. Edges are frequently called connections.

Although network representations with non-directed graphs can be found in the
literature, we will always use the directed representation in this work, for reasons
explained below. Every edge in Fig. 3.1 has a direction: there is one vertex where
the edge is coming out and one vertex the edge is entering.

To make a neural network an information processing device, some more provisions
are important. During the information processing, the vertices are assigned (most
commonly numerical) values. The way how these values are assigned is the following.
The value of vertex results (in mostly a deterministic way) from the values of all
so-called predecessor vertices connected with it, with an edge directed from the
predecessor toward the vertex concerned. The value of a vertex is a function of the
values of its predecessors. The predominant form of this function is a scalar nonlinear
function of the weighted sum of the predecessor values, modified by an additive
constant called bias. In this case, the weights are assigned to individual connections.
It is usual that these weights are fixed by some kind of fitting or learning algorithms.
By contrast, the values of vertices are recomputed for every new data input into the
network. In other words, the data processing by the network consists of computing
the values (sometimes called activations) of the vertices.

The vertex v4 of Fig. 3.1 whose only predecessors are vy and vy would receive
the value

v4 = f (wyvy + wava + bg)

where f is ausually nonlinear, so-called activation function. It would also be possible
to use linear activation functions. This would reduce the network to a linear system
tractable by classical methods of linear algebra and systems theory. The motivation

Fig.3.1 A set of vertices V

and a set of edges E U6 vs

U4

’\vz / 0

/

U1
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Fig.3.2 Five popular h
activation functions
0.5
0
—— Threshold
-0.5 —— Sigmoid
—— Symmetric sigmoid
Tanh
-1 Piece-wise linear
-4 -3 -2 -1 0 1 2 3 4

for using nonlinear activation functions is going beyond the limitations of linear
theory.

Let us review some popular activation functions in Fig. 3.2.

Historically, early attempts have been done with a simple threshold function of
the form

1 ifx>0
x) = 3.1
S 0 ifx <0 G-

As obvious from the function plot, this function has a discontinuity at x = 0
which results in poor tractability by numerical algorithms.

The so-called sigmoid function

F@ =1

is a kind of continuous analogy to the threshold function. It is frequently used as a
shifted version that is symmetric around the x axis:

(3.2)

f&x)= o -1 (3.3)

or as an additionally scaled version, the tangens hyperbolicus:

f (x) = tanh(x) = (34

1 +e 2
A particular property of tangens hyperbolicus is its first derivative being unity at
the point x = 0.
Recently, also simpler piecewise linear functions such as Rectified Linear Units
(RELU)
0 ifx <0
fx)y=43x if0<x <1 3.5)
1 ifx>1

have become widespread.
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It should be mentioned that there are also popular activation functions whose argu-
ment is not the weighted sum of the predecessor values. An example is the maximum
function, taking the maximum of weighted values, or a radial basis function which is
a function of weighted square deviations from a center point assigned to the vertex.

To summarize, a neural network is defined by the following elements:

e The graph consisting of a set of vertices V and a set of directed edges E;
e Activation functions assigned to the vertices;
e Numerical parameters assigned to the edges (weights) and vertices (bias values).

Since the neural network community has, in contrast to the graph theory, com-
mitted to the term nodes instead of vertices, we will use the former word from now
on.

Information processing by neural networks consists of computing node activation
values from the values of their respective predecessors, assuming these predecessors
already have some values. To do this, some nodes must be assigned initial values
before the beginning of the computation. This set of initialized nodes has to be such
that for all nodes, there is a path along directed edges from some initialized node
(otherwise, some nodes would never receive an activation value). In the example
network of Fig. 3.1, the set of initialized nodes has to contain nodes v; and v,—
otherwise these nodes would never receive their values.

Under these conditions, the information processing algorithm of such neural net-
works is genuinely simple. It consists of iteratively performing the following step:

Compute the activation values of all nodes whose all predecessors already have
a value.

For the character of the information processing and the interpretation of its results,
it is crucial to differentiate between two cases:

1. Networks containing no closed cycle along the directed edges: feedforward net-
works.
2. Network containing such cycles: feedback networks.

It is important to point out that this classification is based on the interpretation
of the edge direction as the order in which the activation function is computed: it is
computed from the activation values of predecessors (defined by the edge directions).

This has to be considered not to be confused with other interpretations of the edge
directions used in some work. A prominent example of a different definition is the
so-called causal (or Bayesian) networks, extensively elaborated by Pearl [S]. In these
networks, the edge direction corresponds to the assumed causality, defined by the
network designer. The nodes are labeled by some meaningful propositions, such as
“rainy day” or “low light intensity outdoors”. The proposed causality would probably
be that low light intensity will follow from the rainy weather and not inversely.
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Nevertheless, causal networks make (probabilistic) inferences in both directions.
From the knowledge of a day being rainy, the low light intensity can be forecast.
But also, from a measured low intensity, a substantial probability of rainy weather
can be concluded. Both directions of conjecture are consistent with common sense
and are justified by the Bayesian probability theory and the symmetric relationships
between conditional probabilities.

Another remark about the directionality of edges is to be made. For the aims
of information processing, a non-directed edge would be substituted by two edges
connecting the nodes concerned in both directions. This possibility is the reason why
only directed connections are considered here.

3.2 Data Processing by Feedforward Networks

As defined above, feedforward networks are those containing no cycles along their
directed edges. The network of Fig. 3.1 is an example of such network. To apply the
algorithm of Sect. 3.1, the nodes v; and vy, lacking of any predecessors, are to be
initialized with activation values. Every other node receives its activation value after
a known number of iterations:

e Nodes v3 and v4 after one iteration.
e Nodes vs and vg after two iterations (the evaluation of vg being postponed for its
predecessor v4 to have received its value).

After two iterations, the terminal state of the network is attained. Further updates
will bring about no changes. The states of all non-initial nodes (vector y) are a
nonlinear vector function of the state of initial nodes (vector x):

y=fx)

This is an important (and practically advantageous) property of feedforward neural
networks:

For a given input, the information processing of feedforward networks is ac-
complished in a fixed, finite number of iterations.

The idea of processing within a fixed number of iterations suggests the possibil-
ity of a more structured subclass of feedforward networks. This possibility is also
supported by some brain structures (e.g., sensomotoric functions in the cerebellum
or the image processing in the visual cortex), although their organization is not so
strict. The nodes can be organized to layers, defined by the constraint that the nodes
of a layer have only predecessors from the preceding layer. Omitting an edge from
the network of Fig. 3.1, we receive the network of Fig. 3.3. It corresponds to a lay-
ered network in the sense of the mentioned definition, although it is not graphically
organized into layers. This makes clear that the property of being “layered” results
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Fig.3.3 A layered network

Us

U4
\ "
02

from the predecessor specifications rather than from the graphical representation.
Nevertheless, for clarity, layered networks are represented by a sequence of node
vectors, each corresponding to a layer.

The (zeroth) input layer consists of nodes v and vy, the first layer of nodes v3 and
v4 and the second layer of nodes vs and ve. Input layer, whose nodes are no activations
but fixed values, is assigned index zero. The last layer is usually given a prominent
function—it is the layer where the result of the computation is displayed. In most
application frames, it is also the only layer whose values are given some meaningful
interpretation. This is why this layer is called output layer. The intermediate layers
are usually referred to as hidden layers. This organization makes it possible to omit
considering individual nodes and observing the whole layers instead. Each layer is,
in fact, a vector of activation values. The weights between individual layers can be
viewed as a matrix W, the biases are a vector b. For missing edges between nodes
of two consecutive layers, the weight matrix entries are set to zero. An example of
graphical representation of structures of this type (with two hidden layers) is given
in Fig. 3.4.

The ith layer processing is a vector mapping from the activation vector x; — 1
(index of x is i-1) of the (i — 1)st layer to the activation vector x; of the ith layer. In
the case of the activation functions of the form

/

U1

F(Wz+b)
f (u) is the column vector
Fay=[f@)- - f @]

(Column vectors are used throughout this work to be consistent with the typical
notation of statistics and systems theory.)
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Fig.3.4 Layered network in
vector representation Output layer vector y

Weights W3
Bias b3

Hidden layer vector z»

Weights W,
Bias by

Hidden layer vector z;

Weights W
Bias b,

Input layer vector x

In other words:

1. The column vector of the sums of weighted values of u = Wx + b is computed.
2. The elements of vector u are mapped one by one by the scalar function g (u j)
to the activation vector x;.

This scheme can be applied to activation functions such as the sigmoid, threshold,
or piecewise linear functions using the weighted sum. For other types such as maxi-
mum function, is has to be modified in an analogous way. In summary, the activation
of the ith layer (out of n layers) is

zi = Fi(Wizi—1 + bi) (3.6)

with zg = x (input vector) and z,, = y (output vector).
The processing of the complete feedforward network of Fig. 3.4 representing a
mapping G can be formulated as a series of nested functions:

¥ =G () = Fu(Wa Fat (Wt Faa (- FL Wax +b0) 4+ bamt) + i) 3.7)

The parameters W; (weights) and b; (biases) are kept fixed during the processing.
However, they have to be fitted to data for the network to perform in an optimal way.
These parameters consist of the set

(Wi, b1, Wa, b2, ..., Wy, by} (3.8)
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This set can be organized as a vector p (e.g., by concatenating the columns of
individual matrices). So a layered network can be written as a vector mapping

y= G(x, p) 3.9

parameterized by a vector p.
To summarize, the most important statement of this section is the following:

A feedforward network represents a vector function mapping the input vector
x to the output vector y. The evaluation is strictly sequential in n time slices
corresponding to processing of n layers. It is ultimately accomplished in a
finite time.

3.3 Data Processing by Feedback Networks

Feedforward networks introduced in Sect. 3.2 are covering the majority of popular
applications. The class of networks that do not belong to the feedforward category is
usually called feedback networks, although various other names such as recurrent or
recursive networks occur in the literature. They are useful for representing inherently
dynamical processes such as spoken language or physical and economical systems.
However, their use is substantially more difficult than that of feedforward networks.
This is why the user should be informed about the pitfalls of using such networks.
An example of a feedback network can be derived from the feedforward network
of Fig. 3.1 by inserting an edge between v3 and v4 and inverting the edge between
v3 and vs. The resulting network is presented in Fig. 3.5. There is an obvious cycle
of nodes v3, v4, and vs. Thus, the no-cycle condition for feedforward networks is

N

\/

Fig.3.5 A feedback
network
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The nodes v and v, have no predecessors and have to be assigned initial values.
The activation equations of the remaining nodes with corresponding nonzero weights
and biases, and activation function f are:

v3 = f (w3202 + w3 505 + b3)

vg = f (W4,1v1 + w4, 2v2 + w4 303 + b4)
vs = f (ws,4v4 + bs)

v = f (we,1v1 + we 404 + b)

(3.10)

This is a nonlinear feedback system. Some aspects of such systems have been
discussed in Sect. 2.3. The behavior of nonlinear systems is not easy to analyze. The
systems theory, which is the mathematical field concerned with system behavior, pro-
vides only some (mostly mathematically challenging) statements about the stability
of general nonlinear systems. By contrast, there is extensive knowledge concerning
linear systems: Their behavior can be described in detail in terms of oscillatory fre-
quencies, reactions to external inputs with known frequency spectrum and other. The
analytical and numerical methods for this have reached a substantial degree of ma-
turity. Therefore, it is worth establishing a relationship between nonlinear and linear
systems. Setting up an approximation of a nonlinear system by a related linear one
opens the door to using powerful analytical instruments available to linear systems,
as briefly illustrated below.

The approximation has the following justification. Every nonlinear mapping g (x)
can be linearized around a certain point. Taylor expansion provides the tool for
approximation of mapping y = g (xo) in the proximity of the fixed vector xg. The
first two terms of this expansion represent a linear approximation:

__ 08 (xo0)
y 0x

(x —x0) + g (x0) = Ax + b (3.11)

8 .
The matrix A is the matrix of partial derivatives a; ; = ai of the vector mapping
Xj
y =g .
For our example network system described in (3.10), the matrix A consists of the
weights multiplied by the actual derivative of the activation function f (1) at the

point given by its argument, the weighted sum of the predecessor activation values.
The symmetric sigmoid is very close to the linear function y = — on the interval

[—1, 1] and reasonably approximated on the interval [—2, 2] (see Fig. 3.6). This
justifies the approximation of (3.10) by

1 1
Vi1 = EW]yk + EWW (3.12)

with u being the fixed input nodes v| and v, (whose values do not change) and yy
the activation of the remaining nodes (indexed by 3, 4, 5, and 6) at iteration k. For
simplicity, bias b is omitted.
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Fig.3.6 Approximation of 1
symmetric sigmoid by a
linear function 0.5
0
-0.5 — -
—— Symmetric sigmoid
Linearization at u = 0
-1
-2 -1.5 -1 -0.5 0 0.5 1 1.5 2

(3.12) can be made more concrete by inserting the edge weights of Fig. 3.5:

v3 0 0 w350 v3 0 w32

V4 llwszs 0 0 Of vy 1| wa1 wap | v

vs|  =2] 0 wsa 0 0f[uvs| T2l 0 0 (3.13)
Vg k+1 0 We 4 0 0 Vg k We, 1 0

The activation ve obviously depends only on the input node v; and the state
node v4, having no successor between other state nodes. So, it is not involved in
the feedback loop—it is a pure output node. The state equation corresponding to

. . . . . /
the difference equation (2.73) with input vector u# being [v1 vz] and state vector

x=[v3 vy vs]/ is here

V3 1 0 0 wss V3 1 0 ws
|
Xk+1 = | V4 =—-|lwsg 0 O V4 +§ W41 W42 |:U]=Axk+Buk
vs | 0 wsy 0 | [vs], 0 o L7

(3.14)

The output equation (2.74) with output vector y = [v3 V4 U5 UG] of all observable
nodes is

v 1o o], 00
_|vw| _1]0 10 L0 Offu]
I e O A 31 0 0| =t DPu
v6 |, 0 wes 0 | L7k wet 0

This formulation is consistent with the general state-space description of linear
dynamical systems, as presented in Sect. 2.3, in corresponding notation.

Let us observe the behavior of the network of Fig. 3.5 described by (3.10) with a
symmetric sigmoid activation function and linearized to the form (3.13). The dynamic
behavior is determined by the three weights on edges within the cycle v3 — v4 — vs.
One of the possible configurations exhibits stable behavior shown in Fig. 3.7. It is
a stable behavior with an obvious convergence to fixed values for individual nodes.
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Fig.3.7 Stable behavior

0 20 40 60 80 100

These terminal values (i.e., the steady state of the network) result by solving (3.12)
assuming a constant (i.e., no longer changing) activation of state nodes xx 41 = x; = x:

x = Ax + Bu
(I-A)y=Bu (3.15)
y=(U—-A)"'Bu

The stability of the trajectory depends on the eigenvalues of matrix A, as mentioned
in Sect. 2.3. Eigenvalues are solutions of equation (2.75), which is equivalent with
setting the following determinant to zero:

|A =21l =0 (3.16)

Complex eigenvalues are indicators of oscillatory behavior. For the weight con-
figuration, wzs = 2.0, wyz = 1.6, and ws4 = 2.0, there are only small oscillations
with a period of three iterations.

With a relatively small change of involved weights to w3s = 2.2, w43 = 1.8, and
wsq = 2.2, the behavior becomes unstable (see Fig. 3.8). The activations grow to
infinity.

Another weight configuration wss = 1.8, wgz3 = 1.8, and ws4 = —1.8 shows
strong oscillations with a mixture of two frequencies with periods of two and six
iterations (Fig. 3.9).

Using the sigmoid activation functions makes the system nonlinear. This leads to
modifications in behavior. Sigmoid is a bounded function. This prevents its output
to grow without limits. In this way, the convergence to some finite values and thus
formal stability is enforced. The unstable linear configuration of Fig. 3.8 becomes that
of Fig. 3.10. However, this stability guarantee is mostly not helpful for the analysis.
It is not simply a stabilized version of the linear counterpart—even the signs of the
activations do not correspond between the linear and the nonlinear cases. Although
saturation effects lead to a less spectacular adverse state of the application, it is
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Fig.3.8 Unstable behavior 60
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Fig.3.9 Oscillating
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mostly characterized by nodes being trapped in the saturation state from which there
is no way back.

The complexity of the behavior of nonlinear systems is not limited to the properties
stated. If the input is variable, for example, in the form of a sequence of vector
patterns, the response of the network nodes is delayed. The delay depends on the
variability of pattern sequences. In the terminology of dynamic systems, it is the
phase of the signal transfer. The phase may vary from node to node, depending on
its connectivity to other nodes. This may play a significant role in applications with
a continuous flow of input data such as speech processing.
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Fig.3.10 Behavior of a
network whose linear Zj -
approximation is unstable 0.2 vs
3
0
-0.2 \\
1
-0.4 \
-0.6
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To summarize the statements of this section:

Feedback networks exhibit complex behavior in time. Their reaction to a static
input persists over infinite time. The most important adverse behavior charac-
teristics are potential instability which may lead to a complete failure of the
application. The oscillatory behavior is also mostly not desirable, except for
cases in which it is the focus of the application. The analysis of the behavior
can be supported by linear analogies. .

3.4 Feedforward Networks with External Feedback

In addition to some difficult facets of the behavior of feedback networks inherent to
any feedback, there are some burdens for the user that may make their application
challenging.

The first of them is that it is not easy to select their structure (in particular, the
connections) following justified principles.

Another one concerns the data for determining the parameters. A usual concept
for feedforward networks is parametrization with the help of pairs of input and output
vectors. The former are simply to be mapped to the latter.

There is no such simple principle for feedback networks. The reason for this is
their infinite response even to a static signal. It is not practical to provide infinite or
nearly infinite output sequences for every input vector.

Fortunately, feedback systems can always be expressed in a form inspired by the
transfer function concept discussed in Sect. 2.3. A neural network is then a direct
representation of a transfer function, with additional possibility of capturing nonlin-
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Fig.3.11 Linear network

structure for a transfer
U4
| vy U3 U4

T 1 11

Yi-1 Yk 2

earities. To understand the statements of the present section, the comprehension of
Sect. 2.3 is required.

The linear transfer function scheme corresponds to the network structure of
Fig. 3.11. The coefficients a; and b; from (2.76) correspond to the weights assigned to
the corresponding edges. Obviously, this is a feedforward structure that can be param-
eterized by input/output pairs. However, there is a special feature of these input/output
pairs: they contain the same values at different positions. For example, the value yjgo
will occur as an output value in one input/output pair (Y99, Y98, 100, 499 = Y100)
and in two additional consecutive input/output pairs (y100, Y99, 4101, 4100 = Y101)
and (101, Y100, 4102, U101 = Y102) as delayed input values.

The system represented by this structure contains outer feedback through delayed
values. Its operation follows the structure of Fig. 3.12. Black arrows are usual con-
nections without delay, as in Fig. 3.11. Additional red arrows correspond to feedback
with variable delay by one period. The only genuine external input is uy.

This structure is easy to parameterize by methods usual for feedforward networks.
The training set is received by collecting the input/output pairs with various delays.
However, the behavioral complexity inherent to feedback systems remains. The sta-
bility and tendency to oscillate result in the same way from some characteristics,
presented in Sect. 2.3. As stated there, the eigenvalues of the state-space system
representation mentioned in Sect. 3.3 correspond to the system poles.

To remind of the concept of poles defined by (2.79), they are the roots of the
polynomial in delay operator z with coefficient a; being the weights of delayed

output variables:
m
— Zakzm—i (3.17)
i=1

(The weights of delayed or non-delayed input variable are irrelevant for the poles.)
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Fig.3.12 Outer feedback to

a linear feedforward
U4

structure
vy, —> U 03 —> U4

T 1 11

Yi-1 Yk 2

As stated in Sect. 2.3, the role of poles is equivalent to that of eigenvalues in
determining the stability and oscillatory tendency. Poles with absolute values less
or equal to unity guarantee stability, the occurrence of larger absolute values lead
inevitably to unstable behavior. The oscillatory response is possible with complex
poles.

Besides determining poles from (3.17), representing the network in the state-space
form (2.73) and (2.74) is possible. For the configuration of Fig. 3.11, the recursive
relationship is:

Ydo ay az by | | yao bo
yar| =1 0 0 || yar + 10 |uq0 (3.18)
Uai 000 Udl_|,_q 1

The indices of the form di of output y and input u symbolize the delay—the
variable y,41 is the output delayed by one period. The index ;0 denotes the non-
delayed values of input and output. The first row of matrices A and B are filled by
the weights representing the input/output mapping (without outer feedback). The
following rows of A and B represent the feedback delays. For example, the new
value (kth period) of y, is identical to the old value ((k — 1)th period) of y,¢.

The eigenvalues of matrix A are identical with the poles of the polynomial (3.17).
The advantage of this representation is that it can be generalized to the case of multiple
inputs and multiple outputs. The stability and oscillation analysis is identical to that
of Sect. 3.3.

So far, the linear case has been considered because of its transparency and ana-
Iytical tractability. However, a substitution of the linear network from Fig. 3.11 by
a layered structure of Fig. 3.4 is straightforward. This structure represents the non-
linear mapping of the type y = G (x) from (3.7), parameterized as in (3.9). In this
case, the mapping arguments are modified to

yi = G([vk, ur]) (3.19)
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with vector v containing delayed values of output y;_4 and input u;_g4 withd > 0.
Additionally, the non-delayed input u is a part of the concatenated argument of
mapping G.

Most real feedback systems have a fixpoint at zero (for zero input, the output
should also be zero). This is why bias constants can frequently be omitted in feedback
systems.

The outer feedback as in Fig. 3.12 is handled correspondingly for nonlinear sys-
tems.

To investigate the stability of this mapping if subject to outer feedback of the
structure from Fig. 3.12, a linearization around a given state can be used. A linearized
mapping (3.19) is:

oG G
Yk = 77—k + ——uk = Gyvp + Guug
vy duy

Matrices G, and G, are Jacobian matrices, that is, matrices of partial derivatives
of individual elements of vector mapping G about individual elements of argument
vectors v and u.

The feedback state-space matrices A and B are constructed analogous to (3.18):

ARSI

with submatrices H, and H,, describing the delay relationships.

The eigenvalues of A determine the stability at the given network state described
by the activations of all its nodes. For a strict proof of stability, this would have to be
done for all (infinitely many) activation states, which is infeasible. In the best case,
a small selection of important states can be investigated. With sigmoid activation
functions (and other activation functions with the largest gradient at zero), the state
with the largest instability potential is the state of all nodes being zero. The reason
for this is that the derivative of a sigmoid is the largest with the sigmoid argument
being zero. So, the stability investigation should take place at least at this working
point.

It is important to point out that linear instability around one state results in overall
instability of the nonlinear system. So wherever unstable eigenvalues are found, the
network is to be classified as unstable, which, in turn, makes the network useless for
applications.

For large networks with thousands of input and output variables, the Jacobian
matrices of partial derivatives are of considerable size (m x n matrix elements for m
inputs and n outputs). However, the computation is easy with the help of backprop-
agation formulas for gradient computation. The next step is to complete the system
matrix with delay relationships (submatrices H above). Then, the eigenvalues are to
be computed. Most numerical packages (e.g., SciPy') provide procedures for effi-
cient computation of eigenvalues even for matrices with hundreds of thousands to
millions of elements.

Uhttps://www.scipy.org.
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Zi-1,1 Zi-1,2 Zi-1,3 Zi-1,4 Zi-1,5

Fig.3.13 Weights on the connections of a node with the preceding layer

To summarize:

Feedforward layered networks with outer feedback are transparent alterna-
tives for feedback networks. They can be parameterized in a way usual for
feedforward networks: with the help of input/output data pairs.

However, they exhibit complex dynamic behavior analogous to feedback
network (an all feedback systems), with a potential for instability. Instabil-
ity potential can be investigated with the help of linearization, to prevent
parametrizations useless for most applications.

A possible remedy for stability problems is the use of a multistep error
measure mentioned in Sect. 2.3.

3.5 Interpretation of Network Weights

In most cases, network weights are received by an algorithm for fitting the network
to the data, as discussed in Chap. 5. Many successful recent applications use net-
works with hundreds of thousands to millions of weights. In such cases, meaningful
interpretation of network weights cannot be expected.

Nevertheless, the basic principles behind the weights are important to understand.
They are helpful for the design of appropriate network structures. An example are
the convolutional networks introduced in Sect. 3.6.

Let us consider the connections of a node of the ith layer with all nodes of the
preceding layer (indexed by i — 1), as shown in Fig. 3.13.

The activation of the jth node of the ith layer z; ; is

zij = f (wijzi-1) (3.20)
The argument of this activation function f is the scalar number w;;z; 1. This is
a product of the jth row w;; of the weight matrix W; of ith layer and the activation



72 3 Data Processing by Neural Networks

Fig.3.14 Components in the
product of a weight vector
and an activation vector

column vector z;—1 of the (i — 1)st layer. Both factors are vectors, so the term
corresponds to a vector product. There is a well-known relationship between a vector
product xy and the angle between both vectors:

xy = cos () |x| |yl (3.21)

Absolute values of vectors x and y correspond to the lengths of the vectors in
Euclidean geometric space:

This relationship can be applied to the product of the weight vector and the acti-
vation vector from (3.20):

wjjzi—1 = cos (@) |wjj | 1zi—1] (3.22)

For two-dimensional vectors (an unrealistic but illustrative dimensionality), the
relation can be depicted as in Fig. 3.14.
According to (3.22), the argument of the activation function f is proportional to

1. the length of the weight vector;
2. the length of the activation vector of the preceding layer;
3. and the cosine of the angle between both vectors.

After the parametrization phase of the network, the weight vector is fixed while
the activation vector is variable, depending on the data processed by the network.
So, two factors affect the magnitude of the argument of the activation function:

1. the cosine which is maximum (equal to unity) if the activation vector points
toward the same direction as the weight vector and
2. the length of the activation vector.
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To summarize, the activation of the ith layer node grows with (1) the similarity of
the preceding layer activation vector with the weight vector and (2) the magnitude
of the activation vector.

This can be interpreted as a simple way of recognizing a pattern in the preceding
activation layer. The activation of a node show the extent to which the pattern de-
scribed by the weight vector can be found in the preceding layer activation vector.
In intermediary, hidden layers, this amounts to the extraction of pattern features that
are hopefully important for the succeeding layers and finally the output layers.

The whole information processing of a network consists of successively ex-
tracting features from the data. The feature patterns to be extracted are defined
by the rows of the respective weight matrix.

3.6 Connectivity of Layered Networks

In a layered network, each layer represents a mapping as in (3.6). The network as a
whole is then a nested mapping (3.7), in which the output of each layer becomes the
input of the next layer, according to the scheme in Fig. 3.4.

The application of weights between the layers can be represented by a matrix
W;. This matrix may or may not contain zero entries. The case in which such zero
entries are chosen deliberately corresponds to a network whose layers are not com-
pletely connected—zero weights are, in fact, missing connections. This property is
frequently referred to as connectivity.

There are many possible selections of incomplete connectivity. Most of them have
no particular sense, but there is an outstanding case with an excellent success record
in some application domains, the so-called convolutional layers.

The idea of this connectivity structure is that each unit of the ith layer, that is,
each element z;; of vector z; in the notation of Fig. 3.4, is connected only with the
elements of vector z; | belonging to a certain fixed “environment” of z;;.

The concept of an environment presumes the following properties:

e The layer vector has to possess topological interpretation in which it makes sense
to speak about topological neighborhood. This is the case, for example, along
a timeline, where consecutive time slices are neighbors of each other. Another
example is a pixel image in which the neighborhood is defined by the vicinity of
pixels.

e This topological interpretation has to be common for both layers so that the vicinity
of z;; can be determined in layer z; .

A trivial example of such a layer is given in Fig. 3.15. Every node z;; of the ith
layer is connected to the corresponding node z; 1 ; of the (i — 1)st layer as well as to
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Zi-1,1 Zi-1,2 Zi-1,3 Zi-1,4

Fig.3.15 Connectivity constrained to a topological environment

its two immediate neighbors z; 1 j_1 and z; _1 j4+1. The connections at both margins
are truncated to keep the indexing of both layers consistent, but the dotted nodes may
be included to make the marginal connections analogous to the inner nodes. In that
case, the (i — 1)st layer would have two additional nodes.

As explained in Sect. 3.5, the weight vector assigned to the node expresses the
feature to be extracted from the activation vector of the preceding layer. In a config-
uration of the type depicted in Fig. 3.15, the feature pattern is confined to connected
nodes. For layers reflecting some real-world topology, an important possibility is
suggested: the feature may be invariant to the node position. In other words, ev-
ery node of the ith layer extracts the same feature type from its environment in the
(i — 1)st layer. To do this, all weight vectors (rows of the weight matrix) within this
layer are to be identical except for the index shift. For the configuration of Fig. 3.15,
the weight matrix would be

wo wi 0 0

w-_1 wo wi 0
Wi = 0 w_i wo w (3.23)

0 0 w_iw
using only three distinct weights w_; (for preceding layer node with an index lower
by 1, i.e., one position to the left), wq (for preceding layer node with the same index,
i.e., the node “below” the actual layer unit) and w; (for preceding layer node with
an index higher by 1, i.e., one position to the right). Note that this is a substantial
reduction compared to fully connected layers with 16 weights. This ratio becomes
even more substantial for realistically long layer vectors—even for a layer node

vector of 1000 units, the number of distinct weights would remain to be three.
The fact that the activation of the jth node of the ith layer is computed as

Zijj = f<[w—1 wo wi] [zi—1,j-12i-1,, Zi—l,j+1]/>

= f<w_111_1,j—1 + wozi—1,; + wlZi—l,j+l>
or, generally, with the symmetric environment of width 2K + 1

K
zij=f ( Z UHcZi—k,j—k)

k=—K
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Fig.3.16 First-derivative 1.2
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motivates the term “convolutional layer”—the summed term has the form of a math-
ematical convolutional operator.

A weight structure organized in this way represents a local operator (local with
regard to the given topology). As explained in Sect. 3.5, every weight vector can be
viewed as a “pattern matcher”, detecting a certain pattern. The activation of the node
with these weights is growing with the growing similarity between the preceding
layer activation vector and the weight vector. In the case of a local operator, this
activation is growing in the same way for all nodes of the layer: it detects the same
pattern at every position.

An example of a simple detector is detecting the gradient in the given environment.
A symmetric weight vector for this is

[w_l wo wl] = [—1 0 1] (3.24)
The vector product with the relevant segment of the node activation vector
[=10 1] [ziz1,j—1 zi-1,j z,-_l,j+1]/ =Zi 1,41 — Zi—1,j—1 (3.25)

which corresponds to the first difference, the discrete analogy to the first derivative.
This term is positive for values growing with j, negative for decreasing values, and
zero for constant ones.

If the vector z;_; corresponds, for example, to a time sequence of values, chang-
ing values are detected in the next layer z;. This situation is depicted in Fig. 3.16
with individual activations corresponding to crosses. It is obvious that wherever the
activation in layer i — 1 changes along the layer vector index, the activation in layer
i grows. Constant segments along layer i — 1 lead to zero activation in layer i.

To detect a “bend”, the local weight vector

[w_l wo wl] = [1 -2 1] (3.26)
with the vector product

[1 =2 1][zic1,j—1 zi-1,j zim1,j+1]) = zic1j+1 — 2zi—1j + zic1,j—1 (3.27)
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Fig.3.17 Second-derivative 1.2
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implements the second difference, the discrete counterpart of the second derivative.
A simple example of such processing is given in Fig. 3.17.

This type of convolutional operator in a single dimension is useful for data vectors
with a uni-dimensional environment. Typical for this is a time axis. This suggests
applications with temporal signals such as speech recognition.

Other applications may have multidimensional environments. A prominent ex-
ample is the 2D image processing.

In an image topology, the environment of a pixel is defined in two dimensions
since the neighbors of a pixel extend along two axes. However, the operators on
this topology follow analogical principles and have effects similar to those of one-
dimensional topologies. An analogy to the change rate operator of (3.26) and (3.27)
is the convolutional matrix operator

W_1,-1 W_1,0 W-1,1 101
wo,—1 wo,o wo1 | =]0-40 (3.28)
wi—1 Wy W-1,1 1 1

It is applied to the environment of pixel p i (here without layer index i):

Pj—1,k—1 Pj—1,k Pj—1,k+1
Pjk—=1  Pjk Djk+1 (3.29)
Pj+1,k—1 Pj+1,k Pj+1,k+1
The operator (3.28) is applied to the environment (3.29) in a way analogical to the
vector product: multiplying the corresponding elements one by one and summing
the products. In the case of operator (3.28), the result is:

Di—1hk=1+ Pj—1k+1 + Pjsr1k—1+ Pj+1h+1 —4Djk (3.30)

The operator (3.28) is a discrete analogy of the derivative along two dimensions,
the widespread Laplace operator
af | Of
Vif=—+ = 3.31
f ox2 T a2 (3.31)
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Fig.3.18 Two-dimensional
array
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Fig.3.19 Laplace operator
array

Suppose the pixel values (possibly gray intensity values) in an image are as in the
3D plot in Fig. 3.18.

The array of values computed according to (3.30) is shown in Fig. 3.19.

Wherever there are points with fast intensity change, the Laplace operator receives
high positive or negative values. This can be interpreted as “edge detection”, an
important operation in image processing. Another view of the pixel array of Fig. 3.18,
with different pixel values symbolized by black and white color is presented in
Fig. 3.20 and the absolute values of Laplace operators in Fig. 3.21.

Figures 3.20 and 3.21 illustrate the edge detection capability of the operator.
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Fig.3.20 Black and white
pixel image

Fig.3.21 Edge extraction 1.5
by Laplace operator
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Although many analytical operators have been explicitly proposed, it is also pos-
sible to represent them in a neural network with the potential of optimizing them
for a certain image processing task with the help of data. To transform a 2D pixel
array to a layer activation vector, the matrix of pixel values is to be reorganized by
concatenating the row or column vectors to a layer vector. In the case of column
pixel vectors p; organized into the matrix [ pL---p K], the transformation to the ith
layer vector is

[pr- pk]—>zi=]|: (3.32)
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We can conclude the following:

Network layers with selective (frequently sparse) connections and correspond-
ing weights are appropriate for implementing local operators on layers with
topological meaning with a defined neighborhood. Besides the restricted con-
nectivity, their fundamentally beneficial property is the identical parametriza-
tion for every instance (defined by its center element p j; above) of the neigh-
borhood. This leads to (1) a consistent realization of local operators and (2)
parameter economy—very large layers can be parameterized by few weights.

However, applications without such meaningful topological organization
are no candidates for the beneficial use of such network architectures.

3.7 Shallow Networks Versus Deep Networks

In the early times of artificial neural networks, the networks initially consisted of
only one layer. The famous Perceptron has only direct weighted connections between
the input and output. The focus at that time was on finding learning rules for simple
tasks such as separating two classes of patterns.

The surge of interest in the eighties has been motivated by discovering the possi-
bility to train networks with more than a single layer, that is, with at least one hidden
layer in the sense of Sect. 3.2. Although more than one hidden layer occurred, too,
the motivation for using them was not clear. The theoretical basis was the theorem of
Cybenko [3], stating that a neural network with a single hidden layer and sigmoid ac-
tivation functions can approximate an arbitrary continuous function. Unfortunately,
no limit for the number of hidden nodes has been found—depending on the function
form, this number may be infinite.

The recent revival of intensive investigations of neural networks experienced the
shift of focus to networks with multiple hidden networks. The popular term Deep
Learning (DL) refers to this property—the structure with many successive layers can
be viewed as “deep”. Consistently with this terminology, we will refer to networks
with a single hidden layer as shallow, to those with more than one hidden layer as
deep.

Deep networks have brought about some excellent results in various application
domains. In some cases, these were large networks with millions of weights.

There seems to be no doubt that specific deep architectures such as those using con-
volution networks (mimicking spatial operators in image processing) are very useful
for specific problems. Sometimes, a whole sequence of such operators is necessary
to extract powerful features for the given applications. Such operator sequences have
been used in image processing already before the surge of deep networks.

The enthusiasm arisen from the success record of such networks seemed to sup-
port the hypothesis that the architectural depth is fundamentally superior to shallow
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networks. Besides some experimental findings supporting deep network representa-
tional efficiency, there are also several attempts for theoretical justifications.

Their hypothesis is essentially the following: Deep networks exhibit larger repre-
sentation capacity than shallow networks. That is, they are capable of approximating
a broader class of functions with the same number of parameters.

To compare the representation capacity of deep and shallow networks, several
interesting results have been published. Bengio et al. [1] have investigated a class of
algebraic functions that can be represented by a special structure of deep networks
(alternating summation and product layers). They showed that for a certain type of
deep networks the number of hidden units necessary for a shallow representation
would grow exponentially while in a deep network it grows only polynomially.

Montufar et al. [4] have used a different approach for evaluating the represen-
tational capacity. They investigated how many different linear hyperplane regions
of input space can be mapped to an output unit. They derived statements for the
maximum number of such hyperplanes in deep networks, showing that this number
grows exponentially with the number of hidden layers. The activation units used had
special, non-smooth activation functions: so-called rectified linear units (ReLU) and
softmax units.

It is common to these findings that they do not make statements about arbitrary
functions. The result of Bengio et al. [1] is valid for algebraic functions representable
by the given deep network architecture, but not for arbitrary algebraic terms. Montd-
far et al. [4] have derived the maximum number of representable hyperplanes but it is
not guaranteed that this maximum can be attained for an arbitrary function to be rep-
resented. In other words, there are function classes that can be efficiently represented
by a deep network while other functions cannot.

This is not unexpected: knowing that some N; dimensional function is to be
identified from N, training examples (which is equivalent to satisfying N = N1 N;
equations), it cannot be generally represented by less than N parameters although
cases representable by fewer parameters exists.

A familiar analogy is that of algebraic terms. Some of them can be made compact
by the distributive law, others cannot.

The term:

ae+af +ag+ah+be+bf +bg+bh+ce+cf+cg+ch+de+df +dg+dh
can be economically expressed as
(a+b+c+d)(e+ f+g+h)

reducing the originally sixteen summands to eight.
However, this cannot be done to an equally economical extent with the term

ae+af +ag+ah+be+bf +bg+bh+ce+cf+cg+ch+de+df +dg+h

This insight can be summarized in the following way. There exist mappings that
can be represented by deep neural networks more economically than by shallow ones.
These mappings are characterized by multiple uses of some intermediary (or hidden)
concepts. This seems to be typical for cognitive mappings, so that deep networks
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may be adequate for cognitive tasks. On the other side, the same statement about
general functions has not been proven.

The systematic study of Bermeitinger et al. [2] has not confirmed the superiority
of deep (with three to five hidden layers) networks over shallow networks with a
single hidden layer. For randomly generated mappings, the approximation quality
was systematically better with shallow networks with an almost identical number of
weight parameters.

This can be attributed to the fact that the convergence of learning algorithms (see
Chap. 5) is substantially better for shallow networks.

Deep networks with dedicated layers extracting special features important for
the applications are frequently superior to fully connected shallow networks.
This could not so far be confirmed for fully connected deep networks with a
comparable number of weight parameters.

3.8 Chapter Summary

Neural networks are a particular type of parameterized nonlinear mapping. They can
be used for all tasks mentioned in Chap. 2. Two classes of neural networks with
fundamentally different properties are

o feedforward networks and
e feedback networks.

Feedforward networks are frequently organized into layers: the resulting mapping
is then a nested function made of mappings represented by individual layers. This
nested function can be unanimously evaluated for any input pattern.

By contrast, feedback networks correspond to dynamical systems. Their response
to an input pattern is potentially infinite, i.e., they produce an infinite sequence of
output patterns. Their dynamical character implies the possibility of unstable or
oscillating behavior. It is a difficult task to prevent instabilities during the network
learning.

Nonlinear dynamical systems can also be represented by a feedforward network
using external feedback: past network outputs are included in the input pattern. This
arrangement is equivalent to, but substantially more transparent than using feedback
networks.

Beside feedforward networks with completely connected adjacent layers (having
connections between all units of one layer and all units of an adjacent layer), reduced
connectivity is meaningful and computationally advantageous for special goals. A
prominent example are convolutional networks with connections restricted to the
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close topological environment of the units (e.g., representing image pixels and their
environment).

3.9 Comprehension Check

1. A neural network can be represented by a directed graph made of nodes and
connecting edges. What is the condition for the network to be a “feedforward
network”?

2. Which basic behavior types can be exhibited by feedback networks?

3. Which mathematical characteristics of a neural network (linearized at a cer-
tain state of node activation) determine the stability, instability or oscillatory
behavior?

4. How would instability of a (linearized) network manifest itself if the activation
functions have saturating limits (e.g., a sigmoid function)?

5. How can the vector of weights entering a unit be interpreted with regard to unit’s
input vector?
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Learning and Generalization

The mission of DS is to extract interesting information from data. In the previous
chapters, the form of this information has been discussed: These are diverse types
of mappings such as classifiers or quantitative models. In the present chapter, the
requirements on data available for processing and discovering this information are
reviewed.

In typical recent applications, these data are of considerable size. They may cover
thousands or even millions of measured patterns or observed cases. Such quantities
can only be processed by automatic algorithms—viewing individual patterns by
experts is not feasible.

For serious applications, it is important to assess the reliability of the data analysis
results. This is why the most of them follow the approach of supervised learning.
This learning concept extracts interesting associations between two patterns: an input
pattern and an output pattern. The gained information is represented by a mapping
of the former to the latter. In some cases, both patterns can be numeric data vectors.
In others, the output is the assignment of the input pattern to a class or to a semantic
meaning. Figuring out the mapping, a supervised learning approach requires a set
of such pattern pairs. Formally, these are pairs of input and output vectors. Once
the mapping is known, it can be applied to an input pattern alone, receiving the
corresponding output pattern. In this supervised learning framework, the congruence
of the received mapping with the given empirical data can be directly quantified by
error measures.

The set of input/output pairs used for finding the model optimally congruent with
the data is frequently referred to as a training set. The procedure of determining the
mapping from the training set is called learning in the communities working with
neural networks and Al. Statistical approaches use more traditional terms such as
regression. The meanings of both are overlapping to a large degree.

For real-world applications, a mapping consistent only with the training set is of
limited interest. The main goal is the forecast of output given a novel input. The
forecast may consist of assigning the class to the input pattern (e.g., recognizing
an object in an image or determining the semantics of an ambiguous phrase) or
making a real-valued forecast of some future parameters such as economic growth.
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The crucial question is how reliable this forecast is. To assess the credibility of the
output pattern forecast, another set of input/output patterns, the fest set, is frequently
used. The mapping determined from the training set is applied to the input patterns
of the test set and the forecasts are compared with the corresponding output patterns.
Forecasting for patterns not included in the training set is called generalization. This
comparison gives the user a picture of the forecast reliability.

This chapter focuses on the questions concerning the attainable error for the train-
ing set and justified expectations about generalization. The majority of mathemat-
ically founded statements concern linear mappings. Nevertheless, nonlinear map-
pings can frequently be analyzed with the help of linearization and so benefit from
the results for linear mappings. This relationship is discussed in detail in Sect.4.2.

4.1 Algebraic Conditions for Fitting Error Minimization

The process of finding an appropriate mapping of input vectors to output vectors
with the help of a training set of K pairs (x, yx) consists in determining parameters
for which the mapping makes exact (or the best) output forecasts.
Suppose the set of K input column vectors (each of length N) is organized in the
N x K matrix
X =[x ...xk] 4.1)

and the set of corresponding K output column vectors (each of length M) in the
M x K matrix

Y = [yl e yK] 4.2)

For a linear mapping y = Bx to make an exact forecast of all output vectors of
the training set, it has to satisfy the matrix equation

Y = BX 4.3)

This matrix equation can be viewed as M separate equation systems for M row
vectors of Y and B:
Y =bpX, m=1,....M 4.4)

Each of these equation systems consists of K linear equations (for each of K
elements of y,,) for N unknown variables b,,,, (elements of the mapping vector by, ).

Thus, all M equation systems of (4.3) constitute a system of M K linear equations
for M N unknown variables (elements of matrix B, i.e., unknown parameters of the
mapping y = Bx).

The conditions under which such linear equation systems can be solved are known
from basic linear algebra. An equation system Az = c (or its transposed form
7/A’ = (') has a single, unambiguous solution for the variable vector z if matrix
A is square and of full rank. The former condition is equivalent to the requirement
of the number of unknown variables being equal to the number of equations. The
latter condition states that neither the rows nor the columns of matrix A are linearly
dependent.
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Besides the case of square matrix A, assuming full rank, the following alternatives
exist:

e If there are more equations than variables, there is no exact solution of this equation
system for variable vector z. This is the overdetermined case.

e If there are fewer equations than variables, there are infinitely many solutions. This
is the underdetermined case.

These alternatives also apply to the matrix equation (4.3). With a square input
data matrix X of full rank, the solution for the mapping matrix B is

B=vXx! 4.5)

The matrix inversion is feasible whenever matrix X is square and of full rank.

However, this case is rather scarce in practice. The length N of input patterns
is usually determined by the available measurement set. The size K of the training
set is limited by available data for which true or measured output patterns can be
supplied. If many such training pairs have been recorded, it is reasonable to use all
or most of them to make the training set as representative for the scope of existing
variants as possible. So, both cases of unequal numbers of M K linear equations and
M N unknown variables are frequently encountered.

Fortunately, for both cases, there are algebraic solutions. In the overdetermined
case (i.e., N < K),amodel that exactly hits all output vectors does not exist. Instead,
a parametrization which is the best approximation in some appropriate way has to
be sought. The criterion for the approximation quality will usually have to do with
the difference between the forecast and the measured or supplied training output.
For each element of the output vector, this will be

em =bpX —yvyp, m=1,.... M 4.6)

From various possibilities to summarize the deviation vector e, in a single figure,
the sum of squares is the easiest for analytical treatment. This amounts to the well-
known MSE:

E, =e;nem = (me_ym)/ OnX —ym), m=1,....M 4.7

This criterion is convex in parameters and thus possesses an analytical minimum,
resulting from setting the derivatives with regard to parameters b, equal to zero:

IE
— 2 = bpX—y)X' =0 m=1,....M
dbm

b XX = ymX m=1,....M (4.8)

1

b = ym X' (XX')~ m=1,....M

Organizing the rows of b, back to matrix B, the result is
B=vx'(xx)”" 4.9)

This relationship is the well-known solution to the least squares problem of linear
regression.
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The factor to the right from Y is a construct known as pseudoinverse or Moore-
Penrose inverse [8,9] of matrix X, usually denoted as X . This pseudoinverse is a
generalization of the usual matrix inverse. While a matrix inverse is defined only
for non-singular square matrices, a pseudoinverse exists for every matrix A. For
real-valued matrices, it satisfies several basic relationships:

AATA=A
ATAAT = AT

(AA*Y = A+ (4.10)
(ATA) =ATA

While a usual matrix inverse has the property AA~! = A=1A = I (its prod-
uct with the original matrix is an identity matrix), the last two equalities of (4.10)
state only that this product is symmetric. However, the first two equalities state that
multiplying A by this product leaves A unchanged—as if it were multiplied by the
identity matrix. This property can be circumscribed as A™ being the inverse of A
in a subspace defined by A (i.e., the lower-dimensional space corresponding to the
rank of matrix A).

The computing definition of the pseudoinverse varies with the properties of matrix
A.If A has a full row rank (that is, its rows are not linearly dependent), the definition
is

1

At = A'(AA')” 4.11)

This is the case with the least square solution of (4.9). There, it is assumed that
the following two conditions hold:

1. Matrix X has a full row rank, that is, the rows of X are linearly independent.
In other words, none of the pattern vector elements is a linear combination of
other elements across all training examples. This is a practical condition: Such a
dependent element would be redundant and may be omitted without information
loss.

2. Length N of the input patterns is smaller than the number K of training examples.

The latter condition is essential since it is not automatically satisfied in practice.
The length of the input pattern results from available features measured. The number
of training examples is determined by the size of the collected data set. Omitting either
of both would be information loss. Is the input pattern vector length N (number of
rows of X) larger than the number of training examples (columns of X), another
definition of pseudoinverse applies. Generally, for a full column rank of matrix A, it

1S
At =(AA)'A (4.12)

In our case, this applies for linearly independent input patterns. The optimal
mapping matrix B is then, instead of (4.9),

B=Y(x'X)"'x =vx* 4.13)



4.1 Algebraic Conditions for Fitting Error Minimization 87

As in (4.5), such matrix B is a solution of the equation
BX=Y (4.14)

However, with N > K, we have the underdetermined case with more variables
than equations. Such an equation system has infinitely many solutions for matrix B.
The general form of these solutions is

B=YXT+W(I—-XX") (4.15)

with an arbitrary matrix W of size corresponding to matrix B.

Each of these solutions would forecast all output patterns exactly. The pseudoin-
verse of the form (4.12) selects the solution with the smallest norm, that is, with a
tendency of containing small coefficients.

To illustrate the properties of this solution, let us consider a trivial example.
Suppose output y is a polynomial function of the input s:

N
y=2 by
=1

1
s (4.16)
— [bl by -~-bN]

= bx

with a coefficient vector b and an input vector x consisting of powers of s.

Generating K sample input/output pairs (xx, yx) will constitute a training set, that
is, matrices X and Y with columns x; and y; respectively. In the trivial case of a
second-order polynomial, the input data matrix may be

111
X=(012
014

and the output data the values of the polynomial function for individual values of s
(here: s € {0, 1, 2}). With coefficients

b= [1 2 2]
the output pattern matrix (with a single row) would be
y = [l 5 13]
With the fifth-order polynomial coefficient set
b= {-504 1010 —673 189 —23 1} 4.17)

(generated to produce a predefined set of roots {1, 2, 4, 7, 9} that fit into a reasonable
plot scale), we receive the function (a polynomial of degree N — 1 = 5) depicted
in Fig.4.1.
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Fig.4.1 Fitting a
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0 2 4 6 8 10
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Input vectors, containing the powers of s from O to 5, have a length of N = 6.
Taking K = N = 6 samples, all output can be fitted exactly, that is, all crosses in 4.1
are on the original polynomial function plot. This is the case of neither overdetermi-
nation nor underdetermination. Moreover, the mapping vector b (in fact, a single-row
matrix B of preceding formulas) found via (4.5) is identical with the original (4.17).
This is why the fitted polynomial function (solid line) is identical with the original
polynomial function (dotted line) for all intermediary points.

By contrast, reducing the training set to K = 5, we receive the underdetermined
case. The mapping by Eq. (4.13) is one of the possible mappings—that with the
smallest norm. This case is shown in Fig.4.2.

Although the fitted function hits all training set data (denoted by crosses) exactly,
it is not identical with the original function at intermediary points. The minimum
norm property of (4.13) does not guarantee the identity—the original function may
have not been that with a minimum norm. It can only be argued that small norms oc-



4.1 Algebraic Conditions for Fitting Error Minimization 89

4,000

—— F () original
X F() trained

—— F() fitted

—— F() alternative

3,000

2,000

1,000

-1 0 1 2 3 4 5 6 7 8

Fig.4.3 Underdetermined case of fitting a polynomial function, including a non-minimum norm
solution

cur more probably than large ones. Nevertheless, resigning to the minimum property
may lead to much less acceptable results. One of the infinitely many alternative so-
lutions, received from (4.15), is that of Fig. 4.3 where an alternative solution without
minimum norm is included. The deviations of intermediary, untrained points from
the original functions are much larger than for the minimum norm solution.

These findings are important for results obtained by methods other than those us-
ing the matrix pseudoinverse. In neural network practice, gradient-based algorithms
are used. In the underdetermined case, gradient algorithms with good convergence
properties (which is not the case for all gradient algorithms, see Chap. 5) would find
a zero MSE solution, whose existence is guaranteed in the underdetermined case.
However, it will be an arbitrary one, possibly with a large norm. This solution may be
very bad at intermediary points. This has motivated gradient methods with additional
terms forcing the optimization to prefer small norm solutions by weighted terms (see
regularization discussed in Sect.4.7). But weighting such terms is no guarantee to
receive a norm optimum with simultaneously zero MSE.

In the underdetermined case, it is always possible to reach a zero MSE on
the training set. If the optimum found is substantially different from zero, it
is an indication that the applied optimization method has failed. The solution
based on the pseudoinverse selects from the space of infinitely many equiva-
lent solutions those with the minimum norm. Gradient methods do not possess
this property—their solution is, without further provisions such as regulariza-
tion terms, arbitrary. Even with regularization, there is no guarantee that the
minimum norm solution is the closest to the “true” mapping—it is only the
preferred solution in the sense of regularization theory.
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In the underdetermined and exactly determined cases, zero MSE is always attain-
able (assuming no redundancy of pattern features). A serious implication is that this
is the case whatever the output patterns are. Even if they were random (that is, if
they had nothing to do with the input patterns), a zero MSE would be the result. In
other words, the fitted mapping will probably be useless for any application. This
principle is discussed more in detail in Sects.4.4—4.6.

This fact is not contradicted by occasionally experienced or reported success of
such underdetermined applications. Beyond having good luck (and being probably
down on this luck the next time), this may be a paradoxical effect of poorly converging
optimization methods. At the initial phase of each optimization, the most promising,
rough directions for improvement are followed. A poorly converging method may
never leave this initial phase and thus optimize only a small, initially promising set
of parameters. This is roughly equivalent to having a reduced set of parameters for
which the learning problem is not underdetermined. However, there is no guarantee
that this principle works under any (or most) circumstances—poor convergence is
what its name says. So, it is recommended to avoid underdetermined settings.

4.2 Linear and Nonlinear Mappings

The analyses of the present chapter explicitly apply to linear mappings of the form
y = Bx (4.18)

The linear case is the mapping class by far the best accessible by analytical meth-
ods. The term “linear” is to be made more specific as “linear in parameters”:

y = Bh(x) (4.19)

Function A (x) is a possibly nonlinear function of the input vector x. This function is
fixed, i.e., its form is not a part of the parameter fitting process. This encompasses,
for example, polynomial mappings if the input data consists of sufficiently many
powers of a scalar variable. Such polynomial mappings are used for illustration in
the next sections. Another example may be harmonic terms (for periodic mappings
being a linear function of sine and cosine of scalar angles).

It is much more difficult (and sometimes hopeless in practical terms) to analyze
general nonlinear mappings parameterized by a vector w of the form

y=[f& w) (4.20)

This is why most useful insights into the laws governing nonlinear mappings
have been gained with the help of linearization. The linearization of a nonlinear
function corresponds to the two first terms (the zero and first-order terms) of the
well-known Taylor expansion. An inherently nonlinear mapping cannot be made
universally linear—the linearization takes place, as does the Taylor expansion, around
a certain argument point and is a good approximation only in the more or less close
environment of this point.



4.2 Linear and Nonlinear Mappings 91

Assumed continuity and differentiability, nonlinear parameterized mappings can
be linearized for any given input pattern column vector x; around the column pa-
rameter vector wg as

y=f(x, w)
a )
~ f G wg) + LI )y wan)
= Grw + (fkx — Grwo)
= Grw + hy

The parameter vector wy is arbitrary, but here, it will be chosen to be equal to
the optimal parameter vector corresponding to the error minimum. Then, conjec-
tures about the overdetermination or underdetermination will apply to the optimum
parametrization.

These approximate equalities for individual pairs of input/output training patterns
can be summarized in a single matrix equation

V1 hy Gi
r=| =1 |= o |w=Gw 4.22)
VK hk Gk
Here, vector r forecast using parameters wq including the shift to the coordinate

origin. This equation has, depending on the dimension and the rank of matrix G, the
exact or approximate pseudoinverse-based solution for the mapping parameters

w=G"%r (4.23)

The rows of matrix G correspond to all output pattern elements to be fitted to.
Their number is M K. The columns correspond to individual independent mapping
parameters, whose total count is P. (4.22) is a system of M K equations with P
unknown variables. The rank of G cannotexceed min (M K, P). The relation between
the rank, M K, and P determines whether there is an exact or only an approximate
solution in the sense of least squares and also whether the solution is unique. For a
full rank of G equal to min (M K, P), the relationship between M K and P decides
about overdetermination or underdetermination:

e For P > MK, the fitting task is underdetermined, having more variables (i.e. map-
ping parameters) than equations.

e For P < MK, the fitting task is overdetermined, having fewer variables than
equations.

e For P = MK, the fitting task is exactly determined.

This is an analogy to the underdetermination and overdetermination concepts
of linear mappings. To establish the equivalence relationship to a linear mapping
y = f(x,B) = Bx, let us consider (4.21) in this special case. The following
derivations require the use of not very pictorial concept of Kronecker product defined
below. This is why they are admittedly not easy to follow and can be skipped if the
reader is not interested in the detailed algebraic argument.
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Since the model is linear, Eq. (4.21) is exact and not approximated. Around wy =
0, it can be written as:

O (1) [, ' =m

424
b, 0, m #m (4.24)

The selection of wy = 0 is arbitrary but the results would be identical for any
other parameter point due to the linearity of the mapping. For wo = 0, the term Ay
is zero and the equation for the m-th element of k-th output pattern vector yi is

. 8w () Y
Yk = D =g b = ) Fukbmn = Xibn (4.25)
n=1 n=1
The matrix Gy of partial derivatives for the k-th pattern is
x.b)
G = : (4.26)
x;.b)y,

In the following derivation, the Kronecker product (X 'R 1 M) is helpful. It is
defined in the following way. If A is an m x n matrix and B is a p X g matrix, then
the Kronecker product C = A ® B is the pm X gn block matrix

anB --- a,B
C = [a,'jB] = 4.27)
am B - aunB

The column parameter vector w can be organized as a transpose of concatenation
of row parameter vectors by,

w=[b1...bu] (4.28)
The matrix G of partial derivatives (4.26) can be expressed as
Gk = (In ® x;) (4.29)

with I, being the unit matrix of dimension M.
The matrix equation for all patterns of the training set is then

n
Yyee =

L YK

=Gw
X' Oy --- Oy (4.30)
Oy X' -+ On ,

= . .. . |[br-bu]
| Oy Oy -+ X/

= (IM ® X/)Bvec
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with O being a zero matrix of the size of X’. The vectors Yyec and Byec are vector
variants of matrices Y and B, constructed by concatenating the columns of matrix Y
and transposed rows of matrix B.

The pseudoinverse of Kronecker product (A ® B) is (A+ ® B), in our case

(I M RX ’+). Consequently, the solution is

Buee = [b1 -+ bu] = (In ® X'7) Yree (4:31)

This is equivalent to B = ¥ X . The Kronecker product has the rank correspond-
ing to the product of both factors’ ranks, M x min (N, K) in our case.

After having swallowed the Kronecker product formulas, we can state that the
consequence is the following: Instead of the relationship between N and K, the
existence and uniqueness of the mapping parameter vector are determined by equiv-
alent conditions for M N (the length of parameter vector w) and M K (the length of
vector Yyec corresponding to the size of output data matrix Y). The former product
corresponds to the number of mapping parameters P defined above. Applying the
conditions with the pair N and K and those with the pair M N and M K lead to equiv-
alent results concerning the uniqueness of the mapping parameter vector, whether
exact or optimally approximated.

Let us now go back to the general nonlinear mappings. The conjectures of Sect. 4.1
as well as of the following Sects. 4.3—4.7 are valid in the corresponding manner. Their
analysis can be performed for the environment of any initial parameter vector wg. Of
course, the rank of matrix G, and thus, the results of the analysis can theoretically
be different in environments of different vectors wg. This will particularly be the
case with non-smooth activation functions such as rectified linear units as in (3.5).
If some input patterns lead to zero activation of this node type, the partial derivative
of incoming weights will be zero, and the rank of the partial derivative matrix G
can be reduced. The rank variability will be much scarcer for sigmoid activation
functions (3.2) and (3.3).

However, even if the ranks of matrices G for different parameter points wq are
identical, they may be generally reduced by the neural network topology and its
inherent invariances (e.g., permutations of hidden units). In other words, the case of
full rank equal to min (M K, P) is mostly not encountered.

An example is a simple network of two linear layers with weight matrices B and
C (asin Fig.4.4)

= BZ
Y 432)
z=Cx
corresponding to
y = BCx (4.33)

With the hidden vector z of width J, there is a (M x J)-matrix B and a (J x N)-
matrix C. The number of mapping parameters is M J 4 J N. Such architecture makes
sense only if / < M and J < N, so that BC is not full rank. Otherwise, BC would
be equivalent to a single arbitrary weight matrix W = BC. However, with J < M,
M — J output elements have to be linearly dependent on the remaining J outputs
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Fig.4.4 Two-layer linear

network Output layer vector y (width M)

Weights B

Hidden layer vector z (width J)

Weights C

Input layer vector x (width N)

to be able to be forecast exactly. So, only J? elements B are independent, free
parameters while the remaining (M — J)J = M J — J? are dependent. Additionally,
the mapping (4.32) is equivalent to

y=BHz

:=H'Cx
with an arbitrary non-singular (J x J)-matrix H. This arbitrary matrix reduces the
degrees of freedom by J2. So, instead of M J + J N, the rank of the matrix of partial
derivatives G from (4.22) is bounded by J? + JN — J% = J N, although its column
number remains M J + JN. This has consequences for the existence of the exact
solution.

For more complex neural network topologies, the rank loss may be larger and
sometimes nontrivial to determine.

In any case, the inequality P < MK implies the overdetermined case—there
are too few mapping parameters to be fitted to the set of M K given constraints.
This is true whenever the rank of the output data matrix Y is full. This condition
is usually satisfied unless there are either redundant training examples (being linear
combinations of other examples) or redundant output pattern elements (being linear
combinations of other pattern elements).

With this provision, the considerations of the following Sects. 4.3—4.7 concerning
overdetermined and underdetermined cases apply correspondingly, if the lack of
precise information about the number of genuinely independent mapping parameters
is considered.

(4.34)

The cases of overdetermination, underdetermination, and exact determination
in nonlinear systems are analogous to those of linear systems. They can be
investigated through linearization at a certain parameter point, particularly
that corresponding to the error minimum. The key numbers are the number of
independent mapping parameters P and the number of fitting equations M K,
with the width of output pattern M and the number of training examples K.
With a full-rank matrix of partial derivatives G, the overdetermined case would
be characterized by P < M K and the underdetermined one by P > M K.
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Additionally, there is a possible (and frequent) rank loss by invariances in-
herent in neural network topologies. This rank loss will lead to shifting the
boundary P = MK toward underdetermined case (i.e., seemingly underde-
termined cases may turn out to be overdetermined, leading to a failure of exact
fitting).

An analogical treatment of linear mappings with P = M N would amount
to the comparison between M N and M K. They can be analyzed more easily,
comparing N and K (which are the two dimensions of the input matrix X of
the training set).

4.3 Overdetermined Case with Noise

Let us now have a closer look at overdetermined cases with optimum linear mapping
according to (4.9). It is usually assumed that the application data has been generated
by a defined process. This means that there is some “true” mapping from input x to
output y. In reality, this mapping is distorted in various ways:

e There may be noise added to the measurements of both input and output.

e The true mapping is a function that can be approximated by the given parameterized
mapping (e.g., linear regression or neural network) only with limited accuracy.

e The process is not stationary—the true mapping changes during data collection.

Although these factors differ in many details, they have a common consequence:
an unexplained residue will remain, resulting in a residual error.

Let us once more consider a mapping corresponding to a polynomial function. It
is a polynomial of the fifth order so that the output y depends on the zeroth to the
fifth powers of a scalar variable. Let us observe its approximation by a polynomial
of the fourth order, so that the training set matrix X consists of zeroth to the fourth
power of variable s, that is, columns of length N = 5. Consequently, no accurate fit
can be reached.

In the underdetermined and the exactly determined cases, using the mapping (4.9),
the fit to the training set is perfect. This is shown in Fig.4.5 (K =4, K < N) and
Fig.4.6 (K = N = 5). However, for K > N, the task becomes overdetermined.
Already with K = 6 (see Fig. 4.7), approximation errors are inevitable. The nature
of the approximation is even better illustrated by Fig. 4.8 with K = 25. The fit to
the training set symbolized by crosses corresponds to the best approximation of the
fifth-order polynomial by a fourth-order polynomial.

In the presence of noise or if the true mapping cannot be exactly approximated
by the given mapping (regression or neural network), a perfect fit to the training
set is not feasible. If the number of training samples is such that the task is
overdetermined, approximation error on the training set is inevitable.

How far a mapping can be approximated by another mapping from a class the true
mapping does not belong to, can be answered only for individual cases. If the noise
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Fig.4.5 Underdetermined
case of polynomial
approximation

Fig.4.6 Exactly determined
case of polynomial
approximation

Fig.4.7 Overdetermined
case of polynomial
approximation with K = 6

200

=200

—400

-600

—-800

200

=200

-400

—-600

—-800

200

-200

—400

-600

—-800

K=4,N=5

—— Function
X Training

—— Function
X Training

—— Function
X Training

0 2 4 6 8



4.3 Overdetermined Case with Noise 97

Fig.4.8 Overdetermined
case of polynomial 200
approximation with K = 25

-200

—400

-600

—— Function
X Training

—-800

0 2 4 6 8

is of Gaussian type, that is, additive, independent between the training samples and
not correlated with the output, its influence can be made more precise. In the linear
case, the forecasted output has the form
y=Bx+e=n+e¢ (4.35)

It consists of the deterministic part n = Bx and the noise part €. Both parts are
supposed to be independent. For simplicity of presentation, we can assume that the
deterministic component is satisfied exactly and to investigate only the “forecast”
of the noise €. This will make the formulas more transparent and comprehensible.
The word forecast has been set to parentheses since it is an undesirable forecast.
We know that a random component of Gaussian noise type cannot be forecasted.
Training examples are used to find out what the deterministic component n may be.
By contrast, random noise is to be neglected as far as possible. Neglecting this is the
opposite of fitting the model to the noise. The goal of the following argument is to
show to which extent this undesirable fitting takes place, depending on the training
set size.

The forecast deviations for the training set can be organized in the matrix

E=Y - BX (4.36)
with B according to Egs. (4.5), (4.9) and 4.13, respectively.
For the exactly determined case, Eq. (4.36) is
E=Y-YX!'X=Y-Y=0 (4.37)
that is, the deviation is zero. In other words, the parameters are completely fitted to

the noise—a undesirable result.
For the underdetermined matrix B, the deviation will vanish, too:

E=Y-BX=Y-YX'X)"'X'X=0 (4.38)
Howeyver, the overdetermined case amounts to
E=Y - BX
=y -yx'(xx)"'x (4.39)

= (1-x'(xx)"'x)
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which cannot be simplified in an immediately obvious way.

To understand the nature of this solution, an important concept of linear algebra
must be introduced, the Singuar Value Decomposition (SVD).

Every (N x K)-matrix A can be decomposed into the following three factors:

A=UDV’ (4.40)

In the so-called compact form (where all columns and rows multiplied by zeros
and thus not affect the product omitted), the matrices U and V have orthonormal
columns and their dimensions are H x N and H x K, respectively. The number
H,H < N and H < K, is the rank of matrix A. The matrix D is of size H x H
and diagonal. The diagonal elements are positive real numbers usually ordered in
magnitude descending from the upper left corner to the lower right. These diagonal
elements are called Singular Values.

The orthogonality of columns of U and V allows the representation as

H
A= Zuid,-v; (441)
i=1

called spectral decomposition of matrix A. Here, u; and v; are column vectors and
d; are scalar singular values from the diagonal matrix D. This representation is
useful in pointing out important (those with larger singular values) and unimportant,
sometimes negligible, components of matrix A (those with small singular values).

From many useful properties of singular value decomposition, we will use its
simple expression for matrix pseudoinverse. It is in the following

AT =vDTU’ (4.42)

with diagonal matrix D having nonzero diagonal elements % reciprocal to those
of D. The zero diagonal elements of D remain zero.
The product of matrix A with its pseudoinverse A™ is

H
AYA=VDTU'UDV' =VV' =) ] (4.43)
i=1

This expression is known as the projection operator to a lower-dimensional lin-
ear space defined by the vectors v;. For example, it would project points in three-
dimensional space to a plane defined by two vectors v;, or points in a two-dimensional
plane to a straight line defined by a single vector.

Applied to the deviation between forecast and measured output values in the
overdetermined case (4.39), we receive

H
Ezy(l—)ﬁx)zy(l—vv/)=Y<1—Zv,~v;> (4.44)

i=1
For H = K, the projection would take place to the complete space of input patterns
vectors—the expression in parentheses would be zero. In the overdetermined case,
the rank H of the input data matrix X is less than K. In the usual case of mutually
independent measured features (rows of X), H is equal to the input vector width N.
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Generally, the forecast deviation would depend on the values of the output matrix
Y—some output pattern vectors coincide with the projection space, others do not.
The former are “easier” to forecast.

However, the relationship (4.44) sheds light on the attainable MSE in the presence
of noise. If the output patterns consisted only of the white (i.e., Gaussian) noise of
unit variance, they could be perfectly fitted for K = N (the exactly determined case).
Of course, this “fit” would be an illusion—only those random values of Y that are
present in the training set would be able to be exactly forecast. For K > N (the
overdetermined case), the K-dimensional space of white noise would be projected
to the N-dimensional subspace. In other words, only a subset of N random values
can be fitted to, the remaining K — N cannot. From the mean squared value of noise
components (which is assumed to be equal to one in our consideration), the fraction
of % can be forecast and KK;N cannot. With growing K, the latter fraction converges
to unity. The MSE attainable for K training examples with white noise of standard
deviation o and variance o is

K—-N
K

The size of variance is usually unknown. It can be estimated only with the knowl-
edge of the true model which, in turn, can only be determined with the help of the
training set and even then only if the training set is of sufficient size. The true mag-
nitude of the term (4.45) will not be known a priori and cannot be considered during
the training. It is only the fractions % and X I}N themselves that are informative.
They tell us how much of the noise has been made invisible by fitting because of a
too small training set.

This can be confirmed by simulations. In Fig. 4.9, the MSEs for training sets con-
sisting only of unit variance Gaussian noise, with various training set sizes K > N,
are shown. The data are powers of scalar variable s as for polynomial approximations
used above, with N = 6.

o’ (4.45)

Fig.4.9 MSE when 1
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Training set size
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The attainable MSE develops consistently with the ratio £ I_(N .

If the output training vectors contain both true patterns and an additive noise which
is not correlated with these noise-free patterns, the MSE is the sum of

e approximation error of true patterns; and
e the unfitted part of the noise variance.

If the patterns can be, except for noise, completely explained with help if input
patterns and so their forecast error is zero, the MSE corresponds to the unfitted
noise variance as in Fig. 4.9. This is the case, for example, if the output patterns are
polynomial values of an order completely covered by the input patterns. In Fig. 4.10,
the output are the fifth-order polynomial values and the input patterns consist of
zeroth to fifth powers of s (N = 6). Since a perfect fit to output polynomial values
is possible, the MSE without noise is zero. With additive unit variance white noise,
MSE is identical to that of noise component, the fraction K I}N .

With a reduced input pattern width, sufficient only for the fourth-order polynomi-
als, the exact fit on the training set is no longer possible. This is shown in Fig. 4.11.
The approximation error in the absence of noise (blue curve) is due to the input
vectors insufficient to explain the outputs. The shape of this curve depends on the
composition of the concrete training sets of given sizes. With a growing K, it is
converging to a value corresponding to the best approximation of a higher-order
polynomial by a polynomial of an order lower by one, on a given argument range.
With additional white noise, this error grows (red curve). The difference of both
(orange curve), corresponding to the noise component, follows the theoretical value
of KK;N

The principles governing the fit to the training set in the overdetermined case can
be summarized in the following way:
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The best fit in the sense of MSE encompasses both true output data patterns
and noise, although fitting to the latter is not desirable. Fitting to noise takes
place to a larger extent in the proximity of exactly determined case, that is, for
the number of training examples K only moderately exceeding the training
pattern vector width N. For large K, this effect diminishes—the fit approaches
the best possible approximation of the true model, given the individual input
pattern.

Nonlinear mappings in Sect. 4.2 are governed by similar laws, with the mentioned
problems to determine the number of degrees of freedom that can be lower than the
number of parameters. The proportion of noise shadowed by undesirable fitting is
%, with PT < P being the number of genuinely free parameters. For nonlinear
mappings, there are some additional problems making the fitting with exclusion of

noise difficult:

e Fitting to nonlinear dependencies is influenced by the type of nonlinearity. Some
nonlinearities are difficult to represent by means of other nonlinearity types.

e While error minima for linear mappings are known in an analytical form, those
for nonlinear ones can only be found by numerical optimization. Nonlinear opti-
mization is challenging task, depending on the mapping type, as argued in Chap.
5. If the algorithm used does not reach the genuine error minimum, it cannot be
expected to be able to control the undesirable fitting to noise according to the
quotient given above.

A possible procedure for checking the interaction between the optimization algorithm
and the degree of overdetermination may be the following. For this, it is useful to
define the overdetermination factor f = %.
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1. Selecting a structure with a sufficient extent of overdetermination, that is, with
a number of parameters P being a small fraction (say, maximum 25%) of the
number of constraints M K for a given training set of size K. In other words, the
overdetermination factor f should be at least four.

2. Defining a reduced training set with K, representatively drawn samples such
that the task is clearly underdetermined (e.g., with overdetermination factor of
0.5 so that K, = 1 L),

3. Defining a intermediary variant of training set with K, samples such that the
task is slightly overdetermined (e.g., with overdetermination factor f, two so
that K, = 24).

Comparing the error minima achieved for these training sets will deliver the following
insights:

e The minimum in the overdetermined case should be close to zero (relatively to
the other two minima). If it is not, either (1) the data are governed by extreme
nonlinearities that cannot be modeled or (2) the optimization algorithm shows
poor convergence, not being able to find the correct solution equal to zero.

e The minima of the full training set fitting and the slightly overdetermined set fitting
should be approximately proportional to 1 — % and 1 — % If not, the number of

genuinely free parameters PV is substantially smaller than P.

For nonlinear models such as those based on neural networks with P mapping
parameters (e.g., network weights and biases), an analogical law can be ex-
pected for the number of constraints equal to M K moderately exceeding the
number of independent parameters P.

It has to be stressed that the development of MSE according to Figs.4.9 and 4.11
takes place with growing training set size and fixed parameter set. In the inverse
situation with a fixed training set and a growing number of parameters, the white
noise component of MSE may be supplemented by the possible deviation caused by
an insufficiently expressive model (e.g., a polynomial model of lower order than the
real system on which the data have been measured).

4.4 Noise and Generalization

The ultimate goal of building a model representing a mapping, whether with classical
linear methods or with the help of neural networks, is a good prediction performance
for cases encountered after fitting the parameters has been accomplished. The training
set is only a means for determining the parameters. Accordingly, high performance
on the training set is useful only if it goes hand in hand with a correspondingly high
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performance on some test set representing the “rest of the world” not included in the
training set.

The correspondence of good performance on both the training and the test set is
called generalization. It should confirm the model being sufficiently general to be
valid beyond the training set. There is a large corpus of theory around generalization,
leading to a diversity of opinions how to reach the best results in practice. On the
very rough scale, two basic approaches can be discerned. The first one consists
in trying to reach the best possible results (i.e., the least forecast error) for the
training set, expecting that this will also lead to good results on the test set. The
main advantage of this approach is that the performance on the training set can be
deterministically measured and, in some cases, reaching the optimum supervised.
An important prerequisite for the success is an appropriate ratio between the number
of free parameters and the size of the training set to exclude undesirable fitting to
the noise, as discussed in Sects. 4.1 and 4.2.

The other basic approach is the statistical one. Its point of departure is the expected
performance on the whole statistical population, that s, also on the test set as arandom
sample from this population. Also the training set is viewed as a random sample.
Essential ideas are based on the decomposition of the square forecast error to the
square of forecast bias and the variance of the forecast. (Forecast bias is the deviation
of the expected forecast mean from the true mean.) It has been proven that under
some conditions, the forecast error on the statistical population may be smaller if a
certain amount of nonzero bias is accepted. This is the main difference to the former
approach where minimizing the error on the training set leads to a zero bias.

The conditions for minimum forecast error with nonzero bias are difficult to prove
in practice and are discussed in Sect.4.7.1. Following this approach amounts to
giving up the precision that can be directly monitored (training set performance) for
statistically founded hope for being better off in generalization (something that cannot
be directly observed, except with drawing sufficiently large validation samples).

Because of this complex decision situation, we will mostly follow the former
approach, unconditional optimization on the training set. Approaches with nonzero
bias will be discussed in Sect.4.7.

We start with a glance at the generalization in the underdetermined and the overde-
termined cases.

In the underdetermined case of too few training examples for unambiguously de-
termining the model parameters, the chances for good generalization are particularly
bad. It has been shown in Sect. 4.1 that there are infinitely many parameter solutions
exactly consistent with the training data. The solution based on the input data matrix
pseudoinverse is outstanding in its property of having the minimum norm. However,
it has been argued that the minimum norm is only a kind of “most probable” case,
without any guarantee of being close to the true process generating the data. The
underdetermined case will be addressed in more detail in Sect.4.5.

The overdetermined case is a more favorable configuration. The parameter opti-
mum concerning the given training data set is unambiguous. Nevertheless, with the
omnipresent noise, some possibly unexpected distortions are to be considered.
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For a given training set input pattern x, the deviation of the forecast f (x) from
the correct output pattern y is fixed after the fitting process has been accomplished.
By contrast, for a test set that is a random sample from the statistical universe of
the application, the deviation is a stochastic variable that can only be described in
statistical terms. It can be decomposed into three parts [7]:

E[0—f)]=E[E]+ G —ELf OD*+E[(f ) — ELf ()D?] (4.46)

The terms at the right side correspond, respectively, to

(a) inevitable error cause by random noise €;
(b) the square of the systematic deviation of the estimate, that is, the mean bias; and
(c) the variance of the estimate.

The least square procedure delivers unbiased estimates with (b) equal to zero.

As mentioned above, procedures with biased estimates are also used. The moti-
vation for this is the chance to reduce the total MSE of the estimate in comparison
with the least squares, which is possible only with a careful choice of tuning pa-
rameters. An example of such procedure is the Ridge Regression, briefly discussed
in Sect.4.7.1.

Even if the fitting procedure is such that the bias is zero, there are two sources of
fluctuations in the presence of noise (for both a linear mapping or a neural network
with given connectivity and activation functions):

1. The noise present in the test data will inevitably lead to deviations between the
forecast and the measured output values. Even a perfect model of the true process
would exhibit these deviations.

2. The noise present in the training data affects the model parameters in the way
discussed in Sect.4.3. The model parameters are fitted to the noise, if the number
of constraints exceeds the number of free parameters only moderately. For linear
mappings, the condition concerns the training set size K and its excess over the
input pattern vector width N. This uncertainty concerning the model parameters
will be reflected by additional imprecisions on the test set. This corresponds to
the component (c) mentioned above.

In the case of uncorrelated white noise, both effects are additive.

For linear mappings, some analytical results are available. The latter source of
fluctuations is the easiest to analyze for individual rows of the output pattern matrix.
According to Eq. (4.35), the fitted forecast on the training setis y = n + ¢, that is, it
has two components: the deterministic model output 1 and the random noise €. The
former component can theoretically be fitted exactly. The latter component is, if it
is white random noise, uncorrelated with the deterministic component. To simplify
the formulas, we will consider only the second component and its influence on the
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corresponding part of the regression vector b. With such y equal to white noise with
unit variance, the least squares regression vector is

b=yX'(xx')"! (4.47)

Its expected value is zero (which is the best forecast of the white noise), and its
variance is : |
E[b'b] = (XX')" XE[y'y] X'(XX')~

-1

XE
= (xx)"'xx'(xXx)

(4.48)
= (xx)™"
The product X X’ is matrix G with elements
K
8ij = xix} = inkx]-k (4.49)

k=1
If the training examples are viewed as samples from the population of possible
input patterns, g;; equals to expected value of the product of i-th and j-th pattern
element, that is, the second moment of this element pair, multiplied by the number
of training examples. The multiplication of the mean by the number K results in the
sum in (4.49), which can thus be circumscribed with the help of expected values as

gij = KEy [xix)] (4.50)

This expected value is not computed over the noise distribution but over the
distribution of input features x in the statistical population of the application and is
denoted by E to make this distinction. In matrix notation, it is

XX'=G =KE, [xx'] 4.51)

with pattern vectors x.

The variance of the regression coefficients corresponds to the inverse of this ma-
trix: |

E[pb]=(xx)"'=6"" = EEx[xx’]_l (4.52)

The inverse of the expected second moment matrix is constant for given statistical
properties of the problem. Through the term %, the variance of the least square coef-
ficients decreases with a growing number of training examples K. This is important
since the test set performance directly benefits from this decrease. With non-unit
noise variance of size o2, Eq. (4.52) is to be multiplied by o2. The variance of the
model coefficients is

o2 -1
E[b'b] = ?E[xx/] (4.53)

The noise variance o2 is usually unknown. However, even without its knowledge,

the usefulness of Eq. (4.53) consists in showing the diminishing variability of the
model coefficients with growing size of the training set. The value of o2 is only a
constant that rescales this variability dependence.
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This component of test set error caused by the training set noise is shown
in Fig.4.12. The test set noise is neglected in this figure, to show the influence of
training set noise alone. It is obvious that the component of the test set error caused
by the training set noise decreases with the training set size, although the training
set error (including noise) grows. (We know that the training set error grows because
the undesirable fit to the training set noise tends to vanish with the training set size.)

Of course, the assumption of no test set noise is not realistic—this simplification
has been shown only for the sake of illustration. In reality, the test set will also suffer
from the noise included in its own patterns (here: white noise with unit variance). The
ultimate result is as depicted in Fig. 4.13. The test set error consists of the component
shown in Fig.4.12 decreasing with the training set size and the constant level of the
own noise of the test set. With growing training set size, both the training and the
test set errors asymptotically converge to a level given by the noise.

With deviations caused by the missing approximation capability of the model, the
test MSE will further grow. For example, in the case of polynomial approximation
of insufficient order (the fourth-order approximation of the fifth-order polynomial
dependence), even a noise-free training set would produce a deviation. This deviation
will further grow through distortions of model parameters caused by training set noise
(see Fig.4.14) by a fixed amount corresponding to the noise variance.
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Fig.4.14 The case of

insufficient approximation —— MSE test (no training noise)
capability of the model: test 3 —— MSE test (with training noise)
MSE (noise excluded)

resulting from a noise-free
and a noisy training set

0 20 40 60 80 100

In practice, noise components usually cannot be directly quantified. In particular,
it is impossible to assess the sufficiency of the approximation capability of given
mapping (linear or neural network) since the true mapping is not known. The extent of
measurement noise (whose simplest example is the white noise) is equally unknown.
However, at least the qualitative effect of training set size can be kept in mind:

Training set size that is close to the exact determination of mapping parameters
(i.e., where the number K of training examples is only moderately larger than
the width N of the input pattern vectors) leads to the undesirable fit to the
training set noise. This fit is at the expense of the test set performance. This
effect is added to the noise of test examples themselves. Whenever possible,
it is advisable for the number of training examples to be a sufficiently large
multiple of the input pattern vector width.

The gap between the training set and the test set errors converges to zero with
growing training set size (if the noise is random and both sets are generated
by the same process).

For nonlinear mappings discussed in Sect. 4.2, the modified rule is:

For nonlinear models such as those based on neural networks with P mapping
parameters and M K constraints, the overdetermination factor can be defined
as f = M—PK. A too small (close to unity) overdetermination factor leads to the
undesirable fit to the noise. A direct consequence is a poor test set performance.

The convergence of training set and test set MSE shown in Fig.4.13 refers to the
case of fixed model parameter set and growing training set, leading to the growing
degree of overdetermination. The training and the test set converge to a horizontal
line corresponding to the level of white noise.
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Alternatively, the degree of overdetermination can increase through a fixed train-
ing set and shrinking parameter set (i.e., simplifying the model). Then, both the
training and the test set MSE may grow because of insufficiently expressive model
that is not capable of representing the real system. In this situation, the training and
the test set MSE plots would not converge to a horizontal line but to a growing curve.
This curve would reflect the extent to which there is an inevitable approximation
error by insufficient model parametrization. The difference between both reasons for
growing determination ratio f is illustrated by hypothetical examples in Figs.4.15
and 4.16 (plots with logarithmic horizontal axis for better clarity).

This phenomenon is frequently encountered in practice: The training set is fixed by
available data collection, and the user cannot but vary the model and its parametriza-
tion. The problem is to choose the optimal parameter set. Too many parameters lead
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to a small determination ratio f with the consequence of poor generalization. Too
few parameters may be unable to capture the particularities of the system represented
by the data. This is a key challenge encountered in all applications.

The model choice is a problem widely discussed in classical statistics and pro-
posals for its solution consist in many computationally expensive trials. For model
classes with complex architectures such as neural networks, there is no universal and
simultaneously practical solution. This book cannot but emphasize the presence and
the difficulty of this problem, without offering generally valid recommendations.
Anyway, it may be useful information for the user that the performance and gener-
alization will qualitatively behave as depicted in Fig.4.16. A partial, but important
aspect is addressed in Sect.4.9.

4.5 Generalization in the Underdetermined Case

The underdetermined case is loaded with a problem that is, in principle, insurmount-
able as long as zero-bias solution is used. As explained in Sect. 4.1, fitting the param-
eters to the training set is always possible with a zero MSE but this fit is ambiguous.
In other words, there is always a possibility to hit the “true” model. This substantially
reduces the expectations for generalization. The regularization approach discussed
in Sect. 4.7 has similar properties as the minimum norm principle of pseudoinverse:
it may or may not hit the true relationship, depending on whether the prerequisite
is satisfied. This prerequisite is the credibility of minimum norm assumption for the
pseudoinverse and of prior distribution of parameters in the Bayesian regularization.

A practical and frequently practiced (although not always working) method is the
following: to improve generalization, no matter if the problem is over- or underde-
termined, it is made use of, in addition to the training and the test sets, a validation
set. The role of this set is to assess the generalization performance and using this
information for model selection. The problem is that such model selection with help
of the validation set makes this set to a part of the training set—it is simply “another
method” of model building. To understand this, it can be imagined that a simple
model building method may be a random search under all possible models and se-
lecting the one with the best performance on this set. If using a validation set, the set
used for selection comprises both the training and the validation set.

If the validation set is gained by splitting off some data from the training set, the
danger of harmful fitting to training set noise is growing. A fatal mistake would be
to reduce the training set as much as to cross the overdetermination boundary to-
ward the underdetermined case. It cannot be expected that under underdetermination
conditions, the model ambiguity can be surmounted by testing on a validation set.
The reason for this is that there is an infinite number of possible “optimal” model
candidates while only a finite number can be realistically tested on the verification
set. So, using a validation set is recommendable only if there remains enough data
in the training set so that the degree of overdetermination (ratio of training samples
to constraints) is sufficient.
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Anyway, there is no guarantee that the performance on the test set (which charac-
terizes the true generalization if this set is sufficiently large) is equally good as that
on the validation set. The factors determining the difference between the training
set performance on one hand and the test set performance on the other hand, are the
same: nonstationary data generating processes, random noise and nonlinearities of
unknown form.

Nevertheless, a validation set can be viewed as a helpful step in the right direction
if it is used to select between a moderate number of distinct model variants. Such
variants can be the polynomial model order or different nonlinearity types. Using
verification sets for cross-validation is discussed in Sect.4.8.

In a genuinely underdetermined situation, some useful considerations can be
made. The underlying principle consists of making the underdetermined case overde-
termined. The means to do this is by reducing the set of independent parameters.

The extent to which this reduction is helpful can be determined with the help of
the statements in Sect.4.3. It has been observed in the overdetermined case that the
degree of overdetermination (characterized by the ratio % for linear problems and
% for nonlinear ones) affects the undesirable fitting of the model to the noise. The
larger this ratio, the smaller the adverse effect of this fitting to the test set. In other
words, it is advantageous, from the point of view of undesirable fitting to noise, if
the rank of the data matrix N is relatively small regarding the data set size K.

The task is to introduce some degree of overdetermination in the underdetermined
case. To illustrate this paradoxically sounding idea, let us observe the rank of the
mapping matrix B in the linear mapping case. This matrix is the product of the
output training data matrix Y of dimension M x K and the pseudoinverse of the
input data matrix X of dimension N x K. The maximum rank of Y is thereafter
min (M, K) and that of X as well as of its pseudoinverse is min (N, K). Since the
rank of a matrix product is less or equal to the ranks of the factors, the maximum
rank of B is min (M, N, K). In the most practical cases, the rank will be exactly
min (M, N, K). The definition of the underdetermined case with K < N allows this
term to be simplified to

H = min (M, K) (4.54)

For M < K, it is obvious that there is little space for manipulating the rank.
In particular, for a scalar output with M = 1, the number of mapping parameters
(equal to N) cannot be reduced if the influence of every of the N input vector elements
is to be weighted to reflect its relevance for the output.

However, for M > K, there is at least some potential for reducing the rank from
K to some lower value that may hopefully diminish the effect of fitting the mapping
parameters to the random noise.

Let us now apply SVD of (4.40) to the mapping matrix B:

B=UDV’ (4.55)

The diagonal matrix D contains singular values ordered by their size. Deleting
singular values that are smaller than a certain threshold is a widespread method to
approximate the matrix B by a lower rank matrix with minimum precision loss.
(This threshold results from the specification of the maximum the matrix norm of
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the difference between the original and reduced matrix.) More exactly, deleting the
smallest H — Hpeq out of the total of H singular values results in matrix

Bred = UDredV/ (4-56)

which is the closest approximation with rank Hyeq of matrix B in terms of the matrix
norm of the difference B — Bieq. As a result of the properties of matrix norm,
the mapping Bregx is the best approximation of the mapping Bx. Concretely, the
difference

Y — Yred = BX — Bregx 4.57)

has the minimum upper bound of its norm for all vectors x with a unit norm.
According to (4.56), matrix B can be written as a product

B = BB
B,=UD (4.58)
B =V

This can be interpreted as a feedforward linear net with one hidden layer
y = Bz
7= Bix

The interesting property of this structure is that the hidden layer activation vector
is narrower than both the input and the output vectors, as depicted in Fig.4.17. The
hidden layer acts as a bottleneck, selecting Hreq most informative combinations of
input pattern combinations. So, this layer can be interpreted as a feature extractor.

This idea has its natural nonlinear counterpart in a nonlinear layered network. The
degree of overdetermination can be determined following the principles explained
in Sect.4.2. The numbers to be compared are the number of constraints K x M and
the number of free parameters P.

4.6 Statistical Conditions for Generalization

In addition to algebraic aspects of generalization, statistical properties of training
and test sets are to be considered. These conditions concern the distribution of the
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training samples themselves, rather than the statistical properties of measurement
noise discussed in the previous sections. From this viewpoint, the training samples
are viewed as drawn from some real distribution. This distribution describes which
patterns of the type relevant for the given application occur and with which relative
importance. It is an empirical rather than probabilistic distribution and has not much
to do with randomness: the only thing that may be viewed as random is which samples
have been selected to be included in the training set, although also this can be done
deliberately.

An example of this may be a set of images of human faces. The faces existing
in the world and the ways to make their image are varying in some way that can be
viewed as a distribution. However, a face is not genuinely random—what is random
is which ones are included in an image collection used as a training set.

The science concerned with a deliberate selection of samples to receive optimal
models is known as design of experiments. It has been developed primarily for the
settings where the user has both the possibility and the necessity to construct exper-
iments for gaining measurement data. This data is further used for model building.
The discipline of design of experiments is concerned with making this selection in
a way optimal from the application viewpoint—typically maximizing the accuracy
of received models under given resource limitations. The focus is on the complete
coverage of possible cases, without unintended bias toward untypical or irrelevant
subsets.

There is plenty of sophisticated schemes for choosing the optimum experiments
that might be considered for generating training sets. Wherever possible, appropriate
schemes should be followed. This is the case if

e Measurement experiments can be planned.

e The dimensions of data patterns are small.

e The number of required data patterns (in face of conditions discussed in previous
sections) is small.

Unfortunately, typical applications of contemporary DS do not offer many oppor-
tunities for applying this deliberate approach. One reason is in the data dimensions
and volumes. Experimental schemes offered by the design of experiment theories
are appropriate for pattern vectors of widths up to a few dozens. Beyond this size, a
combinatorial explosion takes place that would lead to unrealistic training set sizes.

Another reason is the unknown characteristics of real-world distributions. It is
hardly possible to characterize the distribution of pixels in a photograph of a human
face or handwritten digit images. In particular, resorting to the well tractable Gaussian
distributions can seldom be justified.

One more reason is the availability of data. A collection of handwritten digits (with
assigned classes constituting the training set outputs) will not give the opportunity
to be selected in a very deliberate way. It will typically contain pattern sets as they
came in some data streams such as scans of postal envelopes.

All these reasons will frequently make it difficult to follow exact rational principles
if collecting training sets. Ultimately, the only recommendation to be made is the
following:
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The training set has to be representative of the whole data population in both
scope and frequency distribution. This will have a decisive effect on the quality
of the results obtained, in particular on the performance on the test set.

The requirement of being representative extends over all facets including time.
While linear models may allow a moderate amount of extrapolation, there is no
genuine extrapolation concept for nonlinear relationships of a priori unknown type.
This is why the pattern recognition materialized by the mapping extracted from
training data can only concern aspects in some way represented in that data.

A simple illustrative example is a model of fuel consumption of a car, gained from
the past data. It can make a forecast for fuel consumption in the following days if
the cruises take place in the same region with its typical cruise velocities, road turn
diameters and slopes. No forecast is possible if the model gained in a flat landscape
is applied to cruises across high mountains or in off-road conditions. The model can
also lose its validity after some years of car operation because of the wearing of car
components.

Similarly, the classification model of facial expressions with the help of images
of female humans probably cannot lead to good results for male humans.

Despite the trivial character of these recommendations, the aspect of good rep-
resentations should be paid large attention—it will be crucial for the success of the
application.

4.7 ldea of Regularization and Its Limits

In DS literature (e.g., [3]), the concept of regularization is granted a lot of attention.
The motivation for regularization is similar to that discussed in Sects.4.2—4.5. In the
underdetermined case with an insufficient number of training examples, the mapping
parameters determined with help of the training set are ambiguous—there is an
infinite space of possible solutions. In the presence of noise, undesirable fitting to
the noise takes place.

The availability of an infinite space of possible solutions suggests the possibility
of preferring some solutions to others, according to some a priori knowledge. The
idea of regularization is to use this knowledge for choosing the mapping parameters
without, or with less ambiguity.

The most explicit approach to regularization is with means of Bayesian infer-
ence. This is a method of parameter estimation. Alternative, non-Bayesian statistical
methods are, for example, the maximum likelihood, least squares, or the moment
method.

Bayesian inference is based on the Bayes formulas for joint and conditional prob-
abilities. The joint probability of two phenomena A and B can be factorized as

P(ANB)=P(A|B)P(B)=P(B|A) P (A (4.59)
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with P (X) being the probability of phenomenon X and P (X | Y) the probability
of X conditional on occurrence of Y.

In parameter estimation, the question is how the parameter vector or matrix W
can be determined from data D. In the setting of estimating a mapping between the
input vectors organized in matrix X and output vectors in matrix Y, data D consists
of the pair (X, Y).

Substituting D for A and W for B in (4.59) will deliver the equality

P(D|W)P (W)= P (W |D)P (D) (4.60)

Here, P (D | W) is the conditional probability of the data instances in D given
the parameters W. It is an alternative to the concept of likelihood of classical statis-
tics. There, typical such parameters are, for example, means and variances of some
distribution such as Gaussian. The conditional probability would then express the
probability (or probability density) of data D randomly drawn from the density with
parameters W.

P (W) is the probability of certain parameters set according to the domain knowl-
edge. It is called prior probability. In the Gaussian distribution, means with smaller
absolute value and small variances may be most probable in some domains.

The goal of parameter estimation in the Bayesian sense is to determine the prob-
ability distribution P (W | D) of parameters W given the observed data D. This
probability is called posterior probability. From this probability distribution, the
most probable configuration of W can be selected, for example, to implement the
best mapping model. To do this, Eq. (4.60) is reformulated as

pw | py= LMW (4.61)
P (D)

The probabilities in the numerator (the likelihood and the prior) are specified. The
denominator can be received by norming over all P (W | D) but is not required for
determining the maximum probability for W.

Once the Bayesian optimum of parameters W is determined, the distribution

PXNY|W) (4.62)

of data D = (X, Y) is specified. From this joint distribution of input X and output
Y, the optimum mapping model is received from the conditional distribution
P(lemW):P(YﬂX|W)P(W)O(P(YﬂX|W) 4.63)
P(XNW) P(XNW)

This formula allows to determine the distribution of output Y for every given input
X and optimal parameter set W. The mean of Y over this distribution is the Bayesian
point estimate of the output.

The application of (4.61) and (4.63) is straightforward if all distributions involved
are Gaussian. For many other distributions, no analytical expressions are known. At
best, there are fitting pairs for likelihoods and priors such as binomial likelihood at
beta prior. Without an analytical expression, the treatment of high-dimensional data,
typical for the contemporary Data Science applications, is infeasible.
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This unfortunate circumstance makes the well-founded Bayesian approach diffi-
cult to apply in practice. This has led to the development of simpler concepts where
using domain knowledge is less explicit. The most popular of them is using an ad-
ditional term in the objective function of model optimization. For example, the sum
of square deviations can be extended by weighted regularization term:

2
> (f (o, w) — yk) +cr (w) (4.64)

k

with a positive weight c¢. The regularization term is expected to have low values for
more probable parameters w. The simplest and most widespread is a sum of squares of
all model parameters (frequently neural network weights) w. This choice is justified
by the assumption that small weights are more probable than large. Of course, this
may apply in some circumstances and not so in others. A possible rationale behind
this is that small weights lead to smoother mappings than large ones. Smoothness is a
reasonable expectation for many application problems. Furthermore, smooth models
are substantially easier to identify by numerical methods.

This simplified model has also a Bayesian explanation: the constant ¢ is propor-
tional to the prior variance of parameters if their prior distribution is assumed to be
Gaussian with independent (i.e., uncorrelated) individual parameters.

More sophisticated regularization concepts consider the curvature (second deriva-
tive) of the parameterized mapping and try to minimize it. This concept is highly
developed in the theory of splines.

Regularization addresses one of the most essential problems of learning. It is
closely related to the concepts discussed in Sects.4.1-4.6. In the underdetermined
case, the parameter matrix based on input data matrix pseudoinverse is that with the
smallest norm. This is related to the regularization concept of preference for small
neural network weights. The difference between both is that the pseudoinverse is
known explicitly and can be exactly computed, while using regularization, optimiza-
tion with possible convergence problems takes place and the extent of regularization
depends on the choice of regularization weight c.

It is important to point out that for underdetermined problems, the linear approach
is usually that with the least number of parameters and thus with the least extent
of underdetermination. Additionally, linear functional dependence is the smoothest
one—its curvature is zero. So, in most applications, it is advisable to use linear
models with pseudoinverse if the number of training examples is smaller than the
input dimension. Alternatively, the approach omitting small singular values Sect.
(4.5) can be used.

In overdetermined tasks, the noise considerations of Sects. 4.2 and 4.4 can support
the need for regularization if the extend of overdetermination is low (i.e., a low
ratio %) to alleviate the adverse effects of fitting to noise. It has to be kept in
mind that is difficult to make general recommendations for the choice of both the
regularization term and its weight, whose optimal value depends on the relative
magnitude of unknown noise.
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4.7.1 Special Case: Ridge Regression

A popular procedure with a good success record, frequently counted to the regular-
ization methods, is the Ridge Regression, proposed by Hoerl and Kennard [5]. It is
presented in this subsection as a representative for a group of similar methods such
as Lasso regression (see e.g., [4]).

The original motivation for its development has been the treatment of strongly
mutually correlated input variables, called multicollinearity. The regression for-
mula (4.9) contains the an inverse of the matrix X X’. Multicollinearity leads to
the term X X’ being close to the loss of rank. Its inverse, determining the variance
of the regression coefficients (4.48), is then close to infinity, that is, it contains large
values. The numbers on the diagonal of the inverse determine the variance of the
regression coefficients.

It has to be understood that the statistical view to regression frequently focuses on
the accuracy of estimating the regression coefficients rather than on a small prediction
error. The term Mean Square Error (MSE) is also frequently used for error of the
coefficients, rather than the forecast error. This contrasts with the prevailing usage
in DS, in particular neural network research, where MSE refers to the forecast.

To avoid the proximity to the singularity in the computation, the term X X’ has
been extended to

XX +cl (4.65)

and the estimate of the regression coefficients to
B=YX'(XX +cI)” (4.66)

instead of (4.9), with an appropriate positive constant parameter c. Setting ¢ = 0,
we receive the ordinary least square solution.
This amounts to the minimization of

3 (bxy — yi)* + cbb’ (4.67)
k

for each element of the output vector. This is a special case of the regularization of
type (4.64).

A good survey of the properties of Ridge regression is given in [12]. The most
interesting one is that the Ridge regression estimator of the “true” regression coef-
ficients has (for some range of values of parameter c¢) a smaller MSE than the least
square estimator with ¢ = 0. This property is the result of a small variance of the
Ridge regression estimator, outweighing the estimator bias (which is zero for least
squares).

It has to be pointed out that this advantage of the Ridge regression estimator
concerns only the expected MSE value over the statistical population. For the training
set, the least square solution is always the optimum.

The range of parameter ¢ for which this is true is between zero and the value of
the term

202

BB’

(4.68)
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with o being the standard deviation of the random error in the output data and S the
true regression coefficient vector. This range grows with the extent of noise.

Knowing the range where the MSE of Ridge regression estimate is superior to that
of least square estimate still does not quantify the extent of this superiority, that is,
how large the improvement is. To assess this, let us observe the difference between
both estimates. This difference is expressed by the matrix factor

W, = (XX +cI) " (XX) (4.69)

Following the arguments around (4.51-4.53), this factor approaches the unit ma-
trix for a constant ¢ but growing number of training examples K. Consequently, the
variance reduction is also vanishing with growing K. As the MSE of the Ridge re-
gression estimator is additionally loaded by bias, the superiority of Ridge regression
MSE diminishes with the growing size of the training set. In other words, Ridge
regression provides essential advantage only for settings where the training set size
is relatively close to the exactly determined case.

Ridge regression is also favorable in the case of high multicollinearity of input
data. This is supported by the concept of degrees of freedom. They are intended to
express the reduction of parameters that are effectively free by constraining their
norm. They are defined in terms of the singular values d; of matrix X:

N
&

4.70
Z afi2 +c ( )

i

In the overdetermined linear case, the rank of X is equal to the number of inputs N,
and so is the number of singular values. Sometimes [ 1], this relationship is formulated
in terms of eigenvalues of matrix X’ X which are equal to the squares of the singular
values of X.

With ¢ = 0, Eq. (4.70) is equal to N. For ¢ > 0, the number of degrees of
freedom is smaller than N. Then, it consists of summands that are particularly small
if the corresponding singular value d; is small. It is just the broad span of small and
large singular values that constitutes the phenomenon of multicollinearity, leading
to a large variance of parameter estimates. The number of degrees of freedom (4.70)
might be used to assess the degree of overdetermination for a training set. The
problem may be in determining the singular values for very large matrices X with
a sufficient precision. Nevertheless, it provides insight into the mechanism of mean
square reduction.

Ridge regression produces biased estimates. However, for a certain range of
penalty parameter c, it can deliver a smaller MSE of parameter estimates over
test sets than the least square procedure. This benefit grows with the amount of
noise in the data and decreases with the number of training examples. So, the
Ridge regression may be advantageous for problems that are only moderately
overdetermined.

So far, the MSE of model parameter estimates has been discussed. However, in
DS, particularly if treating huge data sets, the bias and variance of model parameters
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are of less interest. Neural network models with millions of parameters are scarcely
viewed as mirrors of concrete “true” models down to the parameter level. Rather, a
good fit and forecast capability is the key focus.

The mean square forecast error (in contrast to the mean square parameter error)
suffers less from the phenomenon of multicollinearity. Let us image a trivial in-
put/output relationship y = x1, that is, a scalar output depending identically on the
input x;. Let us further assume a negligent user has included another input x, into
the training set that is identical with xi, x; = x;. The matrix XX’ consisting of
parameter values of x| and x; is clearly singular and cannot be inverted. The MSE
of least squares parameters (4.48) is infinite. Nevertheless, every model of the form

Yy =wix1 +wyxa, wi+wy=1 “4.71)

is a perfect forecast model—with zero forecast error. The individual regression coef-
ficients wy and wy are not determined except for the condition w; 4+ wy = 1. Every
coefficient pair satisfying this condition is optimal in the sense of least squares of
prediction error. In other words, in this case, the forecast error is not affected by
the multicollinearity itself. Consequently, it is not guaranteed that the least square
regression inferior to the Ridge regression in the mean square parameter error is
also inferior in the mean square forecast error. Nevertheless, prediction superior-
ity of Ridge regression is sometimes encountered for appropriate penalty parameter
values.

It is difficult to determine the optimum penalty parameter analytically. Even the
upper bound (4.68) of the interval in which its value is to be sought (for optimizing
the mean square parameter error) cannot mostly be computed. Even less is known
about the optimum for the mean square forecast error. This is why the only feasible
procedures for this are based on Cross-Validation, discussed in Sect. 4.8. The simplest
approach consists in

1. trying various values of c;
2. determining the optimum Ridge regression parameters for each value of c; and
3. selecting the optimal variant with help of a separate data set, the validation set.

4.8 Cross-Validation

In face of uncertainty how good forecasts for novel data not included in the training
set may be, various schemes for assessment of the test set performance have been
developed. They can all be summarized under the concept of cross-validation.

For least square procedures, which are free of meta-parameters, cross-validation
delivers information how good the generalization is. The arguments of Sect. 4.4 sug-
gest that the main uncertainty is for weakly overdetermined, or even underdetermined
task settings. With strongly overdetermined tasks (with a number of constraints being
a fair multiple of the number of free parameters), a convergence of training and test
set mean forecast errors can be expected, as long as both sets are representative of
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the statistical universe of the application. In this sense, cross-validation can be seen
as an useful option.

With regularization schemes such as Ridge regression, cross-validation is a nec-
essary part of the training procedure. It is the only practical method how to fix
the regularization parameters such as the penalty constants to values such that the
regularization brings about more benefit than harm.

The simplest approach to cross-validation is to take out a part of the available train-
ing data (i.e., establishing a single test set, also called validation set in this context)
and to use them after the accomplished training for evaluating the test set perfor-
mance. This procedure assumes abundant data sufficient for both a representative
training set and an equally representative test set.

Approaches more economical in data usage consist in making k data partitions and
using them alternately as training and test data: k runs are accomplished in which
one partition is the test set while the remaining k — 1 are used for training. This
principle is shown in Fig. 4.18 with four partitions where individual runs correspond
to the rows. Each training set consists of a relatively large fraction ]%1 =1- % of
the available data.

The extreme case of k equal to the number of training samples K is known as
leaving-one-out scheme. It has the lowest bias and is related to the Jackknife proce-
dure in statistics by Quenouille [10] and refined by Tukey [11]. With training sets
of millions of samples, using this partitioning is clearly computationally infeasible
since a complete optimization is to be executed in each run. Practical experience
recommends between five and ten partitions. They can be sufficient for recognizing
whether regularization (e.g., by Ridge regression) is helpful and with which penalty
parameter values. For the latter decision, k runs are to be executed for every variant
of the penalty parameter—which is computationally expensive enough.

Related, but more general, is the concept of bootstrap [2]. It consists in drawing
L random subsets of size k < K with replacement (i.e., the same individual sample
can occur multiple times). The collection of L values of a statistical characteristic

Test Training Training Training
Training Test Training Training
Training Training Test Training
Training Training Training Test

Fig.4.18 Cross-validation with k = 4 data partitions
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approximately mirrors the distribution of this characteristic in the statistical popu-
lation. So, its statistical properties (mean, variance, etc.) can be assessed. However,
general guarantees of the accuracy of such assessments by bootstrap are not available.

Unfortunately, characteristics such as MSE over individual training set samples
suffer from the problem that bootstrap sets are overlapping and thus mutually de-
pendent. This leads to an underestimation of the test set error. A discussion of this
aspect is given in [4].

Bootstrap also suffers from the excessive computation burden. The recommended
number of subsets is at least L = log (K) K [6]—mostly infeasible for large DS
applications.

Cross-validation concepts can help to assess the generalization performance of
a model mapping. Furthermore, they are necessary for determining the appro-
priate variant of regularization parameters (discerning the values with which
regularization is helpful from those where it is harmful). Cross-validation
schemes delivering reliable statements (such as bootstrap) are computationally
very expensive, up to infeasibility for large DS applications.

4.9 Parameter Reduction Versus Regularization

The arguments presented have disclosed the importance of an appropriate relation-
ship between the number of free parameters of the mapping approximator (e.g., a
neural network with its weights) and the training set size for the generalization per-
formance. It can be said that an excessive number of parameters is the main reason
for overfitting and thus for poor generalization.

On the other hand, as mentioned in concluding remarks of Sect.4.3 and 4.4, an
insufficient parametrization may lead to a poor approximation because of a lack of
expressive power of the model. For complex model architectures as those based on
neural networks, it is difficult to assess the sufficiency of parametrization. Mostly,
it is only possible to manipulate some general parameters such as the widths of
hidden layers. Sometimes, the decision principle is “the more the better”’, which may
be productive for the representational power of the model but simultaneously bad
for the generalization. The problem of excessive number of parameters is thus not
avoided.

There are two basic methods how to avoid such excessive parameter sets. One of
them is the direct one: to set the number parameters consistently with the recommen-
dations of Sect. 4.1 in the linear case and Sect. 4.2 in the nonlinear one. Choosing the
number of parameters such that it is substantially lower than the number of constraints
prevents overfitting. Following the arguments of Sect. 4.4, the MSE approaches the
inevitable noise level for both training and test sets.
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The alternative approach has many supporters. It consists in taking an abundant
number of parameters and addressing the risk of overfitting with the help of regular-
ization, as discussed in Sect.4.7. An example of typical argument is the following:
“ Generally speaking it is better to have too many hidden units than too few. With
too few hidden units, the model might not have enough flexibility to capture the
nonlinearities in the data ...” ([4], [11.5.4]). This is certainly true as long as no
regularization has come into play. With regularization, this flexibility is restricted.
It is the case even in the quantitative manner, taking into account the reduction of
the number of degrees of freedom according to Eq. (4.70). Although it is not easy
to capture the concrete consequences of this reduction, it is clear that the resulting
flexibility in fitting the function to the data is reduced to some extent.

Lacking theoretical support, the behavior of both alternatives will be illustrated
by a simple example, the approximation of a polynomial function as in Sect.4.1. Let
us have a fifth-order polynomial with six parameters. It can be exactly fitted to six
training examples (points on the polynomial function). Our two alternatives are:

e Fitting the six training examples by a lower-order polynomial. To retain the char-
acter of the odd function, the third-order polynomial with four parameters has been
selected.

o Fitting the same training examples by a higher-order odd polynomial and seeking
the optimum regularization parameter ¢ from Eq. (4.65). The optimum of c is
sought by evaluating dense points on the given fifth-order polynomial function
on the interval covered by the training set and determining the MSE. This is an
analogy to taking an extensive verification set. For the optimum regularization
parameter, the degrees of freedom according to Eq. (4.70) are determined.

The approximation by a non-regularized lower-order polynomial is plotted in
Fig.4.19. The MSE of this approximation over the test set is 0.034. The number of
free parameters is four.

For regularized polynomials, two variants are depicted: regularized polynomials
of seventh order (Fig.4.20) and eleventh order (Fig.4.21).

In both cases, an optimal value of the regularization parameter ¢ has been de-
termined, for which the verification set (referred to as “test set” in the further text
and figure legends) MSE was minimal. The large values of this parameter result
from large values of the higher powers of polynomial argument s. It can be observed
that the optimum of the regularized seventh-order polynomial (MSE = 0.039) is
close, although not as good as, than that of the non-regularized polynomial of third
order. The degrees of freedom according to Eq. (4.70) are 3.45, which is even lower
than those of non-regularized polynomial. Taking a regularized polynomial of the
eleventh order (that is, with “abundant parameters”) leads to clearly inferior results,
with MSE = 0.067. In other words, even an optimized regularization does not help
if the parameter number is excessive.

Of course, counterexamples can be found where regularized results are supe-
rior. A such case is depicted in Figs.4.22, 4.23 and 4.24. Both the seventh- and
the eleventh-order polynomials are, when regularized, superior in test set perfor-
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K=6,N=4,E=0.034

Function
X Training
O Test

2 4 6 8 10
Fig.4.19 Example 1: approximation by non-regularized polynomial of third order

K=6,N=8,C=1,000,DF =3.45, E2 =0.039

—— Function
X Training
o Test

0 2 4 6 8 10

Fig.4.20 Example 1: approximation by regularized polynomial of seventh order

mance to the simple non-regularized third-order polynomial. Nevertheless, the rich
parametrization of the eleventh-order polynomial is not helpful.

Additionally, another unfavorable property of the more extensive parametrization
can be observed in Figs.4.25 and 4.26 presenting the dependence of the test set
performance on the value of the regularization parameter c. While this dependence is
monotonous for the seventh-order polynomial, it is not so for the eleventh-order one.
Rather, there are two obvious local minima at about ¢ = 2e4 and ¢ = 5e7. This makes
the search for the global minimum difficult: the only possibility is an enumeration
of values of parameter ¢ with a sufficiently small increment. More efficient search
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K =6,N =12,C =10,000,000,000, DF =3.00, E2 = 0.067

Function
X Training
O Test

-1 I I I I
0 2 4 6 8 10

Fig.4.21 Example 1: approximation by regularized polynomial of eleventh order

K=6,N=4,E2=0.034

—— Function
X Training
o Test

Fig.4.22 Example 2: approximation by non-regularized polynomial of third order

methods such as bisection cannot be used without a risk of skipping over some of the
local minima, maybe just the global one. Since, as stated in Sect. 4.7.1, this minimum
has to be sought with the help of sufficiently large verification sets, it represents a
formidable task.

Although these two examples provide no insight into the mechanisms of approx-
imation in both approaches, they show the potential pitfalls. The approach charac-
terized by
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K=6,N=8,C =56,234.133, DF =2.939, E2 = 0.020

Function
X Training
O Test

Fig.4.23 Example 2: approximation by regularized polynomial of seventh order

K=6,N=12,C =17,782.794, DF =4.096, E2 = 0.022

—— Function
X Training
o Test

Fig.4.24 Example 2: approximation by regularized polynomial of eleventh order

e providing a rich parametrization (which would correspond to the underdetermined
case if there were no regularization); and
e regularizing the optimization task

may, or may not, be superior to the alternative approach with a limited parametrization
that is explicitly overdetermined for the given training set size.

Nevertheless, there are some serious burdens connected with the regularization
approach:
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Fig.4.25 Example 2: approximation by regularized polynomial of seventh order—test set MSE in
dependence on the regularization parameter
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Fig.4.26 Example 2: approximation by regularized polynomial of eleventh order—test set MSE
in dependence on the regularization parameter

1. There are substantially more parameters to be optimized (e.g., 12 parameters
for the regularized eleventh-order polynomial against 4 parameters for the non-
regularized third-order polynomial.) This may be a key obstacle in contemporary
Data Science tasks working with millions of parameters.

2. For the success of regularization, it is essential to find the optimal regularization
parameter. Apart from the optimum, the test set performance may be arbitrarily
poor. This optimum can only be found experimentally with the help of sufficiently
large verification sets, recomputing the model for each value of the regularization
parameter in a dense grid. This causes another computational burden that can be
decisive for the success of the task.
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Both factors together lead to a computationally very expensive method. Even
with up-to-date computing equipment, it is difficult to guarantee MSE minimization
solutions that ale close to the genuine minimum. But imprecise optimization may
lead to the erosion of regularization benefits.

Sometimes, it is recommended (e.g., [1]) to start the minimization with small
initial parameter values and to stop it prematurely as long as the parameters are still
small. This would correspond to an “implicit regularization by poor convergence”
since the regularization penalty term remains small. However, we have to keep in
mind that the main objective is minimization of MSE, with an additional subgoal
of parameter values remaining to be small. With early stopping, the subgoal may
be reached but not the main objective. Then, there is no guarantee that the solution
reached in this way is meaningful with regard to the MSE—the fit may be arbitrarily
poor.

On the other hand, it has to be pointed out that the regularization penalty has a
subsidiary effect, in particular, if used with neural networks. By constraining the
weight values, it tends to prevent saturation of some nonlinear activation functions
such as the sigmoid function. This effect is mostly desirable for numeric optimization
reasons since the gradient w.r.t. the weights is vanishing in the saturation range.

However, this improvement of optimization convergence makes it difficult to eval-
uate the merit of the regularization itself—good results may be caused by improved
convergence of the learning algorithm instead of the regularization effect. For a more
conclusive evaluation, it may be desirable to use activation functions that do not sat-
urate, for example, by adding a gently growing linear function to the sigmoid (3.3):

2
f@ = 4.72)

with a small constant a.

In summary, it is difficult to decide whether a modest, overdetermined
parametrization or an abundant parametrization with regularization will lead to
better generalization. From the viewpoint of computing resources, the former
method is definitely superior.

4.10 Chapter Summary

Solving most DS problems consists in fitting a parameterized mapping to a set of
measured input/output data pairs. Formally, a complete fit constitutes an equation
system.

In this equation system, the number of variables is equal to the number of inde-
pendent mapping parameters P. The number of equations equals to the number of
training examples K multiplied with the number of output elements M.
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For P = K M, the equation system is exactly determined (as long as parameters are
mutually independent).

For P < KM, the system is overdetermined and has only an approximate solution.
For P > KM, the system is underdetermined and has an infinite number solutions,
the choice between which is arbitrary.

It is meaningful to define the determination ratio f = %. If the parameterized
mapping is capable of approximating the reality from which the measured data have
been drawn, some simple conjectures can be made. In the presence of noise, the
following principles are valid if varying the size of the training set (while keeping
the number of parameters unchanged):

e With the training data set used for parameter fitting, f = 1 allows a perfect fit to
the noise, which is undesirable (since the noise is specific for the particular training
set an not for the statistical population). With growing f, the fitting square error
converges to the noise variance.

e With the test data (not used for parameter fitting), the expected square error is
large for small f and converges, like for the training set, to the noise variance with
growing f. Consequently, the model fit to the training and test set become close
to each other with growing f. This is the substance of good generalization.

e With f < 1, no good generalization can be expected A straightforward remedy is
to reduce the number of free parameters to reach f > 1.

Varying the number of parameters (instead of the size of the training set), some
variants may be insufficiently parameterized to capture the real mapping. Then, the
square error minimum may, additionally to the principles listed above, grow with
growing f.

These results are valid for unbiased estimates. Using biased estimates, it is, under
certain conditions, possible to reduce the expected test set MSE in comparison with
unbiased estimates. This approach is called regularization. The conditions for the
potential test set error reduction are not easy to meet and require a repeated use of
a representative verification set with the help of which the optimal regularization
parameters are to be found. Otherwise, the test set performance may be substantially
inferior to than for unbiased estimates.

4.11 Comprehension Check

1. Fitting a model to a set of K input/output pattern pairs (with input dimension N
and output dimension M) can be viewed as an equation system. Of how many
equations does it consist?

2. Assume a linear model or a linearization around a point in the parameter space. If
the model contains P mutually independent parameters, what are the conditions
for
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a. the exactly determined case with unique solution;
b. the underdetermined case with an infinite space of solutions; and
c. the overdetermined case without exact solution?

Formulate the answers with the help of determination ratio f.

. Under which conditions (in particular, concerning the ratio f) can the training

and the test set square errors be expected to converge together?
Under which assumption would the training and test set square error converge
to the variance of Gaussian noise?

. Can the training set MSE with Ridge regression be expected to be below that of

the unbiased least squares solution?
Is the potential advantage of Ridge regression larger with strongly or weakly
correlated input feature?

. Which practical procedure can be used for determining optimal regularization

constant such that the biased estimate with Ridge regression is better than the
unbiased one?
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Numerical Algorithms for Data Science

In Chap. 2, standard application-specific mappings were shown. The task of DS is
to find the mapping exhibiting the best correspondence to a set of training data.
To identify the best correspondence or fit, appropriate quantitative characteristics
have been formulated. Mostly, they have the form of an error measure that is to be
minimized. For some of them, a perfect fit is characterized by the error measure
being zero, while others (in particular those for classification tasks) do not have this
advantageous property.

Once an error measure is selected, the search after the best mapping consists
in finding mapping parameters minimizing the error measure over the training set.
For some formulations with linear mappings (or, more exactly, mappings linear in
parameters), an explicit analytical form of the optimal parametrization is known.
Prominent examples are the least squares problem minimizing the MSE over the
training set and the log-likelihood minimization, both mentioned in Chap. 2. The
algorithms for these cases get along with standard operations of linear algebra. For
their solution, efficient and reliable algorithms are known and widespread in various
mathematical, engineering, statistical, and Data Science tools. They are scaling to
sizes of millions of parameters.

For mappings nonlinear in parameters, explicit solutions are scarcely available.
Then, minimizing the error measure has to be performed by a numerical search.
Neural networks presented in Chap. 3 count to this category. As they became a
significant Data Science tool, numerical minimization algorithms are playing a key
role in DS.

The necessity of finding a solution very close to the genuine minimum goes
beyond the obvious desire for error being “the less, the better”. Some theoretical
properties are given only if the error minimum is exactly reached. These theoretical
properties are mostly strictly proven only for linear systems, but analogies can be
expected for nonlinear ones, too. The minimum of MSE, frequently sought in problem
classes of Chap. 2, guarantees the estimate to be unbiased. This is not the case
apart from the minimum. Advantageous properties of biased estimates, e.g., those
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provided by Ridge regression of Sect. 4.7.1, are reached only in the minimum of the
regularized error measure. Classification follows Bayesian principles (Sect. 2.2) only
in the minimum of corresponding terms. These are additional reasons why numerical
optimization methods should exhibit good convergence to the minimum. They also
should not be terminated prematurely; otherwise, the properties of the solution may
be arbitrarily far away from the expected ones. This is why these algorithms are
presented in some detail in this chapter.

5.1 Classes of Minimization Problems

Minimization problems can be partitioned into several classes defined by the charac-
teristics of the function to be minimized and additional requirements on the solution.
Knowing the class of the problem is essential for choosing the appropriate algorithm
capable of solving it.

One criterion for classification of minimization problems is by the presence or
absence of additional constraints to the optimized parameters. These basic classes
are

e unconstrained minimization and
e constrained minimization.

Constraints usually have the form of equalities or inequalities between some al-
gebraic terms containing the parameters. In DS, the only prominent case of using
constraints is the SVM mentioned in Sect. 2.2.1. The minimization problem formu-
lation consists of constraints (2.29) and minimizing the term (2.30).

The quadratic norm (2.30) makes this task a quadratic minimization problem with
linear constraints. Its solutions are the subject of the mathematical discipline called
quadratic programming. There are several efficient solving algorithms implemented
in software packages. A popular method with polynomial time scaling (i.e., solv-
ing time polynomially growing with the number of parameters) is the interior-point
method [4]. The applied variants are surveyed by Potra and Wright [18]. Mathe-
matical foundations of quadratic programming are rather complex. Their relevance
only for a small, although important, subset of Data Science problem formulations
renders them beyond the scope of this chapter.

Apart from this problem formulation including constraints, most other DS prob-
lems are defined as unconstrained minimization problems. This includes the popular
algorithms used with neural networks. This is why an overview of some important
principles of unconstrained numerical minimization is given in the following sub-
sections. They are ordered by generality, starting with an important special case of
quadratic optimization that provides the basis for solution of more general problem
classes. To be precise, only optimization problems with continuous parameters (i.e.,
parameters that can acquire continuous values) are considered here. The volumi-
nous domain of integer or discrete optimization is omitted since it has no particular
relevance for typical Data Science problems.
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5.1.1 Quadratic Optimization

The structurally simplest function with a finite minimum is the quadratic function,
or a polynomial of order two. Polynomials of lower order than two are the constant
function (order zero) and the linear function (order one). While the former is trivial,
the latter has no extreme, that is, neither minimum nor maximum as it is growing
and falling to infinity.

A multivariate quadratic polynomial has the general form

fx) = %x/Ax — bx (5.1)

If matrix A is non-singular and positive definitive, the function (5.1) has a unique
minimum. This minimum is where the gradient with respect to vector x is zero:

) G ax—b=0 (5.2)
0x
resulting in
Ax=b (5.3)
or
x=A"1 (5.4)

This form of the gradient term justifies the widespread use of the factor % and a
negative sign of the linear term.

In addition to the possibility of using the explicit expression (5.4), the minimum
of (5.1) can also be found by iterative minimization. The advantage of this approach
is that matrix A and vector b need not be explicitly known. Instead, the gradient (5.2)
is to be computed. Although the gradient can be approximated numerically as a
vector with scalar elements

Af [ i+ Axi) — f (xi = Axi)
0Xx; 2Ax;
with appropriate small finite differences Ax;, this procedure is particularly beneficial
if the gradient is known as an analytical expression.

Interestingly, the gradient-based procedure may be equally fast, and sometimes
more accurate, than computing the matrix inversion in (5.4). The algorithms of this
type are discussed in Sect.5.3.

(5.5)

5.1.2 Convex Optimization

The class of optimization problems next to the quadratic optimization is convex
optimization. This discipline of numerical mathematics provides algorithms that can
efficiently solve minimization problems with a function f(x) convex in argument
vector x. A scalar function of this type is such that all function points are above
its tangents, as shown in Fig.5.1. Vector functions are such that function points lie
above all tangent hyperplanes.
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In two dimensions, it is the characteristic that the level curve density decreases
with decreasing function values, as shown in Fig.5.2.

For the class of convex functions, the gradient-based algorithms mentioned in
Sect.5.1.1 can be used very efficiently. They scale polynomially with the problem
size. Convex optimization can be viewed as the best understood discipline in numer-
ical optimization.

5.1.3 Non-convex Local Optimization

The next in difficulty is the class of non-convex functions with a single local mini-
mum. Mentioning the last property is crucial since this specifies the difference to the
most difficult class referred to in Sect.5.1.4. A local minimum is defined as a point
such that in its (maybe small) environment all function values are larger than at the
minimum point.
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A scalar example is shown in Fig. 5.3. It is the characteristic that there are points in
which the tangent crosses the function plot, lying above it in some segments. There
is only one local minimum, positioned at x = 1.5.

In two dimensions, the level curve density may increase with decreasing function
value at some regions (see Fig.5.4).

Non-convexities reduce the efficiency of algorithms for convex optimization. Nev-
ertheless, most of these algorithms still converge to the local minimum. They exploit
the property of this function class that for every starting point, there is a continuous
monotonically descending path to the minimum.



134 5 Numerical Algorithms for Data Science

Fig.5.5 Scalar functions 25 T
with two minima . — f(x)
! X Minimum 1
20 ! X Minimum 2
1 = = = Attractor boundary
1
1
:
15 1
1
T
:
1
10 1
1
1
:
1
5 ]
1
1
'
O 1
-4

5.1.4 Global Optimization

The last category of continuous optimization problems makes no assumptions about
the properties of the function to be minimized, although most approaches assume
the continuity of the function (which is different from assuming that parameters
take on continuous values). In particular, functions with multiple local minima are
considered.

An example of such scalar function is depicted in Fig.5.5. In the range shown in
the plot, it has two minima. The second minimum is lower and is thus referred to as
global minimum.

For obvious reasons, algorithms based on a gradient descent would converge to
one of these minima, depending on the initial parameter value. The range of the
scalar parameter is divided into two regions, referred to as attractors, each of which
is assigned to one local minimum. This is the case for all gradient descent algorithms,
no matter whether their convergence is fast or slow.

For multidimensional parameters, the problem is the same, with potentially com-
plex boundaries reminding of class boundaries discussed in Sect 2.2. An example in
the two-dimensional parameter space is shown in Fig.5.6.

It is clear that multiple minima are possible only if the function is not convex. This
is a feature common with the class discussed in Sect. 5.1.3. There, local optimization
of a possibly non-convex function is the solution approach. This local minimum
is also a global one, whenever there is a single attractor. This is not the case for
functions addressed in the present section which are characterized by the presence
of multiple attractors.

The 2D example suggests also the additional dimensionality problem. For a scalar
function, the density of minima depends on the ratio of the absolute values of the
first and second derivative. This ratio expresses the relative rate of direction change.
The larger this rate, the more local minima can arise on a given interval of parameter
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values. This is the case for every dimension, so the number of potential minima with
the same bound of the derivative ratio will exponentially grow with the number of
parameters.

The lack of advantageous scaling with the number of parameters has led to a
plenty of approaches, some of which attempt to provide some kind of convergence
guarantee. However, this is only possible for a relatively small number of parameters
not beyond about ten.

A large part of these approaches are working with a simultaneously processed
set of solution “individuals”, each of which may potentially be pursued with the
help of convex optimization algorithms. To minimize the number of convex opti-
mizations, individual solutions are clustered to groups such that the group members
probably count to the same attractor. Then, it is sufficient to apply convex optimiza-
tion to a single, appropriately chosen individual. This is the substance of clustering
methods [20]. Other approaches attempt to provide probabilistic guarantees of con-
vergence: Rinnooy Kan and Timmer [20] or Mockus et al. [15].

Also the recently popular genetic algorithms are working with sets (or “popu-
lations”) of solutions [9]. This group of algorithms seems to be relatively easy in
handling but scarcely provides convergence guarantees for problems of a size usual
in Data Science.

The fact of exponential growth of the number of potential local solutions with
problem dimension makes clear that the population-based approaches will always
lag behind the real problem complexity—exponentially growing solution populations
are not tractable for Data Science problems whose size frequently reaches the order
of magnitude of millions.

There is a persistent discussion about the seriousness of the problem of local
minima in the neural network community. On one hand, it is clear that even small
networks with nonlinear units may have multiple minima. On the other hand, it is
known that there is a substantial redundancy of solutions. A layered neural network
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such as that of Fig. 3.4 has equivalent parametrization for every permutation of hidden
units: Exchanging hidden units together with their corresponding input and output
weights retains identical network output for every input. For H hidden units, the
number of equivalent parameter sets is thus H! for every hidden layer. For multiple
hidden layers, the total number of equivalent parameter sets is the product of H;!.
This is a huge number with layers of sizes around thousand, not unusual in recent
applications.

To summarize, performing global optimization with a guarantee of convergence
to the global minimum is infeasible with today’s means. On the other hand, it is
unknown to which extent the local minima are inferior to the global one. In result,
the pragmatic solution is to perform a local minimization (which is computationally
expensive enough for large neural networks), possibly from several initial points.
As there are no guarantees for global optimality, the solution is accepted or rejected
after validation in the application domain.

This is the reason why only local optimization approaches will be further discussed
in this chapter. Extensions alleviating (but not solving) the multiple minima problem
are addressed in Sect.5.5.

5.2 Gradient Computation in Neural Networks

For all classes of optimization problems, the majority of algorithms makes use of the
gradient of the objective function. The gradient is the vector of derivatives of the ob-
jective function (e.g., squares of deviations between the measured and forecast output
pattern value) with regard to individual parameters of the functional approximator
(e.g., weights of a neural network). Although the gradient can be also determined
numerically by computing the objective function values for small changes of each
parameter as in (5.5), it is substantially more efficient to make use of an analytical
form of the gradient. In the special case of neural networks, there is a particular
technique for computing the gradient called backpropagation. Backpropagation is
a straightforward application of the chaining rule for derivatives, but its importance
for the widely used layered neural networks justifies mentioning it explicitly. The
name is due to the fact that the gradient is computed backward from the objective
function over the network output toward the network input.

The point of origin of the computation is the vector of derivatives of the objective
function w.r.t. network output %—E As a convention throughout this book, it is a
column vector. For the MSE objective function, it would be a vector with elements
2 (yi - yref,i)'

The h-th layer of a layered network can be formally described as a vector function

zn = Fpy (Wipzp—1 + by) (5.6)

with Fj, () being the vector activation function of the /-th layer consisting of identical
scalar activation functions f, () applied to individual argument elements one by one.
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For elements z;; of layer output vector z;, (5.6) corresponds to

)
Zhi = fn Z WhijZh—1,j + bhi (5.7
j=1

In the output layer, z; is identical with the output vector y.

To determine the objective function value, the expressions (5.6) are to be chained
along growing & and the result inserted as argument to the objective function. This
is frequently referred to as forward pass.

The gradient of objective function w.r.t. parameters of this layer is

JE 0E Jzp; 7 0E
= — -1, = —2n-1,j
owpij  0zZpi 0Zpi ! 0Zhi ! (5.8)
0E _ OF dzyi _ ,, OE '
dbpi  dzpi Zw 7w
with Zj; being the argument of activation function zj; = f(Zp;).
As a matrix expression, it is
0E _ O
P h—Z%p—
oWy 0z h=1 (5.9)
9E _ _ OE '
ab, "oz,

where A Fj, is a diagonal matrix with diagonal elements equal to the derivatives of
the scalar activation functions of the %-th layer. The gradient of objective function
W.I.L. input vector z;,_1 to this layer with elements z;_ ; is, analogically

mp my

0E

0E 0zp; ,
dzn—1,j = 9zni 0Zni Y ; dzpi
or, as a matrix expression using column vectors z
0E 0E
= W, AF,— (5.11)
0zn—1 0zp

Chaining the expressions (5.9) for all successor layers (along decreasing layer
index i) and substituting into the expression (5.11) indexed by & represents the
gradient w.r.t. h-th layer. This is called backward pass. This arrangement is effi-
cient: The computational expense for the backward pass is only double of that for
the forward pass, once by the application of Eq. (5.9) and once by Eq. (5.11). To
determine the gradient of objective function, both a forward and a backward pass are
to be performed. By contrast, to determine the functional value, the forward pass is
sufficient.
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5.3 Algorithms for Convex Optimization

The basis for convex optimization algorithms is the minimization of a multivariate
quadratic function (5.1). Its minimum is at the point where the gradient (5.2) is zero
so that the condition (5.3) is satisfied. Let us suppose matrix A and vector b are
known.

The simplest approach is to determine the gradient by Eq. (5.2) and descend in
the direction opposite to the gradient (since the gradient gives the direction of the
maximum growth of the function) by some step length. The best step to do is to go, in
the descent direction, to the point where the function (5.1) has the lowest value. This
can be done by a procedure called line-search. It is a one-dimensional minimization
in a given direction. There are several efficient algorithms for line-search with well-
defined convergence and accuracy.

The behavior of a simple gradient descent algorithm with a simple two-dimensional
quadratic function with minimum function value zero is observed in Fig.5.7.

The descent path intuitively suggests an unnecessary large number of steps. In
fact, after five search steps, the function value (listed in Table5.1) is still 0.00119,
while the minimum is exactly zero.

The reason for this is the following: After having found the minimum in the search
direction u, the gradient v is orthogonal to u (since there is nothing to be improved
in direction u), that is

wWv=0 (5.12)

However, proceeding in direction v, the original gradient will change by
Av (5.13)

and so partially spoil the progress in direction u. This results in the requirement that
the gradient change has to retain this progress. This is attained by the condition of
the change being conjugate (a generalization of the orthogonality property) to u, or

Fig.5.7 Steepest descent of
a 2D quadratic function 3
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Table 5.1 Function values attained by steepest descent

Iteration Function value
1 0.34925
2 0.08444
3 0.02042
4 0.00494
5 0.00119

Table 5.2 Function values attained by descent in conjugate directions

Iteration Function value
1 0.349
2 0.000
W Av =0 (5.14)

Consequently, the gradient g; received in the k-th iteration is corrected to the
vector hj conjugate to previous descent directions. This is algebraically done by
the correction subtracting the conjugate projection of gi to the space spanned by
previous search directions:

k—1 k—1 h/-Agk
he=gi— ) aihi =gc =) o -hi (5.15)
i=1 i=1 i

This excludes the gradient component that is contained in the space of these
previous search directions.

With a known matrix A, it is not necessary to determine the optimum step length
with the help of line-search. The iteration in terms of parameter vector x is

hy 8k
hj Ahy,
with A; being the analytically known optimum step length.

Proceeding in such corrected gradient directions will result in the path presented
in Fig.5.8.

This procedure attains the exact minimum in only two steps (Table 5.2).

The knowledge of matrix A and vector b would be a requirement difficult to satisfy
in most applications including the minimization of an unknown convex function. To
account for this, the practically used version of conjugate gradient method assumes
no knowledge of matrix A and vector b. Then, the constant A in (5.16) is no longer
analytically known. Instead, it determined with the help of line-search—it is the step
length with which the minimum in the search direction is attained. Interestingly, also
the conjugate projection (5.15) results directly from the optimal A, leading to the

X1 = Xk — Mchg = xp — (5.16)
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algorithm of Fletcher and Reeves [6] with a substantial improvement by Polak and
Ribiere [17]. Both versions and their implementations are explained in [19].

With non-quadratic but convex functions, matrix A corresponds to the Hessian
matrix (i.e., the matrix of second derivatives)

2 .
A=laj] = [%] (5.17)
The outstanding property of the second-order methods in general and of the conju-
gate gradient method in particular is their quadratic convergence in the environment

of the minimum: the number of significant digits to which the solution is determined
doubles every iteration. The formal definition of this property is that

Il fes1 = fminll 2 Cll fie1 frninll* (5.18)

This relationship concerns convex but non-quadratic functions. Remind that for
exact quadratic functions of dimension N, N iterations are sufficient for the exact
solution (up to machine precision).

Whether quadratic convergence is reached also far away from the minimum de-
pends on the similarity of the function to a quadratic one. In other words, if the
residue in the Taylor expansion of the function up to the second-order term is small,
the convergence is close to quadratic. In large real-world problems, it is more realistic
to expect a linear convergence

Il fer1 = fminll 2 Cll fi—1 fminl (5.19)

In spite of the non-spectacular term “linear”, this is good enough. It implies
that the distance between the attained and true minimum decreases as a geometric
progression, that is, exponentially.

Another beneficiary property of the conjugate gradient is its low memory re-
quirement. It typically needs only three vectors of the length equal to the number
of parameters. This is important for large DS applications, in particular those using
neural networks with millions of network weights.
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Conjugate gradient algorithms and corresponding line-search methods are imple-
mented in many numerical packages.

There are some other approaches to numeric convex optimization with quadratic
convergence. A popular class is quasi-Newton methods, also called variable metric
methods [19]. They are based on the principle of successively approximating the
matrix inverse A~! needed to determine the minimum via (5.4). Their convergence
reliability is similar to that of the conjugate gradient. However, their memory re-
quirement is quadratic with the number of parameters N since the complete matrix
inverse of size N x N has to be stored.

Another approach is specific for minimization in least squares problems, which are
widespread in DS. The error function with parameter vector denoted, for consistence
with previous explanations, as x, is

K

F@ = (n—g.0)’ (5.20)

k=1
Its Hessian matrix (5.17) consists of elements
2 f

ai; = ———
Y 8x,~8xj~

_Z yk—g(uk,X))

3xi3x]'
K 3<(yk -3 (uk,X))M)
= _22 (5.21)
=1 3Xj
K 2
0g (ug, x) 0g (ug, x) 0~ g (ug, x)
=2 — _ x) ) — et
; < 3)(,' ax./ (,Yk § (uk x)) ax,' 3)6./'
K K 2
ag (uk, x) 9g (uk,X) 9~ g (up, x)
=2 ~2 — g (g, x) ) —————
; ox; kz:; Yk — & (ug, x)) dxidx,

It can be argued that the second term approaches zero in the proximity of the
minimum since there, the fitting errors yx — g (ux, x) will be averaged out. Then, the
Hessian matrix can be approximated by the single term

K
aij = 22 0g (ug, x) ag (ug, x) (5.22)

=1 8xi ax]‘

for which only the first derivatives are sufficient. It can be directly used for deter-
mining the approximate parameter minimum (5.4) of the present iteration. This is
the substance of the Levenberg—Marquardt method [12,13]. This method requires
memory of size N x N, too.
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5.4 Non-convex Problems with a Single Attractor

DS mapping tasks using a mapping nonlinear in parameters are not guaranteed to be
convex minimization problems. This is why the convergence properties of second-
order optimization methods may substantially degrade.

The non-convexity can have different forms. For large data sets and complex
mapping approximators such as deep neural networks, round-off errors may lead
to local “roughness” of the function so that numerically computed gradients make
the function appear non-convex. But even smaller problems may lead to function of
types depicted in Figs. 5.3 and 5.4. They may (but need not) exhibit non-convexities
in some points while remaining to be convex in others. Non-convex regions tend to
be remote from the minimum, while the environment of the minimum is convex. It
has to be emphasized that the existence of a convex region around the minimum is
certain, by definition of minimum of a smooth function. This is also obvious from the
square error properties, as supported by the relationships (5.20), (5.21), and (5.22).
By contrast, the existence of non-convex regions is just a possibility, depending on
the concrete form of the nonlinearities of the mapping to be approximated with the
help of the square error criterion.

Local non-convexities, if encountered, are a problem if the Hessian matrix (the
matrix of second derivatives) is explicitly or implicitly used in the algorithm. In
non-convex regions, it is not positive definite. A possible remedy is to enhance the
Hessian matrix A by adding a weighted unit matrix:

Acorr = cI + A (5.23)

The corrected matrix Acorr is then used in computations. For the conjugate gradient
algorithm which does not use explicit Hessian matrix, there are simple algorith-
mic modifications preventing bad convergence in such points. However, quadratic
convergence is not guaranteed in non-convex regions.

Anyway, algorithms for convex optimization of Sect. 5.3 are still good candidates
for non-convex problems with a single local minimum. On the other hand, the huge
advantage of the second-order methods over the first-order ones is reduced or may
completely disappear at such possibly occurring non-convex regions. This has led
to a widespread turning away from the second-order methods in the DS community.
Whether this is justified is a difficult question that cannot be answered at the present
time. It is only possible to compile some arguments.

Those in favor of the first-order methods are the following:

e As stated above, the convergence speed advantage of the second-order methods is
reduced by the existence of non-convex regions in the parameter space.

e First-order methods are simpler to understand and implement, although the differ-
ence to the second-order methods is not large.

e First-order methods are less sensitive to numerical imprecisions.

e The benefit of using line-search to find the accurate minimum in the first-order
gradient direction is much smaller than with second-order methods, for which it
is sometimes a part of the algorithmic idea. This offers the possibility to use a
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simpler and computationally less expensive concept of fixed or adaptive gradient
steps after every gradient evaluation.

e The benefit of using exact gradient is also smaller with first-order methods. Fre-
quently, it is then computed only approximately with the help of a small subset of
the training set. This also leads to saving computing time.

On the other hand, the following arguments may support doubts whether the listed
arguments are conclusive:

e In by far the most application cases, the attainable minimum of the error measure
is not known. Consequently, the merits of individual first- or second-order algo-
rithms cannot be objectively compared—it is difficult to say whether the minimum
obtained is “sufficiently good”.

e First-order methods show only moderate benefits from machine precision. This
has led to a frequent use of hardware with single-precision floating-point arith-
metic such as graphic cards. But then, no objective comparison with second-order
methods which have higher requirements on computing precision is possible. This
may lead to a kind of “vicious circle”: Commitment to hardware inappropriate for
the second-order methods prevents their appropriate use.

e Poor convergence of first-order methods sometimes leads to oversized neural net-
works. Increasing the network size can help the convergence if the method is
converging as badly as being close to random—it is then equivalent to using a
pool of solutions “located” in various subnetworks (e.g., parts of oversized hid-
den layers). Some of these “regional” solutions may occur to be good fits, while
other subnetwork regions are obsolete for the fit. For example, in a hidden layer
of length 10,000, units with index 1001-1200 happen to materialize a good fit to
data, while those with indices 1-1000 and 1201-10,000 are obsolete by delivering
insignificant activation values for training examples. With a powerful optimiza-
tion algorithm, 200 hidden units would be sufficient. Using an excessive number
of free parameters may lead (or is almost sure to lead) to poor generalization (see
Sect. 4.5).

e Huge size of some prominent applications such as BERT [3] or VGG19 [23] makes
it difficult to compare different methods because of required computing resources.
The method used by the authors is the frequently assumed to be the optimal one,
without further proof or discussion.

The resolution of this methodical dichotomy will not be easy because of a limited
number of studies. The investigation of Bermeitinger et al. [2] using problems with a
known minimum disclosed superiority of the conjugate gradient over several popular
first-order methods for medium size networks, but with an advantage gap diminishing
with size. So, it cannot be reliably extrapolated to expectations about very large
networks.

First-order methods lack a unifying theory—the theory of numeric optimization
unambiguously favors second-order methods. The merits of the first-order methods
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are mostly experimental. This is why only the basic principles of popular approaches
will be introduced in the following subsections, without clear recommendations for
their choice.

5.4.1 Methods with Adaptive Step Size

Once the gradient of the error function at given parameter vector values is known,
this knowledge is maximally exploited by line-search which delivers the minimum in
the direction of descending gradient. For conjugate gradient algorithms, this applies
to the corresponding conjugate gradient direction. Under the commitment to use
simple steepest gradient descent, the benefit of line-search is less pronounced—it
does not prevent the algorithm from following the zigzag path as in Fig.5.7. Then, it
is worth considering to refrain from line-search at all. The alternative is to proceed
in the descending direction (opposite to the gradient w.r.t. the parameter vector w)
by a fixed amount c:

W41 = Wy — CVE[ (524)
or, for individual vector elements
0E Wt i
Wi1,i = Wy — CM (5.25)
aw;‘i

(The term V E; refers to the gradient of error function E at the ¢-th iteration.)

Such a fixed step length has been used in some pioneering algorithms such as
Adaline (developed by Widrow and Hoff [24]).

For a simple quadratic function E = aw? with the derivative % = 2awy at point
wo, the optimal step is wy so that the optimal step length parameter c satisfies the
equality

dE

c— = 2cawgy = wy (5.26)
dw

resulting in a constant optimal parameter
1
" 2a

Unfortunately, this applies only to normalized quadratic functions, a very scarce
subspecies of all convex functions. Even then, the constant optimal value exists but
is not known a priori, depending from the unknown parameter a. So, although using
a constant step size is appealing, it clearly cannot be optimal for all problems and all
phases of the optimization.

The principle of following the steepest gradient is also scarcely the best way, as
explained in the discussion of the conjugate gradient method (see Sect.5.3). This has
motivated modifications of first-order gradient descent where both the step length
and the direction are modified. A frequently followed principle is making relatively
longer steps in directions of parameters with a small derivative.

c (5.27)
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AdaGrad [5] tries to enforce larger steps for parameters with a small derivative
through weighting. Weights are equal to the reciprocal value of the derivative vector
norm, concatenated over past iterations.

L o C BE (wt,,-)
Wi41,i = Wy i \/d;T awt,i

! 0E (w,,i) 2
i = Z( dwy i )t,i

s=1

(5.28)

The larger the norm ,/d; ;, the smaller the factor scaling the step in the i-th direction.
RMSprop [8] uses a similar principle, taking an exponential moving average (with
decay) of the derivative square

C 8E (wl’i)
\/dl,i awt,i
2
E (wt_l,l‘))

owr—1,i

Wr1,i = Wri —
(5.29)
dii =8di—1,i +(1—g) (

Adam [10] uses a weight consisting of the quotient of the exponential moving average
derivative and the exponential moving average of the square of the derivative

cm,,,' 8E (w,,l-)
w/dt,i awl‘,i
(wtfl,i)

oE
my =gidi—1,; + (1 — g1)
ow;_1,
2
0E (w,_l,,‘))

ow;_1,i

Wr41,i = Wri —
(5.30)

dii = gadi—1,i + (1 — g2) (

All these algorithms have their supporters and adversaries. For example, Adam
has gained popularity through being used in the developer team of the successful
concept of the Transformer architecture (see Sect. 6.7).

5.4.2 Stochastic Gradient Methods

Classical statistical modeling is usually designed to deliver optimal fit for a given
sample set, which is equivalent to the term training set used in the neural network
community.

Early approaches counting to the neural network or Al domain such as the per-
ceptron of Rosenblatt [22] have gone another way. They have been supplied training
patterns one by one, updating the weight parameters after each pattern.

This idea was justified by the ambition of being adaptive. For an assessment
of potential of such approaches, it is important to briefly discuss the substance of
adaptiveness.
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A system is usually considered as adaptive if it is able to adjust itself to changing
environment or conditions. An adaptive image classifier designed to discern images
of chairs from those of tables would have to be able to work if originally wooden
chairs are successively substituted by metal ones, or by chairs without back rest. An
adaptive cruise controller of a compact car would be expected, after some gradual
retraining, to be able to control a heavy truck.

Although adaptiveness defined in this way is certainly a useful property, it is
not easy to reach. It is substantially more difficult than to design a classifier or
a controller for a stationary population of patterns fixed in advance. Also, their
theoretical properties (such as the convergence of the perceptron for separable classes
mentioned in Sect. 2.2.1) are mostly proven only for the stationary case. This is why
such potentially adaptive concepts are usually used under stationary conditions.

Under such conditions, the term “adaptive” is somewhat misleading. Instead, the
term incremental is more appropriate. An incremental algorithm makes parameter
updates after each sample pattern. Such algorithms have also been developed in
classical statistical modeling [1]. Some of them are constructed for their results to be
equivalent to their “batch” counterparts. For example, parameters for an input/output
mapping optimal in the sense of MSE are given by Eq. (4.5), ie., B = YX L,
Recursive Least Squares consist in keeping record of successive updates of both ¥
and X, performing matrix inversion after each sample. With the help so-called matrix
inversion lemma, the computing expense for the inversion can be reduced. Such
incremental algorithms always provide a current optimal solution in real time. On
the other hand, in other than real-time settings, they provide no particular advantage
and produce additional overhead of repeated matrix inversion updates.

This computing overhead can be avoided at the expense of sacrificing equivalence
to batch algorithms. Supposing training samples are drawn from a stationary popu-
lation generated by a fixed (unknown) model, the stochastic approximation principle
can be used. It has been discovered by Robbins and Monro [21] in the context of
finding the root (i.e., the function argument for which the function is zero) of a
function g(x) that cannot be directly observed. What can be observed are randomly
fluctuating values /(x) whose mean value is equal to the value of the unobservable
function, that is,

E[h(x)] =g x) (5.31)

Fitting an input/output mapping to data by gradient descent is such a task. For
mapping parameter vector w, the gradient #(w) with respect to the error function
computed for a single training sample has an expected value equal to the gradient
g(w) over the whole data population. The local minimum of the error function is
where the g(w) and thus the mean value of 4 (w) are zero.

Robbins and Monro [21] have proven that the root is found with probability one
(but without a concrete upper bound of number of necessary updates) if the parameter
is updated by the rule

Wyl = wr — crh(wy) (5.32)
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and if the step size sequence c; satisfies the following conditions:

o
E Ccr = OO

t=1

~ (5.33)
S <o
=1

A sequence satisfying conditions (5.33) is, for example, ¢; = % The former

condition is necessary for the step not to vanish prematurely before reaching the
optimum with a sufficient precision. The second condition provides for decreasing
step size. With a constant step size, the solution would infinitely fluctuate around the
optimum. In the context of error minimization, the reason for this is that although the
gradient g (w) = E [h (x)] will be gradually vanishing as approaching the minimum,
its random instance 4 (x) will not diminish for individual samples. The obvious cause
for this is that gradients of individual samples do not vanish even if their mean over
the training set is zero. At the minimum, g(w) = 0 will be the result of the balance
between individual nonzero vectors i(w) pointing to various directions.

To illustrate the behavior of incremental learning, let us consider a simple example
of separating two classes, as depicted in Fig.5.9.

These classes, consisting each of ten samples, can be separated by minimizing
the MSE (2.26), the deviation between the linear class forecast and the true class
indicators (—1, 1). The classes are symmetric around the origin, so the choice of
symmetric class indicators allows to omit the absolute term (bias parameter). The
separating line shown in Fig.5.9 corresponds the minimum MSE E,;;, = 0.72484,
with weight vector wiin = [w1 w2] = [0.22167 0.35605].

Gradient descent in batch mode (i.e., computing the gradient over the whole
training set of 20 samples) follows the weight path shown in Fig.5.10. The values
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Fig.5.11 Classification example: error evolution in batch mode

of both weights are depicted relative to the optimum weight, i.e., w — Wi, SO that
the optimum is reached at the vector [O 0].

The step size has been set to the best value that leads to no oscillations: ¢ = 0.005.
The evolution of the MSE relative to its minimum Ep, is shown in Fig.5.11. A
precision of 1070 is reached after about 50 iterations.
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In the incremental mode with 2000 incremental iterations (which correspond, with
a total of 20 samples, to 100 batch iterations), the weights do not converge to a stable
state (Fig.5.12). Such convergence also cannot be expected since the incremental
gradient will never converge to a zero norm. The relative error is fluctuating, too.
After 2000 incremental iterations, it is still considerable, fluctuating between 0.002
and 0.03. Considering only the errors after fully accomplished batches (i.e., every
20 increments), it reaches the minimum relative value of E — E i, = 0.00275. The
error development is shown in Fig.5.13.

Better results are attained with a step size schedule consistent with (5.33). With
decreasing step size, the fluctuations are decreasing in amplitude (Fig.5.14). How-
ever, the relative error (Fig.5.15) is even larger than that with constant step size after
full batches: E — Enin = 0.00819.

Using SGD is widespread in the present neural network community. The argu-
ments in its favor are mostly focusing on the low computing effort for a parameter
update based on a single training example. Goodfellow et al. [7] argue that the stan-
dard deviations of the gradient components are decreasing with the square root ~/K
of number of samples used, while the computing expense is increasing with K. This
is, of course, true for independent samples drawn from a population. However, in a
usual learning setting, these samples are drawn from the training set (which itself is
a sample) and not from the whole population. The gradient computed over the whole
training set in the batch mode (i.e., whole epochs) is the exact true gradient for the
given training set, while the incremental gradients are only its approximations.

The additional argument cited is that what is genuinely sought is the minimum for
the population and not for the training set. This argument is correct but does not really
support the use of stochastic gradient algorithms. There is no method for finding the
true, exact minimum for the population only on the basis of a subsample such as the
training set—the training set is the best and only information available. Also, the
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error function values used in the algorithm are values for the given training set. The
example of this subsection shows that there is no law guaranteeing computing time
savings through incremental learning for the same precision of the result.

Nevertheless, SGD may be economical in settings where the training set is so large
that its subset is sufficient for identifying the model. However, then, the possibility
of reducing the training set to a representative subsample and batch training with this
subsample should be considered. This can be done in the first training phase to find a
good initial solution. This phase can be followed by fine-tuning using the complete
training set.

It can be shown that first-order algorithms are doing better with SGD than the
second-order ones. This results from the fact that the Hessian matrix is more sensi-
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tive to random errors than the gradient itself. This will strongly reduce the perfor-
mance of the second-order algorithms which use implicitly or explicitly the Hessian
matrix. The influence on the first-order algorithms is weaker since they consider
only the gradient. This is sometimes used as an argument against the use of second-
order algorithms. Also, this conclusion is not strictly justified—the only conclusive
consequence is that the second-order algorithms should not be used together with
stochastic gradient. All three remaining alternatives

e the first-order algorithms with stochastic gradient;
e the first-order algorithms with batch (i.e., epoch based) gradient; and
e the second-order algorithms with batch gradient

remain unaffected.

SGD methods converge if the conditions of properly diminishing step size are
satisfied. The argument in favor of their use is reducing computing expense
to determine the gradient. This gain can in many cases be more than lost
by a convergence inherently slower than for batch algorithms. Additionally,
SGD is not compatible with the use of second-order optimization methods. In
problems with very large training sets for which appropriate subsets can be
expected to be sufficiently representative, such subsets can be directly used
for a complete training to save computations.
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5.5 Addressing the Problem of Multiple Minima

As mentioned in Sect. 5.1.4, there are no algorithms for genuinely global optimiza-
tion of problems with multiple minima having a size usual in real-world problems.
Nevertheless, there are attempts to alleviate the multiple minima problem. Their
philosophy is to give the algorithm the chance of leaving one attractor and to ex-
plore another one. The phrase “to give the chance” is deliberately used—there is no
guarantee that the change to another attractor will really take place.

Such algorithms are widespread and exhibit good performance record, in spite of
the absence of any guarantees.

5.5.1 Momentum Term

One group of such algorithms is inspired by the physical idea of a mass body rolling or
gliding over a rough surface. Without momentum, this body would stop at the bottom
of any, even the smallest, groove or dent in the surface. However, the mass momentum
makes the body cross small grooves and finally stop at the bottom of a groove that
is deep enough that the inertial energy of the body is not sufficient to climb up the
groove side. (From the physical point of view, the presence of friction continually
diminishing the inertial energy would be a necessary condition. Otherwise, the body
would cross all symmetric grooves of any size.)

The implementation of this idea does not genuinely follow the physical prototype.
It consists in using a modified gradient 4, in the ¢-th step instead of the actually
computed gradient g,. The modification is based on a memory of past gradients:

hy =0 —=c)h: +cg (5.34)

The positive constant ¢ is ¢ < 1, so that the actual gradient g, has only partial
influence on the modified gradient 4;.

To be aware of the properties of this appealing construct, it is useful to point out its
relationship to a low pass filter known in signal processing [16]. Using the notation
usual in signal processing, the low pass filter is typically used for filtering away the
high-frequency noise of signal u(x), delivering the filtered signal y(x). The discrete
variant of the simplest form of the low pass filter is formally identical to (5.34):

yx+Ax)=1—-¢c)yx)+culx), 0<c<l (5.35)

The argument x is frequently time although spatial filters where x corresponds
to the position are also widespread. The increment Ax corresponds to the discrete
processing step (the reciprocal value of the signal sampling rate).

In momentum terms, x can be viewed as the position in the parameters space
over which the objective function is minimized, u(x) is the gradient at x, and y(x)
the smoothed gradient. In contrast to the signal filter, which is usually updated at
equidistant time points, the gradient is evaluated at successive optimization steps,
which do not take place at points equidistant with regard to the position x. However,
the operation principle remains the same.
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Fig.5.16 Bode plot of a low
pass filter
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For the following analysis, the objective function surface can be seen as a com-
position of sinusoidal components with various frequencies. The rough form of the
function corresponds to some low frequency, while noise grooves have high fre-
quencies. The low pass filter in (5.35) has the property of reducing the amplitude of
higher frequencies contained in the signal while leaving low frequencies unchanged.
This property is consistent with the goal of the momentum term: following the rough
form of the objective function while ignoring the noisy grooves. The price for the
amplitude reduction is the delayed phase of the high-frequency signal. As will be
seen in the following text, this is an unfavorable property.

Both the amplitude reduction and phase delay for a sinusoidal input in depen-
dence on the frequency are shown in Fig.5.16, known as Bode plot in the control
community [25]. The cutoff frequency of the filter, where the amplitude reduction
starts, is arbitrarily chosen as 1 Hz. The qualitative behavior of the filter is analogical
for other cutoff frequencies.

The upper part of Fig.5.16 shows the amplitude on the logarithmic scale (20 dB
correspond to a factor of ten). The amplitude remains untouched up to approximately
the cutoff frequency. For higher frequencies, it becomes substantially reduced. The
phase shown in the lower part is close to zero (i.e., no delay) for low frequencies but
grows to negative values (i.e., some delay) for higher frequencies.
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The phase is expressed in degrees (out of 360). Using the same units (degrees or
radians) for both the phase and the frequency, the delay in time (or space) units is
“ph
1)

(5.36)

The delays for various frequencies are depicted in Fig.5.17. We can see that for
low frequencies, where the phase delay is close to zero, the absolute delay in seconds
is the largest. For the frequency of 1 % = 57.296 ¢ (which corresponds to % Hz=
0.15915Hz), the input signal amplitude is reduced by only 3 dB, that is, by factor
0.707. But the phase delay is already substantial: 45°. This corresponds, for the
frequency 1%1, still to a considerable delay of 7 s =0.79 s.

These relationships are the same if the low pass filter is applied to space units
(such as position) instead of time. In the case of momentum, the counterpart of time
variable is the locations in the directions of the gradient, that is, the direction of
descent steps. The delay corresponds to a shift in the position against that where
the gradient has been determined. The example of Fig.5.17 shows the following.
The spatial shift of our smoothed function (corresponding to the absolute time delay
above) is still large even for frequencies that are only moderately reduced (and thus
are not smoothed away). So, the smoothed function is considerably distorted.

The idea of the momentum term is to provide a “smoothed” gradient without
fluctuations caused by high-frequency disturbances. For simplicity, let us observe a
function to be minimized that consists of a scalar curve. Itis composed of a decreasing
straight line and a sine disturbance:

u (x) = —ax + bsin (wx) (5.37)

The derivative of this function is
du (x)
dx

= —a + wb cos (wx) (5.38)
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With wb > a, the negative derivative of the linear descending function becomes
occasionally positive and would lead to a wrong direction of the gradient descent.
With a momentum filter, we receive
dy (x)
dx
with the specific amplitude reduction factor » and phase wpn both depend on fre-
quency o.
Now, the condition for the occurrence of the locally growing derivative is

wbr(w) > a (5.40)

which can be expected to occur considerably scarcer if the reduction factor r is
small (i.e., if there is a substantial reduction of amplitude). In the example given in
Fig.5.18, no growing derivative of the smoothed function occurs although it does
for the non-smoothed function.

In the upper panel of the Bode plot in Fig. 5.16 (the amplitude plot), the x-axis (the
frequency) is logarithmic. The y-axis uses the decibel unit (dB), which is a logarithm
of amplitude transfer r (20 dB correspond to a factor of 10). In the concrete plot of
Fig.5.16, this dependence is obviously linear for frequencies over about 2rad/s. In
this frequency range, the dependence of the logarithm of amplitude on the logarithm
of frequency can be written as log(r) = h — d log(w), or r = z)—’;

So, it is obvious from the Bode plot (and theoretically proven for this type of low
pass filter) that for high frequencies the reduction factor is inversely proportional to
the frequency so that or(w) is a constant. For the first-order low pass filter of (5.35),
the power d is equal to one and the product wr(w) is a constant. Then, beyond a
certain frequency (depending on slope a and noise amplitude b), the condition (5.40)
is violated and no growing derivative is encountered. Consequently, avoiding the
growing derivative (which would lead to stopping the gradient descent) depends
only on the slope a and the disturbance amplitude b. In other words, on a steep
basis function slope, even relatively deep noise grooves will still leave the smoothed
function descending.

—a + wbr (w) cos (a)x + wph (@) ) (5.39)
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To summarize, if

e the downward slope a of the function to be minimized (without noise);
e the frequency w; and
e the amplitude b of the noise

were known, it would be possible to determine the momentum parameter c in (5.34)
such that the descent algorithm would not get stuck an local minima caused by the
noise.

Of course, in reality, the mentioned constants are varying over the minimized
function and can hardly be credibly assessed. At first glance, a possible strategy
would be to take a very small value of ¢, filtering out a very broad frequency spectrum
of noise. Unfortunately, this would cause a serious problem connected with distorting
the minimized function.

As stated above, the momentum filter causes a spatial shift of the function, an
analogy to the delay of a signal filter. In other words, the smoothed derivative y
refers to a different point x than the actual one. Within a linear segment of the
underlying objective function, the effect of this spatial shift is not observed since the
linear function has an identical derivative everywhere. However, this is not the case
for a nonlinear function with a local minimum, as illustrated by Figs.5.19 and 5.20.

Figure5.19 shows a nonlinear convex function with sinusoidal noise, Fig.5.20
its derivative. The harmful effect of the spatial shift due to the phase caused by the
momentum term can be observed. The sign change of the derivative is at a different



5.5 Addressing the Problem of Multiple Minima 157
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place (farther right) for the smoothed derivative than it is the case for the original
derivative. Consequently, the minimum of the smoothed function is displaced. This
is certainly a problem for the descent algorithms. The extent of this problem is
influenced by the frequency spectrum of the function fluctuations considered to be
“noise” and the local steepness of the “essential” error function to be minimized. It
is difficult to asses these effects quantitatively and to assign appropriate values to
the descent algorithm hyperparameters. Nevertheless, the momentum term has been
successfully used in many applications. Anyway, it is important to be aware of its
properties and possibly make experiments with various momentum parameters.

The momentum term operates in a way analogous to a low pass filter. It is
used in neural network training algorithms for smoothing the gradient of a
non-convex function. The low pass analogy discloses problems connected
with this mode of use—in particular, the phase delay leads to determining
the gradient “out of place”. This concept works only if the curvatures of the
“essential objective function” and of the “disturbances” can be well assessed.

5.5.2 Simulated Annealing

There is one more approach addressing the problem of multiple local minima with
roots in physics. In contrast to the concept of momentum that is easily imaginable
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also for non-physicists, it is based on the probabilistic law of thermodynamics known
as Boltzmann statistics. It describes the probability of possibles states of a thermo-
dynamic system if it is in the state of thermodynamic equilibrium under a given
temperature. This implies that such system can attain diverse states for the same
temperature. These states are characterized by their energy. The probability of each
state is proportional to the term

P (E) ~ T (5.41)
The energy E is given in Joule, temperature T in degrees Kelvin, and the Boltz-
mann constant is k = 1.380649e—23.
The ratio of such probabilities for states with energies E( and E| is

PE) _ =t (5.42)
P (Ep) ’

Obviously, it is the energy difference between the states that determines the ratio
of the probabilities. The small value of the Boltzmann constant makes it also clear
that this ratio can be close to one only for tiny energy difference: Even for the energy
difference of one billionth of a Joule, it is zero at double machine precision (for
everyday temperatures on earth). In other words, only energy states at a very small
amount above the energy minimum state have a noticeable probability. Such energy
states are typically relevant for phenomena on molecular or atom particle level.

However, the property of the Boltzmann distribution important for optimization
is the dependence of the probability ratio on the temperature. This principle does
not depend on scaling, so constants and scales can be chosen to be more illustrative.
For a better tractable constant k = 1, the probability ratios at (artificially defined)
temperatures of 7 = 1 and T = 10 are depicted in Fig.5.21. States with a slightly
higher-energy level are quite probable at “temperature” 7" = 1, but their probability
vanishes at energy difference of about seven. By contrast, at the higher temperature
of T = 10, the distribution is more balanced—even a change to the state with energy
larger by a factor of ten has still a considerable probability.

There is a physical process using this principle for a kind of optimization. This
process is called annealing and consists in slow cooling of a material, starting at a
relatively high temperature. The high-temperature phase makes various states (e.g.,
crystalline organization of the material) accessible even if the path to them crosses
higher-energy levels. In this way, a rough global optimization is performed. The
low-temperature phase makes the material to settle in the lowest-energy state that
can be found in the neighborhood of the result of the high-energy phase. The slow
pace of cooling is a precondition for the success of this process.

The annealing principle has attracted the attention of scientists working on hard
problems of global optimization. The pioneering algorithm has been developed by
Metropolis et al. [14]. A more general formulation has been proposed by Kirkpatrick
et al. [11] and applied to NP-complete traveling salesman problem of discrete opti-
mization (search for the shortest path to visit a set of locations).

The computing implementation of the annealing idea is not completely straight-
forward. While the state probabilities are fixed and the random state selection is
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being done by natural laws in genuine annealing, both have to be materialized in
some defined way in the computing algorithm. The typical way is to select the next
solution randomly. This solution is accepted with certainty if it is better than the
current one. If it is not, it is accepted only with a certain probability, depending on
the extend to which is is worse (in the sense of the objective or error function) than
the current one. The probability schedule is subject to “cooling”: Accepting worse
solutions becomes less probable during the algorithm progress, which corresponds
to lowering the imaginary temperature.

In the corresponding chapter of Press et al. [19], it is argued that such procedure
is not very efficient since it generates many worse solutions (that are probably re-
jected) among a very few better ones. They propose to combine the probabilistic step
selection with a simple numeric optimization algorithm.

There are some variants of this idea. The gradient search can be combined by
perturbing the solution by a small amount if the algorithm does not move. Beyond
the intuition that one can have “good luck” to cross the boundary between local
attractors, such perturbations can be viewed as smoothing operators. In the simplest
case of a uniform distribution of the random perturbation Ax on an interval, that is,
the probability density of Ax being

1
p(Ax) = Ave(-d.d) (5.43)

the mean value of such randomly perturbed error function value corresponds to the
gliding average of width 2d. For an appropriate value of d, the effect is similar to
that of the momentum term. The function of Fig.5.19 with sinusoidal noise is then
smoothed as in Fig. 5.22, its derivative being that of Fig.5.23.

The striking property of such smoothing is that it is more symmetric than with
the momentum term. The minimum of the smoothed error function is much closer
to that of the non-smoothed one. For some types of noise such as white noise, they
are even identical.
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On the other hand, the computing expense for this is substantially higher. It is
necessary to evaluate the error function at random points around the current solution.
For high dimensions of the parameter space (as usual in DS applications), the expense
would be excessive. This is a point in favor of the momentum term.

An interesting, practical, and popular possibility has already been mentioned in
another context in Sect. 5.4.2. SGD is doing exactly this. The gradient over the whole
training set is equal to the expected value of the gradients of individual training
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samples. Computing the gradient for individual training set samples and using it for
parameter updates is similar to random perturbations. These perturbations correspond
to deviations of sample gradients from the expected value. The analogy to the concept
of simulated annealing goes even further. The condition of diminishing gradient step
(5.33) requires that these random perturbations become gradually smaller. This,
in turn, is also the principle of simulated annealing embedded in the schedule of
decreasing “temperature”.

This makes the expectations of efficiency of simulated annealing similar to those
of SGD, with all their advantages and deficiencies. The success depends on the choice
of annealing schedule and other process parameters.

5.6 Section Summary

Fitting model parameters to data amounts to finding a minimum of fitting error over
the training set. It is crucial that the minimum is found with a sufficient accuracy. Im-
precise solutions are not only suboptimal in the fit quality but can also lose important
properties such as unbiasedness. Methods whose constituent part is the comparison
of evaluations on a verification set such as those of Sects.4.7.1 and 4.8 can only work
if individual evaluations are done with the same precision.

For linear models, explicit solutions of this minimization problem are known. With
nonlinear models such as neural networks, iterative numeric methods have to be used.
For this case, extensive theory of numeric optimization is available, depending on the
class of optimization problem. Most methods use the gradient of the error function.

There are three basic classes, with growing generality:

(A) Convex problems, where the objective function to be minimized is convex in
parameters. For this problem class, fast converging algorithms have been devel-
oped. These are called second-order methods, an example of which is the conjugate
gradient method. They are considerably superior to the first-order methods using
a simple gradient descent.

(B) Problems with a single local minimum. These problems may exhibit non-
convex, but descending regions of the objective function. However, there is always
a convex region around the minimum. For these problems, there are no guarantees
for convergence speed. Nevertheless, the second-order methods can also be used,
giving the advantage of fast convergence in the convex regions.

(C) Problems with multiple local minima. For this problems class, solution methods
with convergence guarantees exist only for problems with very small numbers
of parameters (usually below ten). Such problem sizes are hardly relevant for
Data Science tasks. The methods used for these problems are essentially heuristic,
attempting to find a good, although suboptimal solution. Their success heavily
depends on the particular problem.
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Parameter fitting of nonlinear models, in particular neural networks, is generally
of type (C), but can, in individual cases, be simpler, i.e., of type (B) or even (A). Itis
known that every layered network possesses combinatorial invariances leading to a
large number of equivalent minima. It is then sufficient to reach any of these minima.
More serious is the extent of nonlinearities: Mappings with strong nonlinearities are
more probable to produce non-convexities, or even multiple, non-equivalent minima
of the error function.

In practice, there is acceptable success record of methods adequate for class (B),
sometimes supplemented with heuristics such as momentum terms accounting for
possibly encountering class (C).

5.7 Comprehension Check

1. What is the reason for the poor convergence of the first-order gradient descent
with convex minimization problems?

2. What are the memory requirements of the conjugate gradient method if the pa-
rameter vector over which the minimization takes place is of size P?

3. Are there practical numerical optimization methods with convergence guarantees
for large minimization problems with multiple minima?

4. Whatis the idea behind the momentum term (with regard to the surface of function
to be minimized)?

5. What is the basic problem in using the momentum term?
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Part Il
Applications

The diversity of DS applications makes even a rough method overview infeasible.
However, some applications have strongly gained momentum in recent years. Two
of them can be viewed as representatives of the current state of Al with a particular
impact in applications:

e Natural Language Processing (NLP) and
e Computer Vision (CV)

Another particularity of these two applications is that they deal with objects
(sentences or images) whose characterization by a vector of features is not
straightforward. Moreover, individual parts of these objects can only be reliably
interpreted in their respective context (e.g., words in a sentence or patches in an
image). Considering and exploiting this context is a particular challenge of these
applications.

This is why these two fields are mentioned separately in the following two
chapters. The presentation focuses on mathematical principles that are broadly used
and, as far as possible, justified by more than merely computing experience. There
is clearly no claim of completeness in coverage of the methods, whose scope is very
broad and depending on the characteristics of the particular application.
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Specific Problems of Natural Language
Processing

Natural Language Processing (NLP) is a field going far beyond the scope of DS.
It combines computer science and linguistics by using computational techniques
in order to process, understand, and produce human language content [12]. The
application areas are very broad and range from tasks such as extracting information
from text, translating or generating text, to full conversational systems (e.g., chatbots
or personal assistants) that can interact with their users [6,18,19,21].

NLP also covers the area of spoken language processing, where the language is
not given in its written form, but as an audio signal or voice recording of one or
more speakers. A natural approach to process spoken language is to utilize so-called
speech-to-text systems which can convert spoken language into text transcriptions
and then apply the common methods for text processing [4]. However, direct pro-
cessing of the audio signal offers the possibility of also capturing implicit features
such as pitch or energy, which can be used to detect different voices or even emo-
tions. In this case, a number of special aspects of acoustic signal processing must
be taken into account [32]. Spoken language processing is outside the scope of this
book. Nevertheless it is worth noting that some of the mathematical principles and
architectures presented in the following chapters (e.g., the Transformer architecture)
have already found their way into this area as well.

Processing text incorporates linguistic concepts such as syntax, semantics, or
grammar, some of which can be formalized. In their formalized form, they belong
rather to the domain of discrete mathematics or mathematical logic. However, some
approaches are clearly data driven. A part of them can be summarized under the
concept of corpus-based semantics [3]. This discipline extracts the semantic meaning
of the text by statistical means from a corpus (i.e., a large collection) of texts. It is
this subfield of NLP that is addressed in the following sections. The topics of the
sections are selected according to the extent to which mathematical principles are
used. Such selection cannot, of course, cover the complete domain of NLP—Iess
formalizable aspects are omitted.
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6.1 Word Embeddings

For a language processing system based on a real-valued representation (such as
neural networks), all input data must first be transformed into a numerical repre-
sentation. Unlike numerical data or data that already have an inherent numerical
structure, such as images where each pixel can be specified by a vector of values
for each color channel (e.g., three values for RGB), sentences have no such obvious
scheme.

A major task in NLP is therefore the transformation of text into a sequence of
real-valued vectors. The vectors are usually determined at word level. This is done
by assigning a vector to each word position in the text sequence. However, there are
also some recent approaches which reduce the granularity of the vectors to single
word parts (so-called subwords or wordpieces) [33]. In order not to go beyond the
scope of this book, we will focus on vector representations for discrete words.

A simple vector representation of a given word can be created by constructing a
vocabulary V which contains a list of all potential words. Since it is not feasible to
determine all possible words in advance, the vocabulary is often constructed with
the most frequent words up to a predefined vocabulary size v. In addition, a special
OOV token is often used to represent all other words that are not in the vocabulary:
V =[wi,...,wy_1, OOV].

By assigning each word wj; to its index 7 in the vocabulary, we can transform these
numbers into so-called one hot encoding vectors [31]. Such vectors solely consist of
0 values and a single value of 1 at the particular position i of w; in the vocabulary.
In this way, any word w; € V can be transformed into a vector ¢; = [0i1, ..., Ojp]
of dimension v which has the following properties:

eo0;j=1 for i=j;and
00;j=0 for i#j

Note that the representational power of these vectors is very limited. They solely
capture information about a word’s position in the vocabulary which can be arbitrary.
Furthermore, the vector representations are sparse vectors of high dimensionality de-
termined by the vocabulary size v. They allow no meaningful mathematical definition
of similarity. Since all such vectors are mutually orthogonal, the vector product of
any two vectors representing different words is zero. For a representation to be useful
for semantic processing, we aim for a dense representation of real-valued vectors
with low dimensionality that can express the similarity between words in different
contexts [31].

Word vectors mostly serve a higher goal through providing an initial representation
within a larger mathematical model to solve a certain task. Thus, they are usually
not evaluated themselves, but only in terms of how well the task could be solved by
them. This makes it very difficult to give a general guideline about what properties
word vectors should have and how to assess their quality.

However, commonly observed properties of word vectors that led to good down-
stream performance have shown that they
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e capture the syntactic and semantic information of a word;

e preserve syntactic and semantic similarity, meaning that similar words are to be
represented by similar vectors (e.g., synonyms) [25]; and

e model their syntactic and semantic usage in different contexts (e.g., polysemy) [23].

The latter addresses the very important concept of context, where two words are
assumed to have similar meanings when they appear in similar contexts. Consider the
words “beagle" and “terrier". They may often co-occur with words such as “bark",
“leash," or “hunt". Both words are nouns and therefore may often appear as subjects
or objects in a sentence. Because of their similarity, these words are expected to have
a small distance between their corresponding word vectors in the vector space.

There exist many possibilities to create word vectors. They can be generated
using matrix factorization methods of a global co-occurrence matrix which consists
of pair-wise count values on how many times two words appear together in a specific
context window [22]. In many cases, however, word vectors are learned hidden
representations within a larger neural network. In this context, they are often referred
to as word embeddings [31]. They typically form the very first layer of a series of
stacked layers in a neural network architecture. During training, word embeddings
are learned along with all other model weights, optimized for the task the network
is intended to solve (e.g., text classification) or a set of general pretraining tasks that
foster good task-independent representations.

When used as the first layer in a neural network, often the desired properties of
word embeddings are not formed until the subsequent layers. This is especially true
when the input sequence does not process words but subwords. In this case, the
semantics of a word would result from the combined processing of its subwords
further down in the neural network [5]. For this reason, and despite their simplic-
ity and inherent shortcomings, vocabulary-based one hot encoding vectors are still
predominantly used as input vector representations in neural architectures to create
word embeddings with lower dimensionality.

In the simplest case, this can be done by a single linear transformation described
by a (v x d) weight matrix M which is learned during the training process. Thereby,
the embedding dimension d is usually set to a value that is significantly smaller than
the vocabulary size v, e.g., 300. For each word in the vocabulary, its embedding
vector x; corresponds to the i-th row in M.

This transformation can be described as follows:

x; = Mt 6.1)

where ¢; is the one hot encoded vector for word w;. If the NLP system has the form
of a neural network, this process of mapping vocabulary-based indices to vector
representations is often referred to as an embedding layer [31].

In addition to word embeddings that capture semantic and syntactic context, infor-
mation about the order of words in the sentence can be passed as extended input into
the network. This information is especially useful when the mathematical operators
in the network are not position aware, meaning that they process each element in the
input sequence in the same way.
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The positional information can be supplied in the form of an additional learned
vector p; (or position embedding) which has the same dimensionality as the semantic
embedding vector x;.

X\ =xi+pj (6.2)

In the simplest case, p; can be constructed analogously to x; by having its own
embedding layer. Instead of considering word positions in the vocabulary, this layer
uses the absolute word positions in the input sequence to learn a vector representation
associated with each input position j. As a result, same words that occur in different
positions in the input sentence will have different embedding vectors x7* [8].

It is intuitively clear that in the most cases, it is the relative position between two
words that is decisive for the semantics, rather than the absolute one. One possible
approach is to rely on finding out the relative position by learning. An alternative
is to express the relative position directly. It is clear that this cannot be done for a
single word but only for a pair of them. For this reason, processing relative positions
usually resembles the mathematical definition of a similarity concept between word
pairs, which is discussed in the following chapter.

6.2 Semantic Similarity

Processing natural language with a focus on semantics requires the possibility to
recognize which semantic representations are close to each other. For example, syn-
onyms are expected to have such close, or almost identical, semantic representations.

To resolve ambiguities (which are very frequent in natural language if observed
on the word level), it is helpful to pick up words or phrases that can contribute
to such disambiguation. In other words, parts of the sentence that are relevant for
the semantics of a given word have to be identified. For this goal, similarity of
representation is a useful tool.

When words are represented as numeric vectors, mathematical definitions of sim-
ilarity can be used. A straightforward way to assess vector similarity is a vector
product. If word A is encoded by vector v4 and word B by vector v, their similarity
can be measured by their vector product:

wap = v4'vp. 6.3)

A better insight to the interpretation of such weights is provided by the concept
of projection. Every vector can be decomposed to (1) a part showing in a predefined
direction and (2) a part showing to a direction orthogonal to the predefined one. This
is depicted in Fig. 6.1.

Here, vector vp has a part showing the direction of vector v4, which is denoted
as vp|a. Itis called the projection of vg onto v4. The more similar the directions vpg
and vy are, the longer is the projected part vg|4. If the direction of both vectors was
orthogonal, the projection would be zero.
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Fig.6.1 Orthonormal
projection of vector vg onto
vector v
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N \
4
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The algebraic description of this relation is
vav4’ vavA’ va'vp vA
VB|A = VB = ———UB = U4 = WAB (6.4)
lvall vA'vA lvall  llvall

The first two terms correspond to the usual form of a projection operator. The last
term is in the form of a normalized vector v4 weighted by the weight w4p. For a
lexical pattern (e.g., a word) B, vg|4 shows its “part" that is related to word A.

A derived measure is the normalized cosine similarity which quantifies vpj4 be-
tween -1 and 1. It is very popular because it is independent of the length of the two
vectors v4 and vp. Cosine similarity corresponds to the cosine of the included angle
6. A value of -1 indicates the exact opposite, with both vectors pointing in opposite
directions, while 1 indicates maximum similarity, with both vectors having identical
directions. The value O represents orthogonality of both vectors.

. va'vp va'vp
Wpp = = / ’
lvallllvell  va'vavpug
To summarize, w4 g and w’; 5 express how similar the words A and B are. Seeking
the semantics of word A, all other words B can be scanned for similarity to help to

disambiguate the semantics of A. These similarity measures can be used as a weight
of relevance of B.

(6.5)

6.3 Recurrent Versus Sequence Processing Approaches

An important concept in NLP is the notion of context, which means that words can
have different meanings in different linguistic relationships. As an example, consider
the word “bark”, which can refer to a tree’s outer layer or to the sound that a dog
makes. However, its meaning can be inferred by the context in which it is used.
For example, in the sentence “The dog likes to scratch the bark of the tree.”, the
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preposition “of” indicates that “bark” must be a part of the tree. In this context, the
work “bark” is used as a noun, as opposed to the verb “to bark”.

Another important characteristic of language processing is the sequential text
flow. Any text or speech has a natural order in which the words are written, read,
or spoken. In simple tasks, e.g., classifying products into specific categories based
on their descriptions, it may be appropriate to ignore this sequential information,
especially if one assumes that certain keywords are good predictors on their own. In
this case, a simple numerical encoding of the set of words in the product description,
a so-called bag-of-words model [20], could be sufficient as an input representation.
However, it has been clearly shown that considering the natural order of the text leads
to much better text comprehension, especially in more complex tasks [34]. We can
easily see how the meaning of the word “bark” becomes ambiguous as soon as we
consider the sentence “The dog likes to scratch the bark of the tree” as an unordered
set of its words { “the”, “dog”, “likes”, “to”, “bark”, “scratch”, “of”’, “tree” }.

All in all, the semantics of particular text positions (subwords, word, or phrases)
should be determined not only by itself but also through other positions. Furthermore,
the order of the positions should be taken into account.

This suggests the possibility to view semantics of a certain position as a function
of a text window around this position. When processing long sequences or sequences
that are still being generated (e.g., in fext generation tasks), we usually only have
access to the previous positions that have already been processed. This is usually
denoted as left-to-right processing. So in the above sentence “The dog likes to scratch
the bark of the tree”, the semantics of “bark” would be a function of, e.g., “The dog
likes to scratch the bark”. However, if the complete text is available at the time of
the analysis, also the subsequent positions can be included and contribute to the
disambiguation of semantics.

This trivial example suggests the problems that can be expected to occur:

o Itis difficult to determine the size of the sequence capturing the genuine meaning.

e The relevance of individual words in the sequence strongly varies.

e Assigning a particular role to a position in the sequence is not possible since the
positions are frequently interchangeable within the framework of the language
grammar.

Because of these particular properties of NLP, it is important to find an appropri-
ate representation for the natural language flow. This has been a research topic for
decades, with many different approaches [16].

Generally speaking, text processing can be viewed as an instance of dynamic
system modeling as discussed in Sect. 2.3. This suggests which general representation
options are available for the modeling.

Viewing the semantics of a text position as a static function of its predecessors
corresponds to a mapping whose input is a text sequence up to the current one, the
output being the semantics of the current position. Treating a text sequence in this
way is analogous to the FIR of Sect. 2.3. A typical neural network implementation
is feedforward (see Sect. 3.2).
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From the viewpoint of the dynamic system theory, it is not unexpected that an
alternative approach to text processing is also available. It is an analogy to the IIR.
In this approach, a recurrent model is used whose internal state depends on its own
past values. A typical implementation is by a neural network of the type described
in Sect.3.3.

Although both processing alternatives go beyond the basic variants of feedfor-
ward and feedback networks, they share some of their favorable and unfavorable
properties:

e Direct processing of the text sequence requires input vectors of considerable size
(up to hundreds of words). On the other hand, their feedforward character avoids
problems of instability or oscillatory behavior.

e Recurrent models receive input vectors of moderate size corresponding to a word
or its immediate neighborhood. The representation of past inputs is expected to
be formed in the internal state (which is generally true for dynamic models of this
type). However, there is a substantial danger of instabilities or oscillations that are
not always easy to detect and eliminate.

In the following sections, prominent examples of both approaches will be briefly
presented: the recurrent approach in Sect. 6.4 and the sequential approach in Sect. 6.5
through Sect. 6.7.

6.4 Recurrent Neural Networks

While sequence processing was a common practice for the first attempts, the recurrent
approach became dominant for a long time. This was mainly due to so-called Re-
current Neural Networks (RNNs), which are theoretically able to process sequences
of arbitrary length. However, they became successful only after some modifications
of RNNs had been developed, which, through various adjustments, were actually
able to handle long-ranging dependencies between words in practice. Probably the
most prominent representative of this genus are Long Short-Term Memory Neural
Networks (LSTMs) which were introduced by Hochreiter and Schmidhuber [13].

Their development made RNNSs to important building blocks everywhere where
input sequences of arbitrary length need to be processed or transformed into new
output sequences. This is especially true for natural language and audio processing
applications, where RNNs can be used to generate text from a given text sample,
translate texts into another language, or generate transcriptions from an audio record-
ing [7,24,29]. RNNs process each word of the sequence in a particular order, usually
from left-to-right in a unidirectional fashion. Thereby, the internal or hidden state
h;, which is supposed to represent the semantics of the words already processed, is
continuously updated for each position ¢ while producing an output.

Let x; denote the vector representation of a particular word in the input sequence,
y; the vector output at that particular position, and 4, the vector of mentioned hidden
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states. Then, RNNs are very similar to the definition of discrete linear systems in
state-space form, as described in (2.73) and (2.74) of Sect.2.3 [7]:

hy = H (hi—1, x1—1) (6.6)

yr =Y (hy, xt) 6.7)

(In the recurrent network community, it is usual to denote the input as x, in contrast
to the dynamic system literature referred in Sect.2.3, where x is the state and u the
input. In addition, indices in 6.6 have been shifted in order to view the hidden states
as a result of past hidden states and inputs.)

However, there are differences in the mathematical formulation. First of all, in
RNNSs (see 6.8 and 6.9), H is typically represented by a parameterized nonlinear
function instead of a linear function. This function can be arbitrary complex. Sec-
ondly, the internal state /, is defined as directly dependent on the current input x; as
opposed to its previous value x;_j. Finally, x; was removed from the equation used
to calculate the output y;. In linear dynamical systems, this dependence of y; on x;
indicates the “feedthrough” (the non-dynamic influence) of the input on the output.
In RNNs, however, this influence is retained by y; depending on the hidden state #;,
which in turn depends on x;. In summary, both representations can be considered
equivalent except for the nonlinearity, with only differences in notation and indexing:

hi = H (hi—1, x¢) (6.8)

ye =Y (hy) (6.9)

It is worth mentioning that in RNNs, there is often no notion of an external output
besides the hidden state that is passed into the computation of the next state. In
this case, Y takes on the identity function id (x) = x and the hidden state h; is
thus denoted as the output y, which is then used to calculate the next hidden state
hegt [13].

The repetitive or recurrent calculations of 4 in RNNs, which in turn are based
on previous calculations of 4, can be visualized as a successive chain of calculation
blocks as depicted in Fig.6.2. Here, a block is determined by the two calculations
of h and y and is usually referred to as as a cell (or memory cell in LSTMs). The
different cells in the chain do not represent different cell instances with their own
learnable weights, but visualize the same calculation continuously over time for
different inputs (e.g., words in a sentence).

In theory, the recurrent structure allows to process sequences of arbitrary length,
enabling the model to access previous information in a sentence up to the current
word. This allows the semantics of a word to be disambiguated by words that do not
necessarily reside in the immediate vicinity. In practice, however, it has been shown
that simple RNNs lead to vanishing gradients over long-ranging dependencies. This
is a serious obstacle for learning by numerical optimization methods.
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Vanishing gradients denote a problem that occurs if the derivatives of the error
function are chained through a nested structure such as a layered neural network.
Nested nonlinear activation functions lead to diminishing derivative size, in particular
if saturation segments of the functions’ range are involved. In RNNss, the derivatives
are recursively passed through the same neural network (by feedback), resulting
in a particularly long chain that can cause the gradients to vanish as they become
smaller and smaller. As a consequence, RNNs are known to have difficulty learning
long-range dependencies [14].

As aresult, several variants of RNNs emerged that address this problem of RNNs’
short-term memory. Often, they introduce additional states that can be controlled by
the network by so-called gates that determine which and how much information from
the states should be updated. One example is LSTMs [13], which use an additional
state ¢ that fosters long-term memory by being updated only selectively. As a result,
the single RNN state vector / from 6.8 is replaced by two state vectors, & and c:

hy = H (h—1, ¢, ¢1) (6.10)
¢ =C(h—1,x,¢-1) (6.11)
e =hy (6.12)

In LSTMs, Y is represented by the identity function where the hidden state 4, is
returned as the output. For updating the memory state ¢; and controlling the output
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yt, specially designed gates are used inside of H and C. In their basic form, LSTM
gates G; consist of a neural layer with a sigmoid function o':

he—1
Gi (hi—1,x) =0 (Wihi—1 + Wexi + b)) =0 | Wi | @ | +b (6.13)
Xt

In the latter representation, vectors /;_1 and x; are vertically concatenated, while
W; substitutes the horizontal concatenation of weight matrices Wy, and W,;,.

The output of a gate represents a weight vector that can be used to determine
which and how much information to let through. By using a sigmoid function, which
returns values between O and 1, the resulting vector values can be understood as
percentage weights. In LSTMs presented by Gers et al. [9], there are three types of
gates:

fr = Gy (hi—1,x1) i =Gi(h—1,%) 0 =Gy (hy—1, %) (6.14)

e The forget gate f; controls what and how much information should be neglected
from the previous memory state c;—1 (see 6.16). It opens the possibility to free up
old context information that is no longer relevant.

e The input gate gate i; controls what and how much information from the input is
written to the memory state ¢; (see 6.16). It gives a sense of how important certain
aspects of the current input word are for the current context.

e The output gate o, controls what and how much output information is read from
the memory state ¢; (see 6.15). This selected information, passed to the next state
computation, can help process the next word in the sequence.

hy =y = H (hy—1, x¢, ¢;) = 0 o tanh (¢) (6.15)

¢ =Chi—1,x,¢-1) = froc—1+i0 Cc* (he—1, x1) (6.16)

where o is the element-wise or Hadamard product operator and C* is defined as
follows:
C* (hi—1, x;) = tanh (Wy, he—y + Wy, x; + b) (6.17)

The gate values are produced by a sigmoid function, which determines how much
information should be written or read from the memory state ¢ on a scale from 0
(no pass-through) to 1 (full pass-through). The actual value to be written or read is
passed through the tanh (tangens hyperbolicus, see Sect. 3.1) function which is close
to a linear function in a close environment of zero argument and saturates at — 1 and
1. It produces negative and positive values between — 1 and 1. In other words, the
state vectors & and c are updated by saturated, weighted functions of the input and
the state [10].

Using saturated activation functions such as sigmoid and tanh is a usual nonlinear-
ity representation in neural networks. It prevents the activation values from growing
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arbitrarily if passed through multiple layers. For recurrent networks, it additionally
helps to avoid infinite growth (up to numeric overflow) if the network parameters
imply instability. However, as briefly discussed in Sect. 3.3, the instability is not
genuinely removed but only “shadowed” by saturation (see Fig. 3.10).

This mathematical formulation of an LSTM is intended to give a rough overview
of how LSTMs work. It represents one of the first LSTM versions in a series of
improvements and changes, which cannot all be covered in this book. For example,
further corrections have been made by the authors, such as the integration of peephole
connections, whereby the gates can also be controlled by the memory state ¢ in
addition to & and x. Another well-known variant is GRUs [7], which have a simpler
structure. Here, only one internal state 4, is used, while a new state h} is proposed
every time a word is processed. An update state decides whether the current state /4,
should be updated with the new hidden state h; and a reset gate determines whether
the previous state 4, is ignored when computing ;.

So far, we have encountered RNNs as an important representative of unidirectional
language models where the input sequence is traversed in a certain order (here: left-
to-right). In this case, only information from previous positions can be accessed while
processing a position in the input sequence. If the sequence consists of a complete
sentence, this restriction can lead to the fact that important words later on in the
sentence, which contribute to the semantics of the current word, are not taken into
account. Therefore, it is not surprising that so-called bidirectional language models
have also been developed. These are no longer subject to this limitation and are
able to access past positions as well as subsequent positions in a given sequence. In
the field of recurrent processing, this can be solved with an additional RNN, which
processes the sequence in negative time direction (right-to-left). By combining a
left-to-right RNN with such a right-to-left RNN, the resulting model can be trained
in both directions simultaneously. These bidirectional models have outperformed
unidirectional RNNSs, especially in classification and regression tasks [27].

Despite their long success, recurrent models still suffer from the unfavorable
mathematical properties already elaborated in Sect. 3.3. These factors have therefore
recently led to the revival of sequence processing. A prominent example of a bidi-
rectional sequence processing approach is the system BERT [8] with an excellent
success record throughout a broad scope of NLP applications. Underlying mathemat-
ical principles of some of its innovative features will be presented in the following
sections.

6.5 Attention Mechanism

The revival of simultaneous text sequence processing brought about the problem
known from FIR filters: the length of the filter input is substantially larger than that
of a IIR filter and so is the text sequence input. Since many words in such a long
sequence may not directly contribute to the meaning of a single selected word, it
makes sense to focus on those where the chance for relevance is high. This can be
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viewed as an analogy to the cognitive concept of attention—we pay attention to what
we consider to be probably important.

An attention mechanism can be used in order to focus on relevant elements during
sequence processing. In contrast to pure FIRs, the attention mechanism does not
always assume that the output depends only on a fixed-size region of past input
values, but can process the entire input sequence including subsequent words at
once.

The goal of the attention mechanism is to learn important regions of the full input
sequence. This is done by defining an attention distribution over all positions in the
input sequence where high values indicate positions with high importance. This dis-
tribution is then used to perform a weighted selection over the input sequence [2, 17].

Letv = [vy, ..., v,] represent a sequence of input vectors. Then, the output of
an attention mechanism (often called context vector) c is defined by the weighted
sum of the inputs ¢ = Y _"_, ; v;. Instead of a single output, an attention mechanism
usually calculates a sequence of context vectors that are used in different contexts.
Hence, each context vector ¢ has its individual distribution over the input sequence
thus focusing on different areas of the input:

n
Cj =Zajivi (6.18)
i=1
An attention weight «j; thereby defines the importance of an input vector at
position i with respect to the output position j. Together, all attention weights form
a distribution of relevance over the input sequence. One way to achieve this is with
help of the softmax function:

el
aj = —Z}Z:l e (6.19)
where
eji = f(qj, ki) (6.20)

represents an alignment model that defines how well the inputs around position i
and the output at position j match [2]. The alignment model could be any similarity
measure of two vectors ¢g; and k; as described in Sect.6.2, or a more complex
model like a feedforward neural network. To account for measures with different
value ranges (e.g., the similarity measures of Sect.6.2 can return both positive and
negative values), the softmax function ensures that the resulting weights are positive
numbers between 0 and 1 that sum up to unity. This corresponds to a probability
distribution with n possible outcomes (for each position in the input). Usually, a
simple matrix product is used to calculate the similarity between ¢; and k;, often
scaled by the embedding dimension k:

q;'ki
vk
As a result of the properties of the vector product, this similarity metric leads to
either positive or negative sign. Negative sign with a large absolute similarity value
occurs if g; and k; show in opposite directions. It is not simple to decide what is
“less similar’:

6.21)

€ji =
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e the opposite sign case (possibly corresponding to opposite meaning which may
point to the same semantic category); or

¢ the similarity close to zero, that is, orthogonal vectors (possibly corresponding to
meanings that have nothing to do with each other).

Taking attention weights proportional to the exponential function of the similarity
measure classifies the opposite sign case as less similar than the orthogonal ones
(similarity close to zero). This should be kept in mind if softmax weighting concept
is used.

Intuitively, the attention mechanism for a single output c¢; can be seen as a kind
of fuzzy database search where database entries are stored as key-value pairs. It
is helpful to think of the keys as something that has an encoded meaning, such as
named keys used in a JSON-object structure: {“key”: value}. For example, consider
the following database which consists of food prices per kilogram, e.g., {“oranges”:
2}, {“walnuts”: 20}, and {“nutmeg”: 30}. When receiving a database query (here:
“peanuts”), the goal is to find entries whose keys are similar to the query. The higher
the similarity, the more relevant we would consider the item to be to the query.
Similarities to the queries can be calculated using an alignment model f. Let’s
assume the following similarities, on a scale from —1 to 1:

LEIT3

f (“peanuts”, “oranges”) = —0.7

f (“peanuts”, “walnuts”) = 0.8

LEIT3

f (“peanuts”, “nutmeg”) = 0.6

Once the relevant items are identified, we would use their values for the final
result. In the attention mechanism, we would not return a list of results, but a soft-
selection of the input values using a weighted sum. In our example, this corresponds
to an average kilo price for items that are similar to “peanuts”:

—-0.7
e
o (“peanuts”, “oranges”) = ~0.11
P & e 07 + o08 1 ¢06
eO.S
o (“peanuts”, “walnuts”) = ~ 0.49
p 607 1 ¢08 1 606
60'6
o (“peanuts”, “nutmeg”) = ~ 0.40

e—0.7 + e0.8 + e0.6

LEINT3

¢ = a (“peanuts”, “oranges”) v (“oranges”)

LEIT3

+ o (“peanuts”, “walnuts”) v (“walnuts”)
+ o (“peanuts”, “nutmeg”) v (“nutmeg’)
=0.11-240.49-20+0.40 - 30

=22.02
Because of this analogy, the vectors for the alignment model f(q;, k;) are often

referred to as query vectors q; and key vectors k;, while the vectors of the input
sequence v; are often called value vectors [30].
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6.6 Autocoding and Its Modification

If the purpose of an algorithm is not a particular application but rather delivering
an appropriate representation for broad scope of NLP tasks, a possible method is to
look for a good encoding in the sense of Sect. 2.5.2. Optimal encoding consists in
finding a transformation of input vectors to a low-dimensional space such that an
inverse transformation back to the original space fits the input in an optimal way.

BERT [8] modifies this principle by trying to fit only a part of the reconstructed
input. This principle is called masking. The BERT mapping through multiple Trans-
formers is trained to predict parts of the input sequence from which some randomly
selected words are left unknown. It can be expected that this task is easier than pre-
dicting the complete text sequence, alleviating the huge computational burden for
training. A precondition for this principle, as for every encoding, is that intermediary
representations in the system have lower dimension than input and output. Otherwise,
an identity mapping would be the optimum solution.

6.7 Transformer Encoder

There is a broad variety of architectures for language processing, and it is beyond
the scope of this book to discuss even a small representative selection of them.
However, it is certainly interesting to show what such an architecture may look like
in more detail. To present a prominent example, the successful concept of the so-
called Transformer architecture [30] has been chosen which is build upon the already
presented concept of attention in Sect. 6.5.

The first NLP attempts that adopted attention for sequence processing utilized the
attention mechanism in combination with recurrent approaches as a way to process
sequences of hidden states that have been produced with RNNs such as Long Short-
Term Memory Neural Networks (LSTMs). Thereby, instead of using only the last
hidden state as a meaningful representation of the full sentence, attention mechanism
allows to selectively access information from all hidden states by focusing on the
most relevant positions only. Another advantage of using attention mechanisms over
recurrent methods is that they shorten the paths of forward and backward passes in
the network, leading to better learning of long-range dependencies [2,30].

In 2017, Vaswani et al. [30] introduced the Transformer architecture which uses
a novel encoding mechanism that relies solely on attention mechanisms without the
need for recurrence. In this chapter, we will focus on one of the key elements of the
Transformer, the Transformer encoder.

Intuitively, we can formulate the goal of such a Transformer encoder as transform-
ing initial input vector representations x; into new context-aware vector representa-
tions y;. While the inputs x; may (or may not) capture general syntactic or semantic
information about a word, the output vectors y; are expected to further model their
syntactic and semantic use within the given sentence, thus making them aware of
their context [35]. This property is mainly achieved by using multiple layers of at-
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tention mechanism that process the whole input sequence in a bidirectional fashion.
Thereby, the output representations y; are learned by jointly observing context from
left [0, ..., i — 1] and right positions [i +1, . . ., n]. By considering both left and right
context, Transformer encoders have been successfully used by the system BERT [8]
to produce contextualized representations when trained on large text corpora, using
a number of different pretraining tasks. These contextualized representations differ
from other context-independent representations in a way that they allow the model
to be interpreted differently in different contexts [23,35]. As a result, they are very
well suited to be used for a broad scale of NLP applications.

The main structure of a Transformer encoder is visualized in Fig. 6.3.

When processing text, the inputs for the first encoder layer x; usually correspond
to specific vector representations of particular text tokens (e.g. a words or subwords
in a sentence). Since attention mechanism processes each vector regardless of its
position in the input sequence, each of these representations is usually combined
with a positional encoding vector that captures the natural order for each token in
the sentence. After that follows a stack of multiple attention layers, the Transformer
encoder layers. A single Transformer encoder layer receives a fixed set of input
vectors x = [x1, ..., x,] and outputs the same number of vectors y = [y1, ..., yu]
with the same dimensionality. Usually this dimension is set to dpode] = 512. Due
to their uniform format of inputs and outputs, encoder layers can be stacked in an
arbitrary sequence to increase model complexity. Thereby, an encoder output serves
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as the input for the subsequent encoder layer. The final outputs y; of the encoder
stack can then be used as new token representations for task-specific neural network
architectures, e.g., for text generation, sequence tagging, or text classification.

Since the Transformer encoder layers have become one of the fundamental build-
ing blocks of today’s NLP architectures, we will now formally describe them in more
detail.

The typical structure of a Transformer encoder layer consists of two main sublay-
ers: a multihead self-attention layer and a position-wise feedforward neural network.
The full pipeline is depicted in Fig. 6.4. We will now describe each of the sublayers
in more detail.

6.7.1 Self-attention

In the self-attention layer, an attention mechanism is used to generate new vector rep-
resentations z = [z1, .. ., 2, ] for a given sequence of input vectors x = [x1, ..., x,]
with z;, x; € Rmodel Since attention refers to words from the same sequence as the
word for which we want to generate the new representation, the attention mechanism
utilized here is often called self-attention [30].

In the self-attention layer, we calculate context vectors ¢; from the input sequence
x exactly as described in Sect.6.5. However, in self-attention, the three different
“roles” of query, key, and value do not come from different places, but are all cal-
culated from the input x; which corresponds to the output of the previous encoder
layer. Here, each input vector x; is considered to represent all three different “roles”
of query, key, and value simultaneously: x; = g; = k; = v;. Prior to calculating the
attention output based on g;, k; and v;, it has been proven to be beneficial to linearly
project these vectors into smaller dimensionalities depending on their role. This is
done by multiplying the vectors by three projection matrices W2, WX, WV that will
generate query, key, and value vectors of smaller dimensionalities, e.g., dx = 64,
dy = 64 with ¢}, k¥ € RI% and v* € RY:

gt =W, k=Wwrik, v'=w"y (6.22)

where W2, WK are of size dx X dmodgel and WV of size dy X dmodel.

It is these linear transformations that define the three roles which a token plays
in the attention processing and in the following algorithmic steps. Note that per
definition, the attention mechanism itself has no trainable parameters. Instead, the
actual training is done by learning the vector representations of queries, keys, and
values which requires to learn the elements of weight matrices we WK and WV,

To create a context vector for position j, a weighted average of all values v} is
formed with respect to weights o j; which express the similarity between input tokens
x; and x;, or, more exactly between the query q; for position j and the key k7 for
position i (see Sect.6.5).

n
cj=Y ajv} (6.23)

i=1
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Note that by using different matrices for queries W€ and keys WX, an asymmetric
similarity concept is used. This means that the similarity of output position j to input
position i is not equal to the similarity of output position i to output position j. This
can be justified in many cases. For example, a noun might be more relevant for
encoding a preposition than the other way round. However, it does not necessarily
lead to a maximum or even sufficiently high similarity of a token to itself, as would
be the case with a symmetric similarity definition. If symmetric case was preferable,
it could be reached by using equal matrices WX = W€,

By attending both left and right positions in the input sequence, the process of
encoding a context vector ¢ learns which input positions are highly relevant for this
task, thus making the resulting vector c¢; aware for bidirectional context. For NLP,
it is assumed that using self-attention, textual dependencies can be learned easily,
e.g., coreferences. As an example, when encoding the input token “she” in the sen-
tence “Janine told Paul that she liked his presentation”, the attention mechanism could
learn that the pronoun “she” refers to the person “Janine” and therefore consider this
position as highly relevant.

Since we can expect many of these implicit dependencies to appear in text, multiple
self-attention mechanisms are commonly applied in parallel. Multiple applications of
self-attention mechanisms are referred to as attention heads where H is the number
of attention heads. Multiple heads can be regarded as multiple views of relevance of
individual tokens.

The calculation of the context vectors c; so far can be seen as the result of one
attention head. Different attention heads will perform the same attention operation
based on the same input sequence x. However, each attentionhead 2, h € [1, ..., H]
has its own set of query, key, and value matrices WhQ, Wf , and Whv which will be
learned during the training process. As a result, each head generates its own set of
context vectors head, = [cj1, ..., chn] that may learn different dependencies in a
sentence. Here, cj,; denotes the context vector for position j and head h.

Finally, the output vectors z; are generated by transforming all context vectors
from all heads back to the larger dimension of dmogel. This transformation is done
by a dmodel X hdy matrix W 9. More exactly, this matrix can be seen as a horizontal
concatenation of head-specific dpodel X dy matrices Who. If multiplied by vertically
stacked context vectors cyj, ..., cgj, the transformed output vector at position j is
received over all heads:

Clj H
=Wl wql| =D Wl (6.24)
cHj h=1
Together with the head-specific computation of context vectors:
N N
chj = Zahj,'vﬁi = ZOéhji Wy x; (6.25)

i=1 i=1
Wwe receive:

H H N H N
2= Wlenj=Y WIS aniWyxi =Y WEWY > anjixi  (6.26)
h=1 h=1 h=1

i=1 i=1
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We will denote this particular layer of the Transformer multihead self-attention:
z;j = MultiHeadAtt (x Iz x) (6.27)

The fact that matrices Whv and Who appear only in the product Who V= Who Whv
suggests that it may be obsolete to consider these matrices separately. Instead, the
product matrix WhOV would be learned by fitting to data. The decision which alter-
native is more appropriate depends on the dimension dy of the value vector and its
ratio to the dimension dp,ode1 Of the model vector.

Product matrix WhOV has dﬁlode] elements, and thus there are equally many free
parameters. Both individual matrices have together 2d,oge1dy elements. These pa-
rameters are partially redundant since taking M WhV and WhOM ~1 instead of Whv
and WhO leads to identical results. So the number of effective degrees of freedom
i8 2dmodeldy — d‘z,. Obvious consequences are that it is always preferable to seek
the product matrix if dy > dmodel, While it is more economical (and thus better
tractable by numerical algorithms) to represent the product by both factor matrices if
dy < %dmodel. The intermediary case is difficult to analyze if there is no possibility
to remove the redundancy in matrix elements.

There is also a representational aspect of using relatively small dy. It amounts
to extracting a concise feature set of relatively low dimension dy from the model
vectors with relatively high dimension dpoge]- Attaining this may be itself valuable.

6.7.2 Position-Wise Feedforward Networks

Besides self-attention, each encoder layer uses a feedforward network which trans-
forms the self-attention outputs z ; into new vectors y ;. The network is called position-
wise since it applies the same transformations for each position j. It consists of two
linear transformations and the nonlinear ReL.U activation function that processes the
output of the first linear transformation. The inner dimension of the hidden layer
dinner 1s usually of higher dimensionality than the model dimension of the input and
output dimodel, €-8-» dinner = 2048 with diodel < dinner-

yj = PFF(z;) = WoF (Wizj + by) + by (6.28)
where F is the ReLLU activation function:
F (x) = max (0, x) (6.29)

6.7.3 Residual Connection and Layer Normalization

In the previous subsections, the main functional components of Transformer have
been described. Besides them, some architectural features are worth mentioning that
have the aim of improving the convergence of numerical optimization algorithms.
They are employed within the Transformer encoder layer but can also frequently
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be encountered outside of Transformer architecture. Commonly used measures in-
clude residual connections and layer normalizations. For example, Vaswani et al.
[30] use residual connections, followed by layer normalization at two points in the
encoder layer: after self-attention and after the position-wise feedforward network

(see Fig.6.4).
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6.7.3.1 Residual Connections

Residual connections aim to substitute the functional approximator y = f (x, p)
of an input x with parameter vector p by an approximator y = x + g (x, g) with
parameter vector g. The frequently cited motivation for this is by the intuition that
optimizing g (x, q) is easier than optimizing f (x, p), especially when the sought
mapping f is close to the identity function id (x) = x. This means that instead of
learning the desired mapping f (x, p) directly, g (x, ¢) learns the difference of how
much the input x needs to change: g (x, q) = f (x, p) — x. By adding the so-called
residual connection [11] x to the newly learned mapping g, the identity function is
now modeled explicitly and no longer needs to be learned by f. Some researchers
advocate the importance of representing mappings close to identity. In particular,
the initial state of weights close to zero corresponds to the zero function, while with
residual connection, it is close to identity.

To support this argument more exactly, the gradients can be observed. The gra-
dient of the objective function E with regard to the output y is %—f For easiness of
explanation, the mappings will be used in their linearized form, that is y = Px and
y = x + Qx, which can always be done at the given parameter point.

The gradients with regard to the input, which is necessary for the backpropagation
to the previous layer, are

dE 9 0FE
IEoy _ %% (6.30)
ady ox ay
and
3E8y_8E(I+Q) 631)
dy dx  dy ’

It can be argued that matrix Q is numerically better conditioned than P, which
possesses a dominant main diagonal with small off-diagonal elements—as long as
the mapping sought is close to the identical mapping.

For dynamical, i.e., recurrent, systems as presented in Sect. 2.3, the assumption
of closeness to identity is natural. It is justified by the fact that the state-space rep-
resentation 2.73 of the transformation during a single time step mostly implies that
the state change during this step is small. Otherwise, fast subprocesses would not be
captured.! How far this assumption is also appropriate for static, non-recurrent deep
networks, depends on specific application architectures and good reasons in favor of
large network depth.

Another justification of the residual connection concept is the vanishing gradient
phenomenon in deep (i.e., having many stacked hidden layers) networks. The A-th
layer can be represented as a mapping

y=1Ix+ Fy(x) (6.32)
with [ being the identity matrix, x the layer input, and y the layer output. Assuming

linearity (e.g., if the mapping F is linearly approximated around its argument x),
6.32 can be written in the operator notation

y=Ix+Fyux=U+ Fp)x (6.33)

! This is the consequence of the Nyquist theorem known in the control theory.
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where Fx corresponds to the function representation F (x). In this notation, nested
functions F (G (x)) are written as a product FGx.

The stack of such layers for h = 1, ..., H is represented by the product
H
y= (]_[ I+ Fh)) x (6.34)
h=1
The operator in parentheses can be expanded to the form
I+) B+ Y FiFi+-+ [] F (6.35)
h<H i<j<H h=H,...,1
It is a sum of products of H operators Fy,, for h = 1, ..., H, which includes all

single operators Fj, all pairs, all triples, etc. A conventional, non-residual network
would correspond to the last term [ | n=mn....1 Fn- Here, the reverse index order results
from the nesting order—operators with lower indices are nested within (and therefore
executed before) operators with higher indices.

In terms of neural network architecture, the decomposition 6.35 can be thought
of as a set of networks with a common input and an output formed by the sum over
all networks of the set. The networks would be, in particular

an identity single-layer network (with a unit matrix of weights);
H single-layer networks (with no hidden layer);

° w two-layer networks (with one hidden layer);
corresponding numbers of multilayer networks of depths 3 to H — 1;
one network with H layers (i.e., H — 1 hidden layers).

(The artificial distinction between the different networks of the mentioned set is,
of course, only hypothetical to illustrate the properties of a network with residual
layers.)

This representation makes clear how the vanishing gradient problem is alleviated.
The size of gradient (i.e., derivative of the network output with regard to the network
input) tends to decrease with chaining the layers, resulting in negligibly small values
in deep networks. By contrast, the residual network in the decomposition 6.35 also
contains the term ), F;. The network output is thus partially determined by the
sum of outputs of individual layers. The gradient of this term is as large as that of a
single layer. This prevents the gradient sum from vanishing.

With residual networks, tractable networks with many (even hundreds) hidden
layers have been successfully trained. However, to assess the merit of this architec-
tural idea, it has to be kept in mind that a network of the form 6.35 is obviously a
mixture of

e a shallow network with multiple branches (the term ) _;, F3);
e adeep network (the term [, _ | Fp); and
e all intermediary network depths.
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It is hard to assess whether the success of such networks is to be attributed to
the shallow or to the deep component. The gradient of the shallow one is, under
configurations with vanishing gradient, clearly dominating while that of the deep one
would still vanish. Consequently, the original “formally deep” network 6.34 which
is equivalent to the expansion 6.35 behaves approximately like a sum of parallel
single-layer networks (corresponding to ), F3). This expectation is based on the
fact that vanishing gradient indicates a small influence of the involved parameters on
the mapping output, while large gradients testify a strong influence. This may suggest
that it is not the depth of the network but its special structure that is responsible for
the success.

In summary, numerical advantage (supported by computing experience) can be
attained.

Natural restrictions in using the residual connection concept consist in

e the requirement that x and y have the same dimension; and
e the expectation that the mapping materialized by a single layer will remain close
to identity mapping even for the optimum fit to data.

The latter restriction is alleviated with growing depth of the network. The ques-
tion remains, whether deep subnetworks with forced identical layer dimensions and
submappings close to identity are generally superior to shallow subnetworks without
such restrictions.

In the Transformer encoder layer, residual connections are used to substitute the
multihead self-attention function

zj = MultiHeadAtt (x;, x) (6.36)
with:
zj = MultiHeadAtt (xj, x) +x; (6.37)
and the position-wise feedforward layer function:
y; = PFF (z;) (6.38)
with:
y; =PFF (zj) +z; (6.39)

6.7.3.2 Normalization Concept and Its Motivation
Input variables to an approximator may have different scaling. For a linear model
such as linear regression scaling is accounted for by pseudoinversion of matrix X’X,
used in the regression formula 4.9. However, scaling differences of several orders
of magnitude may result in a bad numerical conditioning of the inverse, since the
matrix X’X contains elements of very different size.

Typical neural network approximator architectures consist of stacked modules
whose input is computed as output of the previous layer. Then, an additional prob-
lem arises that non-normalized outputs of one layer may hit problematic regions of
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nonlinear activation functions such as sigmoid or rectifier. These are motivations for
normalization of input or hidden variables.

Furthermore, parameters of layers with arbitrarily scaled variables are not suffi-
ciently determined. Even in the case of consecutive linear layers with weight matri-
ces W; and W41, the processing is identical with weights MW; and W, 1M -1
for arbitrary non-singular square matrix M with appropriate dimension, since
Wi 1 Wi = Wiyt M~ MW;. Consequently, both operators are equal. This makes
clear that layer matrices are unbounded: either M W; or W; 1M ~! may arbitrarily
grow by choosing matrix M with a very large or very small norm. Such unbounded
parameters may be a serious problem for the numeric optimization.

A possible remedy is normalizing columns of W;. It makes the representation
unique except for orthonormal transformations which do not affect the matrix norm
and thus the magnitude of the intermediary representation by W;. This motivates
normalization of network parameters.

Both motivations are interconnected—unbounded network parameters would lead
to unbounded activations of hidden layers (e.g., in the linear segment of rectifier units)
or to saturation (e.g., in the sigmoid activation function or the constant segment of
rectifier units). The problem grows with the depth of the network—divergent values
can be attenuated through the stack of layers. These reasons make the normaliza-
tion in deep networks desirable. The latter form of normalization, that of network
parameters, is closely related to the regularization concept of Sect. 4.7. In the fol-
lowing, some remarks to the normalization of variables will be made. A widespread
normalization principle is a transformation to zero mean and unity variance:

A T M

y =

o

with m being the mean of variable z and v its variance, computed over the batch
training set of size H. Since both the mean and the variance are a priori unknown
and additionally varying with layer’s parameters (which change during the fitting
process), they are estimated from a sample, typically the training set or its part. This
normalization method is referred to as batch normalization. Usually, it is supplied an
additional scaling and shift parameter. Computing the gradient of the fit measure E
(e.g., MSE of the output layer), it would be %—E without normalization. This vector
would be propagated backward through the layer’s weight matrix. The computation
requires only the values of the present training sample, and all sample gradients will
ultimately be summed up to deliver the gradient over the training set. With layer
output y standardized, this extends to

R R,
dz  dy 9z ) Jv 9z 2v/v
— B_EL |:<1 _ i) —(z _m)ZL:I
dy /v H Hv

Besides scaling by standard deviation /v, the term in outer brackets is smaller
than unity. This is why the derivative can be expected to be smaller with batch
normalization than without it.

(6.40)

(6.41)
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Consistently with this, Santurkar et al. [26] have found upper bounds for the norms
of both the gradient and the Hessian matrix of second derivatives with regard to neural
network parameters. This indicates that the mapping is made smoother with help of
batch normalization. A tendency to smoothing has also been observed on gradient
norm development during optimization. Although this may strongly depend on the
optimization method used (first or second order, variants of step size control), batch
normalization seems to be a helpful tool.

The gradient expression for batch normalization has the property that the gra-
dient for a single sample depends on all training samples. A lot of simplicity of
non-normalized gradient computation is lost. This has led to proposing alternative
normalization concepts, with less stringent theoretical support, such as layer normal-
ization. It is being used in Transformer architecture and is described in more detail
in the next subsection.

6.7.3.3 Layer Normalization in Transformer Architecture
The Transformer encoder uses a simplified concept of normalization. The principle
is consistent with (6.40), a transformation to zero mean and unity variance:

X —
‘/0.2

with  being the mean of variable x and o2 its variance. The notation adopts to that
used for Transformers: X and x corresponds to y and z in (6.40), respectively.

In the Transformer, normalization is applied after the residual connections of the
multihead self-attention layer and the position-wise feedforward layer. In both cases,
the variables to be normalized refer to the sum of input and output vectors of the
multihead self-attention layer:

_i\::

(6.42)

z}f = LayerNorm (zj + xj) = LayerNorm (MultiHeadAtt (xj, x) + xj) (6.43)

and the position-wise feedforward layer:
y; = LayerNorm <yj + zj‘) = LayerNorm(PFF (z’;) + z;‘) (6.44)

In contrast to batch normalization [15], where mean and variance are calculated
over the training data or small groups of samples (so-called mini-batches), layer nor-
malization [1] calculates these statistics over the feature dimension. The difference
between batch and layer normalization is visualized in Fig. 6.5.

The choice of layer normalization in the Transformer architecture can be traced
back to its established use in the field of NLP, where empiric studies have shown
their superiority to batch normalization methods, mainly when used with recurrent
approaches, which were the main approaches used before the rise of the Trans-
former architectures. One reason for using layer normalization in NLP is the fact
that, contrary to image processing, sentences of different sequence lengths need to
be processed. If using batch normalization, the optimization constants (the number
of values over which mean and variance need to be calculated) would change over
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Sequence length n
Sequence length n

Features diogel Features diogel

Fig.6.5 Difference of batch normalization (left) and layer normalization (right). The highlighted
areas show the values that are used to calculate the normalization statistics y and o2

different batches. This means that ““[...] statistics of NLP data across the batch dimen-
sion exhibit large fluctuations throughout training. This results in instability, if batch
normalization is naively implemented. ”’ [28]. However, the question of whether layer
normalization is the best normalization in the Transformer still requires mathematical
discussion.

For any vector v € R%model | Jayer normalization is defined as follows:

LayerNorm (v) = y— + 8 (6.45)

«/_+e

where € is a constant for numerical stability and the mean and variance are determined
by:

1 dmodel

Vi (6.46)

M =
dmodel

and
dmodel

Z (vi — (6.47)

Simply normalizing the vector to zero mean and unity variance could constrain
the inputs just to a specific subset of the activation function (e.g., the linear part of
a nonlinear function). Therefore, two learnable parameters y and 8 are introduced,
which ensure that the identity function can be learned by scaling and shifting the
normalized value.

model

6.8 Section Summary

Natural language is a sequence of consecutive tokens (e.g., words) and can thus be
viewed as a dynamical system. The meaning of the sequence is encoded in this flow.
A model of natural language has the sequence of tokens as its input and the meaning
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(semantics) as its output. Consistently with other dynamical systems, models of
natural language can be recurrent (i.e., containing output feedback), which is an
analogy to the transfer functions or IIR filters. Alternatively, the meaning can be
viewed as a result of the input sequence (an analogy to FIR filters).

An analogy to the transfer function concept is the RNNs. They accumulate the
semantics in a state vector depending on the current input and the previous state
vector. An amended development with advantageous computing properties is the
LSTM splitting the state vector to a long-term and a short-term part, with different
updating strategies.

The alternative approach considers the whole text segment at once, as an analogy
to the mentioned FIR model. It has to cope with the huge (and variable) size of this
sequence. This obstacle led to particular developments, the most important of which
is referred to as attention mechanism. Mathematically, the concept is based on vector
similarity.

The attention mechanism is used in the successful architecture of Transformers.
The attention mechanism selects tokens with the high context relevance for a par-
ticular token, reducing the size of the context information considered. The semantic
vector composed of the relevant context tokens is processed by a nonlinear feedfor-
ward network. Usually, a sequence of multiple Transformer layers is used.

Residual connections and normalizations are auxiliary concepts used to improve
the numeric optimization properties of the model.

6.9 Comprehension Check

1. Which are the two alternatives for modeling natural language as a dynamical
system?

Which of these alternatives is adopted by the LSTM?

Which of these alternatives is followed by the Transformer architecture?
Which are the typical measures for semantic similarity?

What is the main goal of the attention mechanism?

By which means is the similarity measure in Transformer architecture made
asymmetric?
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Specific Problems of Computer Vision

Computer Vision (CV) covers the whole variety of collecting and interpreting in-
formation from optical signals of any type. A classical review is for example Wech-
sler [9]. Its currently largest volume of applications counts to the field of image
processing: evaluating the scene represented by a digital image. A digital image
is usually represented by a two-dimensional, rectangular matrix of pixels, each of
which is assigned a value, or vector of values, corresponding the gray shade or a
color vector.

Interpreting the content of a digital image embraces a variety of partial tasks such
as

(a) extracting and recognizing edges delimiting interesting parts of the image;

(b) normalizing the image of its parts in regard to contrast and brightness, to account
for recognizing the same objects in different light conditions;

(c) segmenting the image to distinct parts probably corresponding to distinct real-
world objects.

(d) accounting for shift, rotation, scaling, and further invariances to recognize the
same objects modified (e.g., shifted and rotated) views;

(e) recognizing individual objects and their attributes.

From these tasks, (a), (b), and (d) are mathematical operations, while (c) and (e)
consist in nominal labeling. Step (e) can frequently be viewed as a classification task
as long as the label set is predefined.

For such tasks such as edge recognition, mathematical operators on the envi-
ronment of a given pixel (i.e., pixels close to the given one) have been found. An
example is the well-known Laplacian edge detector. The principle of such operators
is explained in Sect. 3.6. Also, the normalization of contrast and brightness can be
formulated in a mathematical way.

Invariances such as shift and rotation are discussed in more detail in Sect. 7.2.
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7.1 Sequence of Convolutional Operators
Convolutional layers are based on two ideas:

1. connections between layers restricted in a particular way; and
2. shared parameters.

The first one is that for some tasks, it is useful to restrain the connections between
individual units of consecutive layers to those of a small neighborhood. More exactly,
the units « of a layer A are connected to the units of the predecessor layer B that
correspond to the neighborhood of «. This results in the requirement that both layers
have to possess a common structure, to be able to determine which unit of layer B
corresponds to a unit of layer A. This common structure has also to contain the same
neighborhood concept.

A 2D image consists of a matrix of pixels. Most straightforward definitions of
a neighborhood are defined in terms of difference between the indices along both
matrix dimensions. The pixel a; ; can have eightneighborsa; 1 j_1,a;-1,j,ai—1,j+1,
@i j—1, @i j+1> Ai+1,j—1, di+1,j» Qi+1,j+1, all having the maximum difference of an
element index of one. This is shown in Fig.7.1.

A unit of the kth layer with indices 7, j would then be connected to only the units
of the (k — 1)th layer corresponding to the highlighted region of Fig.7.1 (including
the red central unit).

The idea of shared parameters consists in connection weights common to all
neighborhoods in the pixel matrix. In this example, the set of weights connecting the
unit of the kth layer with the nine units of the (k — 1)th layer is shared for all index
pairs (i, j). This has been formally presented in Sect. 3.6.

It is obvious that such layer organization is a direct implementation of a local
operator. With appropriate weights, well-known operators such as the Laplace edge

Fig.7.1 2D neighborhood in
a pixel matrix

Ai—1,j-1 Qi-1,j | Ai-1,j+1

ai,j-1 ai,j i, j+1

Ai+l,j-1| Qi+l,j | Qi+l,j+1
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detector can be implemented. It is a straightforward idea that local operators of this
local type can be learned by parameter fitting.

The definition of a particular environment together with the corresponding weights
corresponds to the general concept of kernel. With Convolutional Neural Networks
(CNN:gs), it is frequently called filter. This term will be used in the following text.

More complex, nonlinear operators can be implemented by a sequence of such
convolutional layers.

7.1.1 Convolutional Layer

As defined in 3.29 for an example neighborhood of 3 x 3, a convolutional layer is
defined with the help of an operator implemented as a filter with randomly initial-
ized weight parameters. This operator is repeated with the same parameters for all
neighborhoods of each pixel from the preceding layer’s output. For example, one
such operators parameters might be fitted to be the Laplace edge detector from 3.31.
The overlap of the filter is chosen by the user.

The term convolution requires that the filter is applied to every pixel so that the
size of the layer input is identical with that of layer output. Consequently, adjacent
neighborhoods are shifted by one pixel and overlap completely except for one row
or column.

However, there are implementations where the shift (called stride) is larger than
one, up to non-overlapping neighborhoods, with various justifications.

Convolutional layers can be stacked in a sequence, each layer implementing a cer-
tain image transformation. Another possibility is to process multiple filters in parallel
and concatenate them into a layer of extended size, in which multiple transformed
images are placed next to each other. Layer parts corresponding to individual filters
are called feature maps.

Let’s consider the data set MNIST [5] which contains 60000 images of handwritten
digits labeled into their respective classes 0 to 9. Each of them is of the same quadratic
size of 28 x 28 pixels. The images are grayscale, so the matrix representations are
in 2D with values between 0 (black) and 1 (white). Figure 7.2 shows one example
image, labeled as the digit 4.

The classification model is built with one convolutional layer with eight filters
and each filter is of size 5 x 5. The filters’ parameters are initialized randomly from
a uniform distribution centered around zero. So, they can also have negative values.

Fig.7.2 Example image of size 28 x 28 from the MNIST data set depicting a 4
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Fig.7.3 Eight randomly initialized convolutional filters of size 5 x 5 before training

Fig.7.4 Eightrandomly initialized convolutional filters from Fig. 7.3 applied on the example image
Fig.7.2

The filters are visualized in Fig.7.3. As a result of random initialization of filter
weights, there are no obvious patterns.

When applying each filter with a stride of one—i.e., with overlapping neighbor-
hoods—the resulting eight intermediate feature maps can be seen in Fig. 7.4. Activa-
tions are varying from black (low activation values) to white (high values). Randomly
initialized filters do not extract obviously useful features from the image.

This becomes even clearer after applying the ReLU activation function in Fig.
7.5. There is no clear image processing feature except for the top right where the
filter is coincidentally reacting to left borders.

After fitting the model to the data set by adjusting the filter values by minimizing
the configured loss function, the filters change into Fig.7.6.

The filters show more structure than the random ones but are still not easy to
interpret—the patterns that the filters react to are not immediately obvious. However,
applying them on the example image results in activations (Fig.7.7). Passing the
activations through ReLU leads to Fig.7.8. Both figures show that the filters extract
specific features. They detect various border orientations:
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Fig.7.5 Eight randomly initialized convolutional filter applied on the example image from Fig.7.2
activated with a ReLU

Fig.7.7 Eight fitted convolutional filters applied on the example image from Fig.7.2

o Filters 1 and 8: left borders
e Filter 5: right borders

o Filter 3: bottom borders

e Filter 6: top borders.

The remaining filters may react to other image content like round shapes from other
digits.
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Fig.7.8 Eight fitted convolutional filters applied on the example image from Fig. 7.2 activated with
aReLU

7.1.2 Pooling Layers

The hierarchical character of image interpretation suggests that the processing starts
with local characteristics of the image and goes on with more global ones. This
principle can be materialized through successively widening the receptive fields of
operators. A widespread implementation of this idea is through including a pooling
layer after the convolution operator. It decreases the input size of the subsequent
convolutional layer.

Similarly to the convolutional operator, the pooling operator works on a predefined
neighborhood size. In contrast to the former, where a stride of one (which is the only
variant consistent with the concept of convolution) and strong overlapping is usual,
pooling operators mostly work with no or reduced overlapping, to reach the goal of
reducing the size of processed data.

A common pooling operator is maximum pooling which takes the maximum value
of each neighborhood, effectively reducing the size of the output matrix. This process
is shown as an example in Fig. 7.9 where the maximum value in each neighborhood
of size 2 x 2 is returned.

In general, there is no restriction on the size or stride. It is not common to pool
over a non-square neighborhood.

The pooling operator is not limited to the maximum function. Some applications
of pooling layers compute the average value for each neighborhood.

The minimum function could also be applied. However, with a widespread recti-
fied linear activation function (ReLU, see Fig. 3.2) whose minimum is by definition
zero, minimization would result in a propagation of zeros throughout the layers.

7.1.3 Implementations of Convolutional Neural Networks

In recent years, large labeled image data sets have been collected. They have been
used for extensive comparative studies of CV approaches. Some comparisons have
taken place in the form of contests (e.g., the ImageNet Large Scale Visual Recog-
nition Challenge (ILSVRC) [6]). The importance of convolutional layers in these
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1
57

Fig.7.9 Example of a maximum pooling operator of size 2 x 2 and a stride of 2

comparisons is perpetually growing. With AlexNet [4] and subsequently VGG19 [8],
they seem to be superior to other image classification approaches presented so far.

There is currently a trend to make the networks deeper, i.e., using more stacked
hidden convolutional layers. The problem of vanishing gradient when stacking ad-
ditional nonlinear layers halted the development for a short time. The introduction
of residual connections (see Sect. 6.7.3.1) alleviated this problem with so-called
Residual Neural Networks (ResNet) [2] which are CNNs with 50, 101, 152, or even
1000 [3] convolutional layers. In many cases, they became superior in comparative
studies.

7.2 Handling Invariances

An essential problem in CV is the treatment of invariances. Human and animal
vision is characterized by reliably recognizing objects in various conditions. Among
the most important invariances, there are

e positions of the object in the visual field or image;

e rotations of the object in two or three dimensions;

e scaling of the object, depending on the individual size and the distance from the
observer;

e differences in brightness depending on the current illumination conditions; and

e for many objects, coloring can be varying.

From a mathematical point of view, many invariances correspond to relatively simple
operations.
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Shift and rotation invariance can be reached with the help of a few parameters
by geometrical transformations. A 2D vector of pixel positions x = [x1 xg] is
transformed through a rotation by angle w into a pixel position vector y = [y 1 yg]

according to
cosw — sinw
Y= |:sina) D) :|x 7.1

The task is to find the angle w for which the object is rotated back to its basic or
canonical position. For a 2D shift, two obvious parameters are sufficient.

In this way, the invariances might be implemented by varying a moderate number
of parameters during the recognition. However, this may be

e too slow for real-time operation; and
e difficult to implement as long as the position of the object to be recognized is not
known.

It has also to be noted that this does not seem to be the mechanism by which the
vision system of mammals materializes recognition of rotated and shifted objects.
Their rotation invariance is not perfect: It is easier to recognize moderately slanted
objects than those rotated upside down.

To a small extent, local invariances can be implemented by convolutional layers.
In the case of a position shift by one pixel, the convolution operator would consist in
having the weight of one to the neighbor pixel in the previous pixel and zero weights
otherwise. Slightly more complex but straightforward would be the implementation
of a rotation by a fixed angle around a fixed center of rotation. The problem of this
approach is the necessity of having a large variety of such convolution operators for
all possible shifts, rotation angles, etc.

A fundamental mathematical approach is the tangent propagation [7]. It consists
in extending the error function by a term penalizing a small change along a desired
invariance path. In this way, those mappings are favored which are insensitive to the
changes for which they are to be invariant. For example, if position invariance along
the horizontal axis is desired, the penalty term would penalize the increase of error
function if a pixel value is substituted by its horizontal neighbor value in the input
image.

The name tangent propagation is motivated by the idea of describing the invariance
by a defined artificial parameter along which the invariance should hold. For the
horizontal position invariance, this would be the position x. Tangent describes the
direction of a small change (i.e., the tangent to the pixel value function if the position
changes by a small amount from the current position in the input image).

More formally, every pixel (7, j) is assigned a function p;;(8x) of position shift
dx along the x axis. For a zero shift, p;;(0) is equal to the actual pixel value in the
image. For a small shift of the size of one pixel width, the function p;; (1) equals the
value of pixel (i, j 4+ 1). With interpolation, the function can be assigned values for
fractional shifts §x. The error function penalty term F' may be, for example, the sum
of the squares of the partial derivatives
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oF oF dp;j
dsx  dp;; 08x
over the range of pixel indices i and ;.

These partial derivatives can be computed by an analogy of backpropagation
formulas of Sect. 5.2.

This approach is admittedly mathematically challenging. All desired invariances
have to be precisely formulated in the form of parametric functions. This may be the
reason for relatively scarce use of this concept.

The most popular is an approach that is easier to use, at the expense of larger com-
puting costs. It is based on a simple extension of the training set. For every training
example, or a selected subset thereof, several variants representing the desired in-
variances are generated. They may consist of (random) cropping, shifting, rotating,
or mirroring. Minimizing the mapping error for such modified training examples
favors mappings with the desired invariance. This simple, but frequently successful
approach is sometimes referred to as training set augmentation.

(7.2)

7.3 Application of Transformer Architecture to Computer Vision

In Chap. 6 dedicated to NLP, a successful architecture called Transformers has been
presented. This architecture has been originally developed for machine translation
and then other language processing tasks but has turned out to be favorable also
for some other application domains. One of them is CV. Although the architecture
remains the same, there are differences in some interpretation issues that are worth
mentioning. These are the topics of the following paragraphs.

7.3.1 Attention Mechanism for Computer Vision

Natural language has been presented as a sequential dynamical process extending
over time (spoken language) or one-dimensional space (written language). The se-
mantics of every word or phrase typically depends on the preceding text segments.
It is assumed that future text segments cannot be processed in spoken language but
are available, and can be exploited, in written text.

For longer texts, there are many candidates for delivering additional semantic
information concerning the analyzed word. The most of these candidates are not
relevant. The key challenge is to reduce this large candidate set to those with high
relevance. This is the goal of the attention mechanism of the Transformer architec-
ture (Sect. 6.7). It assigns weights to individual words according to their assessed
relevance for the semantics of the word currently processed.

The attention principle is not limited to language processing. In fact, it is essential
for intelligent processing of every voluminous sensory input. Digital images are no
exception to this. For example, an image containing a cat may be disambiguated to
a wildcat if the environment is a forest or a pet cat if the environment is living-room
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furniture. Analyzing a traffic scene for potential safety risks, a segment depicting
a child may suggest increased risk if a ball can be identified in the vicinity. A flat
display is probable to be TV-set in the vicinity of an audio device but be rather a
computer monitor in the neighborhood of paper files.

This motivates the use of attention mechanism for CV. It can be beneficially used
at the intermediary processing stage at which image segments are assigned emerg-
ing interpretation (i.e., after low-level operations such as edge extraction or trained
extractions from convolutional layers have been accomplished). The correspond-
ing neural network layer corresponds to a two-dimensional map of such emerging
segments. Every one of them can be seen as an analogy to a word in a text. On
such segments, similarity assessment can be done, resulting in weights expressing
the relevance to the interpretation of the segment currently investigated. This is an
analogy to the semantic relevance for words, as treated by the attention mechanism.
The image segments used for this goals are usually image patches discussed in Sect.
7.3.2.

7.3.2 Division into Patches

Digital images are represented by a two-dimensional matrix. Every element of this
matrix p;; is typically strictly in the range of 0 to 1 indicating the whiteness of this
pixel. If p;; is 0, the pixel will be interpreted as black, for p;; = 1,it will be interpreted
as white. The intermediary values are scaled linearly from black to white. For colored
images, the each pixel is represented by three numbers: red, green, and blue (RGB).
Different color maps and interpretations exist such as HSV or CMYK; however, the
overall argumentation and architecture are not influenced by the interpretation of the
pixel values. For simplicity, in this chapter (as in Sect.7.1.1), we assume a square
grayscale image.

In the first appearance of the (today widespread) application of the Transformer
architecture to CV (the Vision Transformer from [1]) it became apparent that using
each pixel individually as the input is not appropriate for the attention mechanism. In
NLP, the attention mechanism attempts to determine the relevance of various tokens
(e.g., words in a text segment) for a given token. If a pixel was chosen to play the
role of a token, it would mean that the relevance is sought between the pixels. But it
is obvious that individual pixels are units of a too low level for relevance assessment.
Additionally, assessment for all pairs of pixels would be prohibitively expensive.
Therefore, it is necessary to select larger tokens that can realistically carry semantic
information in the image.

Analogically to combining characters to form a word, a region of multiple pixels
is used to form a patch. The input image is sliced into 16 x 16 patches', linearly

! This is valid for medium-sized input images. To maintain scalability in memory for increasing
image size or to maintain training performance in small-size input images, this size must be adapted.
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projected into an embedding space (the same way as words), and then treated like
any other input pattern in the Transformer architecture.

The values of individual pixels within a patch are ordered into a vector. By this,
positional information about the pixels involved is lost. This may seem a significant
loss, but in NLP, the same logic is applied: The order of the actual characters building
the word is neglected, and only the instance of the word is used.

For NLP, it is obvious that the positions of words—absolute in the sentence or
paragraph or relative to another word—are relevant for semantics. Words closer to the
word currently analyzed are more probable to constitute the relevant context and thus
to contribute to the semantic representation. Beyond this, natural languages possess
more or less strict grammars in which orders and positions result from grammar
rules.

This is why positional encodings, called also position embeddings, are a key
element of the semantic processing.

In CV, the role of positions may seem less strong. One reason for this is the
absence of composition rules (analog to a language grammar) in an image. On the
other hand, objects can be composed of parts (some of which can be occluded)
that give an unambiguous interpretation to the picture. For these reasons, position
embeddings analogical to that of natural language are frequently used in Transformer-
based architectures for CV.

The analogy is complete for absolute positioning where the embedding is learned
from the training set. For relative positions of two objects or segments, the concepts
are generalized to two dimensions. For every pair of segments, their relative position
is to be characterized.

This can be done in a few ways:

e by a linear numbering of the patches;

e by a pair of absolute coordinates of the patches;
e by a pair of relative distances along x and y axes;
e by the Euclidean distance of both segments.

As for one-dimensional relative position in a word sequence, these distances can be
used to extend or modify the similarity weight of attention mechanism.

Once this preprocessing is finished, the further processing behaves exactly like
any other (NLP-based) Transformer architecture presented in Sect. 6.5.

7.4 Section Summary

CV basically consists in the transformation of low-level signals (individual image
pixels with gray intensity or color information) into the description what the whole
image represents. Correspondingly, the processing is a sequence of low- to high-level
operations.
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The low-level operations extract simple features extending over small feature re-
gions such as edges, contrast, or color changes. The next level implements important
invariances with regard to shift, rotation, and scale. The final processing assigns the
image features to labeled objects.

In neural networks, low-level operations are successfully implemented as convo-
lution layers, corresponding to local mathematical operators such as that of Laplace.
Handling invariances is a large challenge. Various approaches have been proposed,
from analytical penalty terms for missing invariance to varying positions and scales
in the training data.

Analogically to Natural Language Processing, image processing has to consider
context aspects. This is why the attention mechanism and Transformer architecture
have recently also been used for Computer Vision tasks. The role of language tokens
is played by image patches (smaller regions of an image). The interpretation of image
patches is modified by context formed by other patches.

7.5 Comprehension Check

Which low-level operations are important in Computer Vision?

Which are the means for implementing low-level operations in neural networks?
What is the effect of convolutional layers to the number of network parameters?
Which invariances are important for Computer Vision?

What are the means for implementing the invariances?

Whatis the analogy to a natural language token (or word) in an image, if exploited
by the attention mechanism?

7. What is the analogy to a token position in natural language in an image?
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Residual Neural Network (ResNet), 201

Ridge regression, 104, 116, 117, 119, 130

RMSprop, 145

S
Second order system, 34
Semantic similarity, 170, 178, 192
Separable classes, 146

linearly, 16, 20
Sigmoid, see activation function, sigmoid
Simulated annealing, 157, 161
Single Input/Single Output (SISO), 37
Singuar Value Decomposition (SVD), 98, 110
Singular values, 98, 110, 115
Spatial operator, 41
Spatial system, 39, 41, 51
Spectral decomposition, 98
Stable system, 36
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Index

State space, 35-37, 64, 174, 186

State vector, 192

Stochastic approximation, 146

Stochastic Gradient Descent (SGD), 149-151,
160, 161

Stochastic gradient method, 145

Sub-words, 168, 172, 181

Support Vector Machine (SVM), 19-21, 32,
130

T

Tangent propagation, 202

Tanh, see activation function, tanh

Taylor expansion, 11, 63, 90, 140

Training set augmentation, 203

Transfer function, 37, 38, 192

Transformer, 145, 167, 180, 184, 190, 192, 203

encoder, 180, 188

U

Underdetermined, 85, 87, 89, 91, 95, 103, 109,
110, 113, 115

\%

Vanishing gradient, 42, 126, 174, 175, 187,201

Variable metric method, 141
Variance of the estimate, 104
VGG19, 143

W

Word embedding, 169
Wordpieces, see sub-words
‘Word vector, 168, 169
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